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Abstract

Representation of Contours by Connected Quadratic Curves and its Implementation and Simulation System

Xu Wu Li

Recognition of characters is a problem in image recognition. Contours are often used. The contour of a character can be expressed with much less data than the original character. There are a suit of algorithms that represent contours by connected quadratic curves. With this representation, corners of characters can be detected by locating those corner points.

This project will emphasize on the implementation of those algorithms: including the contour tracking, segmentation and how quadratic curves are obtained from the contour. It is a java application and has a GUI interface. You can select an image, run the algorithm and see the simulation steps.
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Chapter 1 Introduction

This document outlines the design and implementation of the algorithm of using quadratic curves to represent the contour of a character and detect those corner points of the contour. This project also provides a simulation of the algorithm.

1.1 Pattern Recognition

Many pattern recognition systems can be partitioned into the following components: input, sensing, segmentation, feature extraction, classification, post-processing and decision. A sensor converts images or sounds or other physical inputs into signal data. The segmentation isolates sensed objects from the background or from other objects. A feature extractor measures object properties that are useful for classification. The classifier uses these features to assign the sensed object to a category. Finally, a post processor can take account of other considerations, such as the effects of context and the costs of errors, to decide on the appropriate action.

Although there are seven components in many pattern recognition system; some are more critical than others. The feature extraction component is more important and more difficult to realize: An ideal feature extractor would yield a representation that makes the job of a classifier trivial; conversely an omnipotent classifier would not need the help of a sophisticated feature extractor.

The goal of extractor is to characterize an object to be recognized by measurements whose values are very familiar for objects in the same category, and very different for objects in different category. That is to
say to find the distinguishing features. The feature-choosing step depends on the characteristics of the problem domain. Having access to example data will certainly be valuable for choosing a feature. However, prior knowledge also plays a major role. How do you know which feature is more pertinent and more important.

In selecting or designing features, we obviously would like to find features that are simple to extract, invariant to irrelevant transformations, insensitive to noises, and useful for discriminating patterns for different categories. Computational complexity and cost are also factors when we consider feature choosing. We need algorithms that scale well when the number of feature dimensions, or the number patterns or the number categories increase. We need a feature extractor to function within some constraints. We need to combine the prior knowledge and empirical data to find relevant and effective feature.

1.2 Problem domain

Much information of a character is included in its contour. Contours are often used for pattern recognition. Human beings can recognize a character by its contour, which shows that the contour contains all the information needed for this recognition. The contour of a character can be obtained usually by two steps: (1) Extracting the borders of the character with edge detection algorithms [2, 10]; (2) Representing the edge points as a discrete sequence, in which tracing algorithm are often used and some proper processing are taken [3, 5, 9]. To improve the contour, proper modification can be employed. Then the contour, which is a (or a few) 1D periodic signal(s), can be transformed to other forms so that features such as the curvature, inflexion points, corners, perimeters and moments can
be computed. There are numerous researches on this subject such as chain code representation, curving fitting and so on. Curve smoothing is an extensively used method for contour analysis. It can denoise the digital contour and some mathematical differential parameters can be calculated robustly. A defect of such a representation is that it also blurs the corners of contours that locate the key features of the character. Therefore, multi-scale filters can be used as a compromise. In this report, the connected quadratic curves are used to represent the contour of characters. Based on representation, we will introduce a scheme to detect corners of characters.

1.2.1 Characteristics of characters and quadratic curves

From mathematics theory we know that quadratic curves, sometimes called spline curves are C2 smooth. We are familiar with them, lines are degenerated form of quadratic curves, parabolic curves, and trajectory curves are also quadratic curves. Quadratic curves have many important characters that make them very useful. First, the complexity and cost to use them are low, there are many software packages that deal with quadratic curves. Quadratic curves have a very important character that we will use through our algorithm: given three points (not on a line), we can only build a quadratic curve that passes two points and uses another point as vertex.

Human beings can detect characters easily by recognize their contours. The contour of a character can be divided into some segments. Each single segment is smooth; but the whole contour is not smooth.
Those points that connect those smooth curve segments are very important features of the contour of the character, those points make the character not smooth enough, because the contour may change direction at these points or these points are corner points which means that the angle at the corner point is too small - singular points.

For segments of a character contour, some are lines or approximate to lines, these can be approximated by lines (degenerate quadratic curves). Others are arcs that can also be approximated by quadratic curves. So we can imagine that the effects of approximation will be good.

Our quadratic curve algorithm provides a way to find those corner points.

1.2.2 The input of the system

We use two types of images to test the system. One is the GIF, JPG or JPEG format, the other is the character image. You can see these two kinds of format from Fig 1 and 2. One is a low-resolution image with 40*38 resolution; another is a black and white 256*256 image.

1.3 System Context

Character recognition has been the topic of pattern recognition for a long time; recently three professors L.H. Yang, C.Y. Suen and T.D. Bui have written an article on “Representation of Contours by Connected Quadratic Curves and its application to 2D image recognition.” (see [12]). This system is built to implement their ideas.
Figure 1. An image of five with resolution 41*38
Specifically, the main issues addressed through the system include several aspects:

- The system should provide a GUI interface.
- User should be able to select an image through GUI.
- User should be able to run the algorithm through GUI.
- User should be able to see animation of the algorithm from GUI.
- User should be able to set system parameters through GUI.
- The system should provide a help system for help and troubleshooting

1.4 Description of each function:

1.4.1 The system should provide a GUI interface

The system should use GUI components: such as windows, buttons, text fields, menus and Labels to visualize the system and give the user intuition of functions the system provides.

1.4.2 User should be able to select an image through GUI.
The system should provide a button or a menu for user to select an image. After the user has pressed the button or the menu, the file chooser dialog should appear to let the user select an image. After the user selects an image, that image should be displayed.

Exception:
If the user does not select an image or the image the user selects is not a valid one, the system should ask the user to re select a valid one.

1.4.3 User should be able to run the algorithm through GUI
The system should provide a button or a menu for user to run the algorithm to the image the user has just selected.

1.4.4 User should be able to see animation of the algorithm from GUI
The system should provide a button or a menu for user to see animation of the algorithm. Each frame should be marked which step it is in. The animation is only enabled after those algorithms have been run.

1.4.5 User should be able to set system parameters through GUI.
The system should provide a button or a menu for user to set up system parameters. When a user presses that menu or the button, a dialog will appear with text fields or combo boxes, a user can input or select the parameters.
Exception:
If a parameter the user set is not valid, the system should ask the user to re input that parameter.

1.4.6 The system should provide help system for help and troubleshooting.
The system should provide a button or a menu for user to trigger help system. When a user presses that menu or the button, help frame will
appear displaying the information about the system and the FAQS when a user uses the system.

1.5 Use case view of the system

![Use case view of the system diagram]

Figure 3. Use case view of the system

Chapter 2 Select a development environment and a programming language

2.1 Develop environments and Operating systems

There are several major develop environments: Windows, Linux and Solaris. Windows operating system has the largest market share in PC computers. PC’s users have accepted Linux. On some aspects, Windows does better (ie GUI) and on other aspects Linux does better.
In the case of Linux, since it is a UNIX-based kernel, it has reliability and security that comes with UNIX. It is open source so that bugs are fixed quickly. One huge advantage of Linux has is that it is free.

Since I have to develop the system at home, windows is my preference.

As for the operating system, I use Windows 2000 Server, but the system can be run under any Windows even Linux and Solaris, as we will explain later.

2.2 Programming language

There are many programming languages such as C++, C, C# and java. They are both powerful. After comparing these programming languages, we choose Java as our programming language because it is more competitive than others on the following aspects:

1. High performance: With the JIT, java is quite fast now.
2. It has enriched built in data structures for use: Collection Framework provides a uniform interface for many data structures. You can access those data structures through Iterators.
3. It has powerful graph process functions: it can display not only integer points but also double and float points. Java provides 2D, 3D API for drawing various graphs and images; see [1, 9].
4. Easy to build GUI: Java provides AWT and SWING package for building interfaces, you can build GUI easily with widgets: such as buttons, JButtons, labels, JLabels. Java even provides components such as: Tree, Table and TabbedPane to help you build complex GUI.
5. It is platform independent: You just write java code, compile it once and it can be run under all platforms.

6. Java is pure OO, so you can make full use of OO methodology.

7. Java is easy to learn, its syntaxes are similar to those of C and C++.

8. Java has garbage collection and exception handling, which make program easy to debug. Java gets rid of the C and C++ pointer to make software program safer.

From all above, I choose Java as the programming language. The most important reason is that: I am good at Java and Java is one of my favorite languages.

2.3 How to deploy and execute this system.

There are many java development tools such as JBuilder, Visual age for java and JDevelop, they are powerful and easy to use; but they consume too much system resources and on some computer they are quite slow. I code the system by using UltraEdit, compile and run the system under JDK1.3. Before compile and run the java code you must set up environment variables. Under different system the setting procedure is different. Under windows 2000, the procedures are:

1. Double Click the “My computer” menu.

2. Double click the “Control panel” menu.

3. Double click the “System” icon.

4. Double click the “Advanced” tab window button.

5. Click the “Environment variables” button.

6. If the classpath and path variable already exist just edit them, else create two variables with these two names.

7. classpath=the directory you want to put your java program;
path=the directory where jdk bin library is in. After that you can run the system.

After you have set the environment variables, you can compile and run this program, there are two methods:

Method 1:

1. Press the “Start” menu in your computer.
2. Press the “Run” menu.
3. In the open field input “cmd” and press “Ok”.
4. The DOS window appears.
5. Go to your java file directory.
6. Type javac *.java to compile all java files and click enter.
7. Type javaMainFrame or NewMainFrame and click enter.

Method 2:

2. The DOS window appears.

The rests are the same as method 1.

**Chapter 3 Design of the system**

**3.1 System GUI design**

From those functions of the system, we know that the system should have the following interfaces:

1. Interface for select an image.
2. Interface for run the algorithm.
3. Interface for trigger the animation.
4. Interface for trigger the help system.
5. Interface for set system parameters
6. Interface the help system.
7. Interface for the original image  
8. Interface for those animation graphs.

Since interface 1,2,3,4,5 are too simple, we can combine them into one GUI. That is our MainFrame, we still need interface 6,7 and 8. We name them: HelpFrame, ImageFrame and AnimationFrame.

A MainFrame should contain a label for a title of the system, buttons for system functions, text fields or combo box for parameters setting and labels.

A HelpFrame should contain a text pane that displays help information.

An ImageFrame is just a Frame with a title.

An AnimationFrame is just a Frame with a title.

3.2 Other classes design

1. Since we will use a contour-tracking algorithm, we need a class to implement this algorithm.

2. Since we will conduct a lot of mathematics computations, we need a class to implement those computational algorithms.

3. Since we need to do animation, we need one or more classes to deal with it.

4. We need several exception classes to process exceptions.

3.3 Class diagram, sequence diagram and scenario
The system main function scenario

1. The user presses the "Select image" button.
2. The file chooser dialog appears.
3. The user selects one image and presses the "Ok" button.
4. The user presses the "Run" button.
5. The user then press the "Animation" button
3.4 Classes and those functions they should perform

Class AnimationFrame extends JFrame
It performs one function:
1. Draws graphs when called by the run time environment.
**Public class Algorithms**

It has the following functions:

1. Runs main algorithm.
2. Finds the index of a point in some points, which has the maximal distance to a line.
3. Calculates the value of a function given three points and another parameter.
4. Calculates the only root of a equation in \((0,1)\), given precision \(e\).
5. Runs recursively the algorithm and animation function, it undertakes all major algorithms by call other functions.
6. Calculates the distance between the point to a curve segment.
7. Tests whether all the points have been processed.
8. Tests whether an ArrayList contains an object.
9. Calculates the coordination of the control point of the quadratic curve. It is the intersection point of the two tangent line at start point and end point.
10. Judges whether a curve with some parameters is out of the triangle determined by some parameters.

**Public class DataProtocol implements Serializable**

It performs one function:

Tests whether two DataProtocols are equal
**Public class HelpFrame extends JFrame**

It perform one function

1. Shows the help frame

**Class ImageFrame extends JFrame**

It has only one function:

1. Draws graphs when called by the run time environment.

**Public class InvalidImageException extends Exception**

It has the following functions:

1. Generates exceptions when needed.

**Public class NewMainFrame extends JFrame**

It has the following functions:

1. It is the main GUI of the system.

2. Builds the interface and contains event process.

**Public class TempData**

It has only one function:

1. Stores the temporary data.

**class UtilityKit**

It performs the following function:

1. Tracks the contour of an image.

2. Tests whether a point is within a range.

3. Tests whether a point is within a triangle.

4. Computes the inner product of two points.

5. Optimizes the two dimension array before runs the contour-tracking algorithm.
Public class ShowCornerFrame extends JFrame

It perform following functions:

1. Draws graphs when called by the run time environment.
2. Finds the DataProtocol that connects with the segment with the end connecting to the begin.
3. Finds the DataProtocol that connect with the segment with the begin connecting to the end.

3.5 Algorithms and their design

Description of General and specific algorithm:

The whole algorithm is a divide and conquer process, we divide the contour equally into half by the line from the begin point to the central point; for each half of the two contours we pick up one point (details see below) and construct a quadratic curve that passes the point (as vertex), the begin point and the central point; so we have four curve segments. For each segment, if it satisfies our precision we keep it, otherwise we discard the quadratic curve segment and construct a new quadratic curve segment, this process repeats until all segments meet our precision, finally we can get a series of connect quadratic curve segments and some candidate corner points (see following image and those steps).
3.5.1 General algorithm:

Let $T > 0$ be an error threshold. For a character image.

**Step 1:** Get the contour sequence $\{ C(I) \mid I=0,1,\ldots,n-1 \}$ by using a contour-tracing algorithm.

**Step 2:** Let $k=n/2$; for $C1=\{ C(I) \mid I=0,1,\ldots,k \}$ and $C2=\{ C(I) \mid I=k+1,\ldots,n-1 \}$ run the following specific algorithm.

3.5.2 Specific algorithm:

For a contour sequence $C1=\{ C(I) \mid I=n, n+1,\ldots,k \}$

**Step 1:** Find a point $C(m)$ on the contour that has the maximal distance to line from $C(n)$ to $C(k)$.

**Step 2:** If $m=n$ then the segment is a line, mark all points from $n$ to $k$. If all points are marked then return.

**Step 3:** If $m < n$ construct a quadratic curve starting at $C(0)$, passing $C(m)$ (as vertex) and ending at $C(k)$.

**Step 4:** For $C1=\{ C(I) \mid I=n, n+1,\ldots,m \}$ and $C2=\{ C(I) \mid I=m, m+1,\ldots,k \}$ do the following (we use $C1$ as example):
1. Compute each C1 point's distance to the quadratic curve segment between C (n) and C (m).

2. Get the maximal distance of all the distances.

3. If the maximal distance < T, mark all points from n to m. If all points are marked then return.

4. Else recursively run specific algorithm for C1.

3.5.3 Root computing algorithm:
Description:

We want to compute the root of a continuous function. From mathematics we know that if \( f(a) < 0 \) and \( f(b) > 0 \); there is a value between a and b such that \( f(c) = 0 \). This algorithm keeps cutting search interval to half of its previous one.

Let \( f(x) \) be a function \( f(a) < 0 \), \( f(b) > 0 \) and \( e \) be a precision double.

**Step1:** Initialize two end value a and b.

**Step2:** Compute the middle value of a and b.

**Step3:** If for that middle value \( f() \) gets value satisfy our precision return.

**Step4:** If \( f() \) gets positive value, we think the root is between a and that value.

**Step5:** Change ends to a and that middle value.

**Step6:** Go to step 2.

**Step7:** If \( f() \) is negative, we think the root is between that value and b.

**Step8:** Change ends to b and that middle value.
Step 9: Go to step 2.

Comment: we can use many methods to compute the root of a function. The Newton iteration can be used. But the above method is also ok! And it is quite fast.

3.5.4 Distance to curve algorithm:

Description:

We want to compute the distance from a point to a curve segment. We divide the curve into small segments and find the approximate distance. We can adjust this division number.

Step 1: Divide the curve segment into small enough segments.

Step 2: Compute the distance from this point to those division points.

Step 3: Find the smallest of the all those distances.

Comment: compute the distance from a point to a curve segment strictly speaking is not an easy job. The candidate points are those points at which tangent line is perpendicular to the lines connecting those points to the given point.

3.5.5 Within triangle algorithm:

Description:

We want to test whether a point is within a triangle. We know that given three points are not on a line, any planar point can be express as a linear expression of those three points; and the sum of the three coefficient is 1.
A Point \( P \) is with in Point \( a \), Point \( b \), Point \( c \)

**Step1:** compute \( k_1, k_2, k_3; k_1+k_2+k_3=1 \) such that \( P=k_1 \cdot a + k_2 \cdot b + k_3 \cdot c \).

**Step2:** \( P \) is within triangle \( a-b-c \) if and only if all three coefficients are bigger than zero.

### 3.5.6 Contour tracking algorithm:

**Description:**

We want to track the boundary of an image clockwise (we use a small 0 image as example to illustrate it).

**Step1.** Find the first point which is also the begin point.

Find first element in the image array with value 1.

Build the first point from the two indexes of the element.

Add the first point to the boundary list.

```
0 0 1 1 0
0 1 1 1 0
0 1 0 1 0
0 1 0 1 0
0 1 1 1 0
```

**Step2.** Find the second point.

**Case1:** If the point to the right of the first element is within the boundary and that point is an image point, then that right point is the second point.
0 0 1 1 0
0 1 1 1 0
0 1 0 1 0
0 1 0 1 0
0 1 1 1 0

**Case 2:** If the point to the beneath of the first element is within the Boundary and that point is an image point, then that beneath point is the second point.

![Diagram showing Case 2]

**Step 3.**

<table>
<thead>
<tr>
<th>Case 1</th>
<th>Case 2</th>
<th>Case 3</th>
</tr>
</thead>
<tbody>
<tr>
<td><img src="image" alt="" /></td>
<td><img src="image" alt="" /></td>
<td><img src="image" alt="" /></td>
</tr>
<tr>
<td>First</td>
<td>Second</td>
<td>temp</td>
</tr>
<tr>
<td>0 0 1 1 0</td>
<td>0 0 1 1 0</td>
<td>0 0 1 1 0</td>
</tr>
<tr>
<td>0 1 1 1 0</td>
<td>0 1 1 1 0</td>
<td>0 1 1 1 0</td>
</tr>
<tr>
<td>0 1 0 1 0</td>
<td>0 1 0 1 0</td>
<td>0 1 0 1 0</td>
</tr>
<tr>
<td>0 1 0 1 0</td>
<td>0 1 0 1 0</td>
<td>0 1 0 1 0</td>
</tr>
<tr>
<td>0 1 1 1 0</td>
<td>0 1 1 1 0</td>
<td>0 1 0 1 0</td>
</tr>
<tr>
<td>Case 9</td>
<td>First</td>
<td>Second</td>
</tr>
<tr>
<td>--------</td>
<td>-------</td>
<td>--------</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 0 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>1 1 0 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Case 10</th>
<th>First</th>
<th>Second</th>
<th>temp</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 0 1 1 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 0 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Case 11</th>
<th>First</th>
<th>Second</th>
<th>temp</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 0 1 1 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 0 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Case 12</th>
<th>First</th>
<th>Second</th>
<th>temp</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 0 1 1 1 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>1 0 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>1 1 1 1 0</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Case 13</th>
<th>First</th>
<th>Second</th>
<th>temp</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>0 0 1 1 1 1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 1</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 0 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>0 1 1 1 0</td>
<td></td>
</tr>
</tbody>
</table>
### 3.5.7 Optimize algorithm

Before we run the contour-tracking algorithm, we can first optimize the array of points:

We can eliminate those points that have only one point in its neighbors.

As the above graph displays, point A is such a point. Other points are not.

### 3.5.8 Refined contour-tracking algorithm
Figure 6. An image that the refined algorithm has not been run.

After we have run the contour-tracking algorithm, the image contains a lot of zigzag shapes, in order to erase these shapes we have to run the refined algorithm. The figure 6 and 7 show the effects of the refined contour-tracking algorithm.
Figure 7. The same image after the refined algorithm has been run

You can see that the boundary is smoother, and there are fewer points on the boundary.

The algorithm works as follow:
### Case 1

- **Point i** → **Point i+1**
- **Point i+2**

<p>| | | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Remove point i+1**

### Case 2

- **Point i+1** → **Point i**
- **Point i+2**

<p>| | | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Remove point i+1**

### Case 3

- **Point i** → **Point i+1**
- **Point i+2**

<p>| | | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

**Remove point i+1**

### Case 4

- **Point i+1** → **Point i+2**
- **Point i**

<p>| | | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

**Remove point i+1**

### Case 5

- **Move forward to the point ahead**

**Move forward to the point ahead**

---

**3.5.9 Animation algorithm**

**3.5.9.1 General algorithm:**
Let T>0 be an error threshold. For a character image.

Let Array1 stores the quadratic curve segments that need to be drawn but are still not known whether they meet the precision.

Let Array2 stores the quadratic curve segments that meet the precision.

**Step1:** Get the contour sequence \( \{ C(I) \mid I=0,1,\ldots\ldots n-1 \} \) by using the Contour-tracking algorithm.

**Step 2:** Let \( k=n/2 \); for \( C1=\{ C(I) \mid I=0,1,\ldots\ldots k \} \) and \( C2=\{ C(I) \mid I=k, \ldots\ldots n-1 \} \)

Run the following specific algorithm.

For each element \( E \) in array \( 1 \), find all elements in Array2 whose steps are smaller than step of \( E \) and add those elements to \( E \).

Serialize \( E \) as object.

**3.5.9.2 Specific algorithm:** For a contour sequence \( C1=\{ C(I) \mid I=n, n+1,\ldots\ldots k \} \)

**Step1:** Add that segment to Array1.

**Step2:** Let \( C(m) \) be the point that has the maximal distance to the line from \( C(n) \) to \( C(k) \) among all points from \( C(n) \) to \( C(k) \).

**Step3:** \( \text{if } m \text{ equals } n \text{ then the segment is a line, mark all points from } n \text{ to } k. \text{ If all points are marked then return.} \)

**Step4:** \( \text{if } m \text{ not equals } n \text{ construct a quadratic curve starting at } C(0), \)

\( \text{passing } C(m) \text{ as vertex and ending at } C(k). \)

**Step5:** for \( C1=\{ C(I) \mid I=n, n+1,\ldots\ldots m \} \) and \( C2=\{ C(I) \mid I=m, \ldots\ldots n-1 \} \)
m+1,..........k} do the following steps (use C1 as example):

1. Compute each C1 point’s distance to the quadratic curve between C (n) to C (m).

2. Get the maximal distance of all the distances, if the maximal value < T, mark all points from n to m. add that segment to Array2. If all points are marked then return.

3. Else recursively run specific algorithm for C1.

3.5.10 Algorithm to detect corner points

First we need an algorithm to judge whether a quadratic curve segment is out of a triangle, the curve pass through two points of the triangle.

**Step1.** Divide the curve into many segments according to the parameter given.

**Step 2.** If one of the points is within the triangle, the curve segment is not out of the triangle, otherwise the curve is out of the triangle.

**Corner detection algorithm**

Let p (i) be all the candidate points (see 3.5 descriptions of the general and the specific algorithm). Those points satisfying the following conditions are not corner points and can be removed, those left points are corner points. If \( \angle p (i-1) p (i) p (i+1) \) is bigger than some threshold alpha and one of the following conditions holds (see (a) points marked with “0” are not corner points; points marked with “1” are not corner points;
1. Both curve \( p(i-1) \ p(i) \) and \( p(i) \ p(i+1) \) are out of the triangle \( p(i-1) \ p(i) \ p(i+1) \), see (b).

2. One of the quadratic curves \( p(i-1) \ p(i) \) and \( p(i) \ p(i+1) \) is degenerated to a straight line and the other is outside the triangle \( p(i-1) \ p(i) \ p(i+1) \), see (c).

3. The quadratic curves between \( p(i-1) \) and \( p(i+1) \) are very close to the straight line from \( p(i-1) \) to \( p(i+1) \), see (d).

![Diagram](image)

3.6 Data Structure selections

The system implementation adopts many algorithms; all these algorithms need many data structures to support them. In the contour-tracking algorithm, we need to read in image information from an image file and then pick out those boundary points and store them in a data structure. Because we cannot tell before hand how many boundary points will be picked out; we must use a data structure that can increase its size dynamically. Java Collection provides ArrayList and Vector; both can be used. I select the ArrayList, because it tallies the OO methodology.

3.7 System Data format and their storing method
Since we need to do simulation, quadratic curves of each step must be stored and retrieved when doing animation, the data format our system use are as follows:

**TempData**

It stores the following information

int step       the step that the data is in

**DataProtocol**

---------the data format

**DataProtocol** implements **Serializable**

It stores the following information

int startPosition  the start position of a segment
int endPosition    the end position of a segment
int computeEnd     the end position for computing
int indexPosition  the index position of a segment
int drawType       the draw type 0-Quadratic 1-Line
int segmentType    the segment type 0-whole 1- start to index 2- index to end

double root        the coordination of the control point
double controlX    the coordination of the control point
double controlY    the coordination of the control point

We can see in order to do simulation we need store many data. But how can they be stored. In C and C++ we can only store them in file; but later when you want to retrieve them the method is quite complicate. In java, we can directly write an object to a file and read in an object from a file; this makes the data storing and accessing procedure quite simple.
Chapter 4 Results, implementation and testing of the system

4.1 Related test methods with this project

4.1.1 Unit Testing
For each class and its main method we must perform a unit testing.

4.1.1.1 Static Unit Testing
Objective: Identify coding errors
Techniques:
Code inspection, walk through and buddy test.
All inspection questions must be checked.
Completion criteria:
Every line of code has been inspected.
For example: in class UtilityKit many lines of code are edited by copy and paste, this may create a lot of mistakes and they are not easy to find. There is only one method: print out the source code and examine line by line.

4.1.1.2 Dynamic Unit Testing
Objective: Ensure that internal functions work correctly.
Techniques:
White box testing.
For each class write a main method so that the class and its functions can be test independently.
Completion criteria:
All test cases must be executed.
For example: the class UtilityKit has the contour-tracking function, there are 13 branches and we can use white box and branches testing.

### 4.1.1.2.1 Testing of system algorithms

Each algorithm is a function of a class, and at least need one test case.

1. Contour tracking algorithm
   
   The algorithm contains a multiple if-else branch
   
   Test method: Test as many as possible images so that all branches are tested. For each image print out the contour tracking results and compare with the original image.

2. Root computing algorithm
   
   Test method: Use some polynomials to test the algorithm, for each step print out the result to see how it approaches the final result and the iteration times.

### 4.1.2 Integration Testing

The integration testing should ensure the correctness and effectiveness of functional interactions and compatibility between interfaces. The test will focus on interactions among components, modules and subsystems. The integration testing should begin upon completion of the unit testing.

### 4.1.2.1 Testing of system algorithms

The main algorithm can only be test at this stage, because it needs many other algorithms.

Test method: Write a main function to call the run function, at each key code line print out key value to see the result.
4.1.3 Functional Testing

Functional testing should focus on the functions. The goal of these tests is to verify that all functions meet the requirement completely.

4.2 Running results of this system

4.2.1 Running results of the first format image

![Figure 8. System Main Frame](image)

As you can see from the above figure, the Main Frame contains three panels, one for title, one for setting system parameters and one for six buttons. If a user presses the “SET SYSTEM PARAMETERS” button, a frame will appear as the following figure. You can see at first the “Run” and “Animation” button are all disabled, this is because you have not selected an image. You can input into text fields or select from the Combo boxes, the system will check whether the input data is valid.
Figure 9. Frame for system parameters setting

You can see if the input data is not valid, a message dialog will appear and the user will be asked to re-input the number.

Figure 10. When you input character q in one text field.
Figure 11. You will see a message box asking you to re input valid digits. After a user has pressed the "Select image" button, a file chooser dialog will appear.

Figure 12. The file chooser

If the user does not select a valid file, the system will ask the user to re select one.

Figure 13. A dialog box appears when you select an invalid image.

If the user has selected an image file, the system first closes all previous frames and the "Run" button is enabled.
Figure 14. The image is displayed

Figure 15. The “Animation” button is enabled

When a user presses the “Run” button, the “Animation” button is enabled, but the “Run” button is disabled.

When the user presses the “Animation” button, the button will be disabled and the animation frames are created and displayed.
Figure 16. Animation frames

When you press the “Show corner” button, the show corner frame appears.
Figure 17. The Show corner frame

When you press the "Help" button, the help frame appears.
Figure 18. The help frame

4.2.2 Running result of the second format image

The main frame is the same as the Figure 8.

When you press the "SET SYSTEM PARAMETERS" button, a frame will appear as figure 19. We have add another function so that we can watch the enlarged image of format JPG, GIF or JPEG. This is because sometimes it is not obvious to see animation effects.
Figure 19. The set parameter frame

After a user has pressed the "Select image" button, a file chooser dialog will appear. You can see we have filter out non-image files.

Figure 20. The file chooser dialog

After a user has selected one image and pressed the "Run" button and then the "Animation" button, the animation frames will appear. The following nine frames are animation steps of an image under default
system settings.
Figure 21. The animation frames of the key image

We can see some points are congested, if we enlarge the image the effects can be seen more clearly.

The following one figure shows the last step frame of one image animation, you can see the effects are more obvious. The image is enlarged two times in both directions.
Figure 22. Those corner points of a key image when it is enlarged 2 times

4.3 Discussion of the result.

The performance of the system for an image is the steps required to finish the algorithm. There are many parameters that you can set, the error-threshold is the parameter that affects the performance most: the smaller the error-threshold is, the more are the steps. Other factors can also affect performance: the resolution, the smoothness of an image. We give some statistics data about the system performance.
<table>
<thead>
<tr>
<th>Resolution</th>
<th>Character</th>
<th>Error-Threshold</th>
<th>Steps</th>
</tr>
</thead>
<tbody>
<tr>
<td>256*256</td>
<td></td>
<td>1.5 pixels</td>
<td>9</td>
</tr>
<tr>
<td>256*256</td>
<td></td>
<td>3.5 pixels</td>
<td>8</td>
</tr>
<tr>
<td>256*256</td>
<td></td>
<td>2.5 pixels</td>
<td>8</td>
</tr>
<tr>
<td>256*256</td>
<td></td>
<td>1.0 pixels</td>
<td>10</td>
</tr>
<tr>
<td>256*256</td>
<td></td>
<td>5.0 pixels</td>
<td>6</td>
</tr>
<tr>
<td>27*26</td>
<td>0</td>
<td>2.0 pixels</td>
<td>3</td>
</tr>
<tr>
<td>23*17</td>
<td>1</td>
<td>1.0 pixels</td>
<td>3</td>
</tr>
<tr>
<td>51*40</td>
<td>2</td>
<td>3.5 pixels</td>
<td>3</td>
</tr>
<tr>
<td>27*30</td>
<td>2</td>
<td>4.0 pixels</td>
<td>3</td>
</tr>
<tr>
<td>35*38</td>
<td>0</td>
<td>2.0 pixels</td>
<td>3</td>
</tr>
<tr>
<td>26*16</td>
<td>9</td>
<td>2.0 pixels</td>
<td>4</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Resolution</th>
<th>Character</th>
<th>Error-Threshold</th>
<th>Steps</th>
</tr>
</thead>
<tbody>
<tr>
<td>30*29</td>
<td>4</td>
<td>1.5 pixels</td>
<td>4</td>
</tr>
<tr>
<td>35*32</td>
<td>5</td>
<td>1.5 pixels</td>
<td>6</td>
</tr>
<tr>
<td>26*24</td>
<td>6</td>
<td>1.5 pixels</td>
<td>4</td>
</tr>
<tr>
<td>23*20</td>
<td>7</td>
<td>1.0 pixels</td>
<td>6</td>
</tr>
<tr>
<td>32*23</td>
<td>8</td>
<td>1.0 pixels</td>
<td>6</td>
</tr>
<tr>
<td>35*24</td>
<td>9</td>
<td>1.0 pixels</td>
<td>5</td>
</tr>
<tr>
<td>40*26</td>
<td>9</td>
<td>2.0 pixels</td>
<td>4</td>
</tr>
<tr>
<td>51*40</td>
<td>2</td>
<td>2.0 pixels</td>
<td>4</td>
</tr>
<tr>
<td>51*40</td>
<td>2</td>
<td>4.0 pixels</td>
<td>3</td>
</tr>
<tr>
<td>35*38</td>
<td>7</td>
<td>2.5 pixels</td>
<td>3</td>
</tr>
<tr>
<td>26*16</td>
<td>9</td>
<td>4.0 pixels</td>
<td>3</td>
</tr>
</tbody>
</table>

From the last two rows in table 1 we can see that given the same error-threshold, smaller resolution does not mean fewer steps.

**4.4 Implementation**

We will not talk too much about the implementation. You can see the source code for details. I just want to point out that:

Our implementation follows the Java convention standard:

1. Class names start with capital letters.
2. Variable names start with lower case letters.
3. Use long variable names.
4. Use the java document standards.
Chapter 5 Conclusion and future work

5.1 Conclusion

We here build a system that can run the algorithm that uses quadratic curve segments to represent contours of character images; the system can also detect corner points. Our result is a stand-alone application coded with Java. Our system can run the algorithm to high and low-resolution images; finally we compare the performance of different images under different system settings. We can draw the conclusion that quadratic curves can be used to find corner points on the contours of character images or 2D black and white images.

5.2 Future work.

There are many algorithms that are implemented in this system; some are quite well known and easy to implemented; more algorithms need to be figured out by myself. So many algorithms can still be improved. For example although I have implemented two knots detection algorithms, they are not quite well and a lot of work can still be done.
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