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ABSTRACT

A DIGITAL LOGIC SIMULATOR PROGRAM

W. JOS. HEWITSON

A digital logic simulator program is proposed for logic design verification, and as an aid to students in learning digital logic design. Logic to be simulated is specified by entering device types and nodal connections. A model is proposed with sufficient timing detail to allow the simulator system to detect timing errors which are currently found by prototype debugging.

The simulation algorithm is efficient in that combinational levels are re-evaluated only if their values are needed because of a change in one of their inputs. The simulation system will simulate both synchronous and asynchronous circuits.

The simulation system is written in FORTRAN and operates on-line in a conversational mode on a time-shared computer. It is currently implemented on the CDC 6400 at Sir George Williams University.
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INTRODUCTION

Digital Logic Simulation is the process whereby the functioning of a digital logic circuit, based on some model, is tested by the varying of both circuit parameters and simulation conditions.

Computer simulation has come into widespread use to study the behaviour of systems too large or complicated to deal with analytically. Alternatives to simulation are mathematical analysis or experimentation with the actual system or a prototype of the system. If a system is large, mathematical analysis may become very difficult or even impossible. Also, experimentation with actual or prototype systems can be costly and time-consuming. Moreover, the ever-increasing reliability requirements being placed on digital circuitry has made some sort of computerized simulation and fault diagnosis systems a must. A computer can uncover many timing problems in digital design that might have previously been found only by breadboarding. The simulation could also be used to predict the output of the circuit due to specified faults as well as predict the output of the fault-free circuit.

Logic simulation complements rather than replaces actual hardware debugging. It can be used to minimize the debugging effort when hardware becomes available by having already checked out the logic so that the engineer can concentrate on other fault areas. Therefore, the simulator can assist digital system design in the following areas: by checking logic
design alternatives, verifying fault test procedures, and obtaining detailed circuit operational reference data.

Some sort of computerized logic simulator would also be beneficial in the teaching of digital logic design. In this way, inexperienced students could be provided with a reasonably realistic and instructive imitation of digital hardware through which they could familiarize themselves with machine behaviour and design without actual hardware experience.

The selection of a simulation model, or models, is the most important problem in any simulation system. The model should be simple enough to use and real enough to give a reasonable approximation of the performance of the system.

In this dissertation, a system is proposed for digital design logic verification. Models for the logic circuitry have been selected, data structures for representing these models are given, and the simulation algorithm is outlined. No race or hazard analysis has been provided in this simulator. However, timing problems in the circuit can be detected as the system will print out nodal values at each unit delay time, if so instructed. The system output would then give a visual representation of the hazards present. One of the features of the simulator is that combinational levels are evaluated only when their values are needed, and only if they have changed since last evaluated.

Chapter I of this dissertation will be concerned with definitions, the various methods used in logic simulators, and explanations of some existing simulators. Chapter 2 will
explain the table structure and simulation algorithm used in this simulator system, while Chapter 3 will deal with the actual program itself - operating instructions, structure, subroutine descriptions, etc.

Appendix A will contain sample terminal simulation runs for the circuits shown in Figure A-1.
CHAPTER I

REVIEW OF LITERATURE

1.0 - LOGIC SIMULATION PROCESS

The simulation process combines the inputs describing the network with additional information in the simulator, converts the simulation commands describing the conditions of the simulation and dynamically executes the model by tracing logic values through the network.

The Logic Simulation Process, shown in Figure 1.0, consists of two phases: the machine logic description phase and the simulation description or processing phase. In the machine description phase, the input data statements describing the digital circuit are converted and combined with stored information to form the model of the logic network. The simulation commands direct the simulation processing by specifying inputs. Initial logic states and other special conditions, to obtain a realistic output, are also specified as inputs to the simulation process.

The logic circuit description and the simulation conditions should be able to be changed independently of each other. By changing the system description, different designs can be tested with the same simulation conditions, and similarly different simulation conditions could be tested with the same network without restating the circuit description.
LOGIC-SIMULATION PROCESS

FIGURE 1.0
1.1 - SIMULATION TECHNIQUES

The following techniques have been used for digital logic simulations. The relative advantage or disadvantage for each type would depend on the simulation model being used. The model is formed from the source input statements either by compiling the input statements into a set of subprograms or routines, or by translating the input statements into a table structure representing the network. Inputs to these simulators are generally Boolean expressions representing the network.

Compiled simulation uses the host computer to replace each nodal description with a sequence of code capable of simulating the node. The simulation is then performed by executing the compiled code.

Table driven simulators store network data in tables to be used in the simulation. Linkages between the logic elements are stored as pointers in the tables. The simulation is performed by manipulation of the data in these tables.

Another possibility is the use of a mixture of the two techniques described above.

1.1.1. - Compiler Simulation

The compiled simulator models the entire circuit as one unit and therefore one macro-model. The compiled simulator levels and transforms the circuit into a form that can be dealt with collectively. As most logic level simulators use Boolean equations to represent the elements of the
network and their interconnections, the subprograms produced by the compiler represent a Boolean type operation. The indicated operations in each routine or subprogram is performed directly on Boolean variables. The resulting binary output of this evaluation is then passed on to the next level of the network.

The machine code executed must be in the same order in which the logic elements are activated by the signal paths. The order in which the elements in the Boolean expressions are evaluated is determined in a pre-compilation phase prior to the generation of the object code. After logic levels have been assigned to the gates, the gates are sorted by logic levels.

The level assigned to a signal is determined by the number of levels between an element and the system inputs. System inputs are assigned level zero. All other inputs have a level one greater than the level of the inputs of the gate of which it is an output. In this way, sequences of object code, ordered by element level, are then produced. When the simulation is executed, the elements are evaluated in order of increasing level with the elements of the lowest level processed first. Hence leveling of the circuit ensures that the output of any gate is not calculated until all its inputs are known.

As a result of leveling, any updating of the network usually requires a reassembly of the code, and there is no easy provision for selectively testing a portion of a network.
1.1.2. Table Driven Simulation

In a table driven simulator, the input source statements are translated into a data structure representing the network. In contrast to the compiler simulator, the table driven simulator models the circuit by breaking it into smaller blocks which can be individually modeled according to their type. In this way, the table driven simulator deals directly with elements. This type of simulator would determine, during simulation, what elements are to be evaluated next and then use a generalized routine to evaluate all elements of one type.

The simulation would be performed by a program which would follow the linkage pointers from one element to the next. The program would make use of the various entries in the tables to perform the required operation. The evaluation routine to be used would be determined by an entry in an "ELEMENT TYPE" column with values of inputs identified by pointers in a "PAN-IN" entry.

Unlike the compiler version, this type of simulator would only use one set of object code to simulate each logical operation. The required routine would just be executed each time that type of operation or element was to be evaluated.

Basic entries required to describe an element would be: 1) name given to the element; 2) element type; 3) pointers to the input and output nodes of the element. Linkages between elements would be determined by the program by means of the pointers to the inputs and outputs of individual elements.
Unlike the compiled code model, modifications can be easily made to the network by changing pointers in the tables. The table driven version is more general than the compiler version and can handle a large majority of circuit types, but it does have the disadvantage of being slower than the compiled version.

1.1.3 - Combined Compiler and Table Driven Simulation

The compiler simulator and table driven simulator could be combined by replacing the element type pointer in the tables with an address that points to object code to simulate that particular logic operation. This would, in essence, be a table driven simulation with that particular object code being executed each time that particular logic element was to be evaluated.

1.2.0 - TYPES OF DIGITAL CIRCUITS

Types of circuits that can be simulated are referred to as either asynchronous, synchronous, or a combination of both. The terms asynchronous and synchronous refer to the manner in which timing considerations are handled in the model.

Asynchronous operation means that the output of a gate at any time is determined solely by its inputs. The input values are used to calculate the device output as soon as the input values change.
Synchronous operation means that the output of a device is not solely dependent on its inputs. A synchronous device would only change state under control of clock pulses which occur at regular intervals. For a flip flop type device, the gated inputs would only be used to determine the output when the clock pulse occurred.

Purely synchronous circuits could be simulated very effectively by a compiled code simulator because the logic is only allowed to change at specified intervals (clock times) and device delays need not be taken into account.

However, the ability to simulate asynchronous circuits relies on the ability to accurately represent the time associated with the evaluation of signal values. In a real circuit, cumulative delays of logic elements may cause circuit behaviour to be asynchronous with respect to the clock. In this case, a table-driven simulation may give more realistic results.

1.3.0 - SPECIAL SIMULATOR PACKAGES

As well as specific simulation systems written for a specific task, there exists general purpose simulation programs which could be used in logic simulation. These programming systems consist of the general purpose system simulators, GPSS and SIMSCRIPT, and PERT¹.

1 - PROGRAM EVALUATION AND REVIEW TECHNIQUE
1.3.1 - General Purpose System Simulators

Logic behaviour can be simulated by any general purpose simulator that models a discrete environment. The structure of the network, its behaviour and the simulation conditions can be expressed using the simulation language. GPSS defines as its basic entities:
1) transactions which move through the system;
2) facilities which are operated upon by these transactions;
3) blocks which provide the rules by which transactions flow.

For logic simulation, the above concepts would represent:
1) signal rules, 2) digital elements, 3) the signal paths of the network. The logic simulation rules are defined using the general purpose simulator language structures. A signal must be acted upon by a gate before continuing to move through the system. When their inputs change, gates are put in an event queue and are replaced when their outputs change. Time advances according to the time at which the next event is to occur. The output and report generation features of the simulators would describe the system flow and state changes and also provide summary statistics.

1.3.2 - Pert

Pert was originally developed to identify critical paths and provide statistical estimates of end dates in large projects. A modification of this technique has been used to
obtain worst-case delay information. Information such as most probable time delay, critical paths, and the probability of any given delay are yielded by using PERT.

When used as a scheduling aid, PERT requires as input three estimates concerning the length of time it will take to do a given job. These estimates are: 1) the most likely time, 2) the shortest time, and 3) the longest time. As output PERT would provide the probability of finishing the job at any given time.

In the application of PERT to logic systems, three estimates of circuit delay as indicated above, would have to be specified. Then by using the PERT procedure, the probability of any given delay can be computed. Timing slack and critical paths can also be determined.

In normal PERT usage, the network is a flow graph between completed events represented by nodes. No events take place until all input events connected to it have been completed. The branches between the nodes represent the time required to achieve the next event given that all input events have occurred. In the application of PERT to logic design, the nodes are replaced by logic blocks. Time delays are thus associated with the blocks rather than the interconnecting lines. The lines or branches represent signal flow and have no significance with respect to delay. Two sets of delays are usually used, one indicating the time for the element to turn ON and the other the time for the element to turn OFF. A logical AND is represented by using the longest time
delay of an input branch and an OR is represented by using the earliest time of any input for critical path computation.

To use the PERT technique, the basic data required would be: 1) three delay estimates for each type of logic block: shortest, most likely, and longest delay; 2) a normal distribution curve in tabular form. With this data, the application of the PERT procedure would yield quantitative estimates for:

1) Probability that an output will occur by a given time.
2) Critical paths;
3) Timing slack allowable between various inputs.
CHAPTER 2

SYSTEM SIMULATOR CHARACTERISTICS

2.0 - SIMULATOR SYSTEM OVERVIEW

The simulator described in this report is a table-driven simulator. The simulator works at the gate level rather than the subsystem level where registers, adders, etc., are modelled.

The simulation algorithm uses a technique called Selective System Trace [3][9] for combinational circuits. This is the evaluating of gate outputs only when there has been a change in one of the inputs. In an actual circuit, the number of elements actually changing state at any one time is very small compared to the total number of elements (figures of 1 to 2.5% have been stated in the literature [9][20]). Any simulation technique which follows the signal propagations through the circuit and only evaluates the gates required virtually imitates a given network and represents a very efficient method of simulating the network.

Earlier simulators had cycled through the network evaluating all elements in the network each clock time whether required or not.

This simulator is capable of simulating both synchronous, asynchronous or a combination of both types of circuits. All synchronous devices, i.e. flip flops, are evaluated at the beginning of each clock cycle.
Subroutines are used to simulate the normally very simple behaviour of the element types. Element outputs are not calculated by checking all input values in a truth table. Unique values are checked first and if they exist, the remaining inputs are not checked. For example, for a 4 input NAND gate, if the first input had a value of 0, then the output of the gate would be 1 no matter what the other inputs are. The other inputs are disregarded thus cutting down simulation time. This is accomplished by using conditional branches and not with AND or OR instructions.

This simulator uses three simulation values, the normal values of 1 and 0, and X to represent the unknown or "don't-care" condition. The X value is used during initialization to represent the complete unknown state of the network at the beginning of simulation. While the simulation could be started from some specified initial state other than the unknown (all nodes having value X), this would assume that in the actual circuit it is possible to set this state, and disregards the possibility of inherent design faults preventing this state from being set. The only way to guarantee an accurate representation is to start with a completely unknown circuit state and specify system inputs to initialize the network. This simulator will initialize the circuit by setting all node values to X and all external input values to 0. The user may override the initial zero setting of the external inputs and set any external input to the value.
desired to obtain the required initial state from which to test the network.

Delays are specified as a built in characteristic of each element grouping. These delays values are not fixed and can be overridden by a user specified value.

The usefulness of any simulator is really determined by its output. A very efficient and realistic simulator would be of no benefit if the outputs derived were of no use to anyone. The minimum a user should be able to specify is: 1) a list of the signals to be monitored, 2) output formats, and 3) the time at which output is to be produced. This simulator allows the user to specify which nodes to monitor, whether output is to be printed every clock time or every unit delay time, and also to specify conditions under which output is to be produced, i.e., when a specified node has a certain value. The simulator output is a chart of signal value VS time with each unit delay time (if requested) in each clock cycle indicated on the printed output as well as the clock time.

As stated in the Introduction, there is no hazard analysis performed by this simulator. However, possible hazard conditions can be detected by specifying the output to be printed every unit delay time. In this way, possible hazard situations, such as all inputs to a gate changing simultaneously, can be detected visually.

If a network being simulated should begin to oscillate, the simulator will abort the simulation after a
specified amount of time and indicate this condition with an appropriate message.

2.1 - SYSTEM INPUTS

The majority of simulators studied by the author either used a special design language to describe the network or specified the network in terms of Boolean equations. Both of these methods were rejected for this simulator. The large number of Boolean equations required to specify a digital network makes it difficult for anyone who is not acquainted with the design to deduce its behaviour from a listing of the equations. Likewise, it could be very tedious and time consuming to formulate the design in such detail. As for a special design language to specify the network, it was felt that requiring a casual user to learn such a language detracted from the actual use of the simulator.

The inputting of network information is very oriented towards the user. To code the network, the user needs only a well-labelled circuit diagram. All nodes (inputs and outputs of all devices) are labelled and all devices assigned a name which indicates the circuit type - see Chapter 3 for the names of the devices simulated by this program. Hence, the description of any one element consists of - element type, name and input and output designations or labels. The user then is required only to describe each gate and its corresponding inputs and outputs independently of all other elements in the
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FIGURE 2.0
network. The interconnection of the elements is performed by the program. The formats for these element descriptions, as well as simulation command formats, are specified in Chapter 3. A sample circuit and its required system input description is shown in Fig. 2.0.

2.2 - DEVICE MODEL

The simulator uses an idealized gate model in which signal transitions are assumed to occur instantaneously rather than with finite rise and fall times. See Fig. 2.1.

Delays are specified as a built-in characteristic of element groupings. The logic simulation is time quantized and signals change value only at discrete time units. The value assigned to these units is relative since gate propagation delays are specified in terms of an integral number of these units.

The simulator does not take into consideration such factors as a change in device delay with loading, delays associated with lead lengths, variations of parameters from logic block to logic block, stray capacitance and other signal circuit properties. Also device turn-on and turn-off delays are usually different. This simulator uses one delay value for both turn-on and turn-off delays. The delays are normally set up as a constant value, usually either the nominal value furnished by the manufacturer or the worst-case delay. Although the actual value in a real gate may vary from this
Comparison of Actual Circuit and Simulator Model

Figure 2.1
value, it is generally sufficient to measure the maximum time for the signal to propagate through the network, for most simulation requirements.

The program initializes all element delays to a value of one. The user can override this value and specify for his simulation run, the relative delays required for each element grouping in terms of delay time units.

2.3 - Table Structure

The Basic simulator consists of the following tables: the Element Description table, the Node Name table, the Time Queue table, the Function Description table, tables which contain the current value and old value of each node (or signal), an External Input Signal Value table, and a Device Fanout table.

2.3.1 - Element Description Table

The Element Description table contains the information describing the network to be simulated. The size of the table is 100 rows by 8 columns. Each row contains the descriptive information for one element. The first entry in the table is a pointer to an entry in the Function Description table which determines the type of element and contains parameters for that element. The remaining 7 entries in each row are pointers to entries in the Node Name table and represent the inputs and output nodes of the element.
was chosen because it takes seven entries to fully describe a flip-flop device - 2 gated inputs, a clock input, a direct set input, a direct reset input and 2 outputs.

2.3.2 - Node Name Table

This table, as the name implies, stores the names of all the nodes in the network. The table has room to store 500 names. On input, the node names are stored in this table and the position of the name in the table serves as the number of the node, which is subsequently used in other tables, for example the Element Description table.

2.3.3 - Current and Old Value Tables

These tables are parallel to the Name Table and each contains space for 500 entries. In these tables are stored the current signal value and previous signal value of all nodes in the network. The Old Value Table is required as some devices, i.e. flip-flops, respond to a transition from one logic level to another. Thus the evaluation routine for this type of element checks this old value before calculating the new output. The Current Value table entry for a node is updated at the point in time when that node is scheduled to change value. Hence, the value of any node is known at any unit delay time. The contents of the Current Value table are updated to the Old Value table after each unit delay time and after each clock cycle.

2.3.4 - Function Description Table

The Function Description table contains parameters
for the device types simulated by the program. This table has provision for 20 entries with each entry consisting of 3 parameters. The parameters are: 1) a pointer to an evaluation routine for the element, 2) number of inputs, and 3) the element delay. Used with this table and parallel with it is a table containing the coded name of the devices that the system is able to simulate. The position of the coded name in the table is the pointer that is stored in column 1 of the Element Description Tables.

Setting up the device delay and number of inputs as table values minimizes the number of evaluation routines needed for simulation. By using this table, the same routine would be used for a 4 input NAND gate with a delay of 5, as would be used by a 2 input NAND gate with a delay of 7.

The table is functionally divided into two parts. All gate descriptions are found in the first 14 entries with entries 15 to 20 used for edge sensitive devices (flip-flops). This division is used when evaluating synchronous devices at the beginning of each new clock cycle. The element table is scanned for entries with device pointers of 15 or greater.

2.3.5 - Time Queue Table

The Time Queue table contains the events that occur at some time \( t \), where \( t \) is the index of the time queue table. This table is parallel to the Name table, has 500 entries with 2 columns per entry. This table is used to schedule future events. There is an entry in this table for every node in
the system. This table stores the future value of the node and the delay time at which this new value will occur. When the simulator run-time (unit delay time) matches that of the time stored in this table, the value specified is updated to the Current Value table for that node.

2.3.6 - External Input Signal Table

This table is used to store the pointers to the Name table for the nodes designated as inputs and the clock values assigned to these nodes. This table has provision for twenty nodes and values for fifty clock times to be stored. At the beginning of each clock cycle, the values for the external inputs at that clock time are updated to the Current Value Table.

2.3.7 - Device Fanout Table

The Fanout table is parallel to the Name table and contains ten entries per row. It is, in fact, a fanout table for every node in the system. The entries in this table are pointers to an entry in the Element table, each entry in the Element table representing a logic device. Any device for which a particular node is an input will be pointed to by an entry in the Fanout table for that node. A maximum of ten fanout devices is allowed per node. This table is used during the simulation run to determine which devices are affected by a change in value of a node so that only these devices affected are evaluated and the rest ignored.
NOTE: TABLES ARE IN PARALLEL IN THAT ALL VALUES IN THE TABLES REFER TO THE NODE NAME OCCUPIEING THE SAME LOCATION IN THE NAME TABLE.

TABLE STRUCTURE (CONT.)

FIGURE 2.2
2.3.8 - Table Structure For New Devices

In order to provide the capability of defining new devices to the simulator for any simulation run, it was necessary to modify the basic table structure. The modifications to the structure involve adding two tables, an Auxiliary Description table and a Truth table. At the present time, the system allows only two new devices to be defined during a simulation, hence there are only two entries in the Auxiliary Description table and only two Truth tables set up.

The Auxiliary Description table has four parameters for each entry. These parameters are: 1) the number of input nodes, 2) the number of output nodes, 3) if the device is an edge sensitive device - the value of the signal before the triggering edge, 4) a pointer to the Truth table used for this device. An entry in the Function Description table is also used for the new device. The Function Description table has six empty positions, three for gate devices and three for edge-sensitive or clocked devices. To enter a new device, the Function Description table is scanned and the first available position for that device type, i.e. gate or clocked, is used. The entries in that position are as follows: device name, pointer to a standard evaluation routine, a pointer to the entry in the Auxiliary Description table, and the device delay.

The size of the Truth tables set up for each new device is 25 rows by 7 columns. This allows a device with five inputs and two outputs to be described. The system requires all input and output combinations to be specified i.e. for a 5 input device, all 25 input combinations and their respective outputs must be specified.
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See Fig. 23 for the table structure for User defined devices.

### 2.4 - SIMULATION ALGORITHM

The model used to simulate the action of the interconnection of several gates is just as important as the gate model. The accuracy of the simulation depends on a good circuit model and the objective is to imitate the action of the actual circuit as closely as possible. A problem encountered with simulation is the time synchronization of the model elements. A real network will perform certain events simultaneously while the simulation must perform these events in a sequential manner. Since a computer performs only a sequence of operations, digital simulation must inherently be discrete. Thus the sequence of device evaluation must be time synchronized in order to realistically model the system behaviour.

Using the tables described in the Table Structure section, the simulation is performed as follows:

1) All values that exist in the Time Queue table at the current simulation time are updated to the Current Value table.

2) Using the Fanout table, all devices that are affected by this change are re-evaluated using the new value of the node.

3) The result of this re-evaluation, if different from the current value of the output node, is stored in the Time Queue table with a schedule time equal to the current time plus the propagation delay of the signal.
4) The current time is incremented by 1 unit delay time and the Time Queue checked for entries with a schedule time equal to the current time. When found the process is repeated again.

This is basically the simulation technique employed – only those devices whose inputs have changed are evaluated and all evaluations at a given time are done before tracing the signal path further.

A more detailed explanation of the simulation program is given in the next paragraph along with a Flow Chart (Fig. 2.4).

2.4.1 Detailed Description of Simulation Algorithm

Fig. 2.4 is a detailed Flow Chart of the simulation technique used in this program.

To begin the simulation, the external input values are read from the External Input table. The new value is compared to the current value in the Current Value table. If equal, no further action is taken for this external node and the value for the next external input is retrieved. If the two values are not equal, the new value is updated to the Current Value table. By means of the Fanout table, all devices which are affected by this change have their outputs calculated. If the calculated output of the device is not equal to the current value of the output node, the new value is stored in the Time Queue entry for this node. The schedule
time stored is equal to the current time plus the specified device delay. A count is kept of all nodes scheduled. After all external inputs have been updated to the Current Value table, and all outputs calculated and scheduled for the devices affected, the synchronous devices are evaluated.

The Element table is scanned for synchronous devices and their outputs calculated. Any outputs that differ from the current value of the nodes is scheduled as outlined above and the schedule count incremented. After all synchronous devices have been evaluated, the combinational network is simulated by tracing the signal through the network.

The simulation time is initially set to 1 and the Time Queue is scanned for any entries with a schedule time equal to the simulation time. If an entry is found, the schedule value is updated to the Current Value table and the entry is deleted. The schedule count is then decremented by 1. The devices specified in the Fanout table for this node are evaluated one at a time. The Time Queue position for the output node just calculated is checked to see if there is an entry there already. If no entry, the calculated value is compared to the current value of the output node. If equal, no further action is taken. If not equal, the node is scheduled as explained above and the schedule count incremented by one. If an entry is there, the schedule time of the entry is then checked. This is done to suppress any spikes that may occur. A spike is defined as an attempt to change the output of a logic device faster than its inherent propagation
delay. If the schedule time does not fall within the current
simulation time and the simulation time plus the device delay,
this represents an error and the newly calculated value is
compared to the current value. If not equal, the node is
scheduled as above and the schedule count incremented by one.
If the schedule time falls in this range, the schedule value
is compared to the newly calculated value. If equal, the
new value is not scheduled. If not equal, the new value is
compared to the current value. As this simulator uses 3
simulation values, the new value may or may not be equal to
the current value. If not equal to the current value, the
new value is scheduled without altering the schedule count.
If the values are equal, this condition then represents a
spike as defined above. The new value is not scheduled and
the entry in the Time Queue is deleted and the schedule count
decremented by one.

This process is repeated by incrementing the
simulation time until the schedule count is zero. At this
point the circuit has been simulated for one clock time.
This process is repeated until the desired number of clock
times have been simulated.
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3.0 - OUTLINE OF PROGRAM

3.0.1 - General

The program consists of a main section and seventeen subroutines. The seventeen subroutines consist of eight system subroutines and nine device evaluation subroutines.

3.0.2 - Main Section

This routine is the command level portion of the program. In this routine, the initialization subroutine (INITRN) is called to initialize all tables and variables. This routine will call the subroutines listed below when the command shown is entered.

<table>
<thead>
<tr>
<th>Subroutine</th>
<th>Command</th>
</tr>
</thead>
<tbody>
<tr>
<td>CIRBLD</td>
<td>CIR</td>
</tr>
<tr>
<td>EXTRTN</td>
<td>EXT</td>
</tr>
<tr>
<td>FARRTN</td>
<td>PAR</td>
</tr>
<tr>
<td>FRTATN</td>
<td>POP</td>
</tr>
<tr>
<td>NEWCIR</td>
<td>NCT</td>
</tr>
<tr>
<td>SIMRUN</td>
<td>SIN (SNI)</td>
</tr>
<tr>
<td>DVDRTN</td>
<td>MDHV</td>
</tr>
<tr>
<td>EDITRN</td>
<td>EDIT</td>
</tr>
<tr>
<td>CORRTN</td>
<td>CORR</td>
</tr>
</tbody>
</table>

The command END will cause the program to terminate.
3.0.3 - Subroutine CIRBLD

This routine is called by the main section when the command "CIR" is entered. This routine is responsible for accepting the input circuit description, validating the device type, and building up the ELEMENT (circuit description) table, the device PANOUT table and the NAME table. The names of the nodes are stored in the NAME table and pointers are placed in the Element table to point to the respective node names. A pointer to the device evaluation routine is also inserted in the Element table. The Fanout table is parallel to the Name table and contains pointers to the devices in the Element table which are connected to this node.

Two subcommands, "EDIT" and "CORR," call in subroutines EDITRN and CORRTN respectively.

The command "END" can be entered at any point during the circuit build to exit from the routine back to command level.

3.0.4 - Subroutine EXTRTN

This subroutine builds up the external input table. This routine asks for the names of all external inputs to the circuit and their values for each clock time. The routine then builds up a table for 50 clock times maximum. This routine is called by the command "EXT." Return is made automatically to the command level after all input nodal values have been specified. The routine can also be exited by entering "END" during the entering of input values for the nodes specified. In this case, all pointers in the EXTERNAL VALUE
table are reset and return made to the system command level.

3.0.5 - Subroutine PARRTN

The command "PAR" will call subroutine PARRTN. This subroutine allows the delay time and number of inputs for the devices simulated by the program to be changed. The maximum number of inputs allowed is five and the largest time delay allowed is 99.

3.0.6 - Subroutine PRTRTN

The print options subroutine (PRTRTN) is called when the command "POP" is entered. This routine is used to set up the user's print-out requirements. In response to directives from the program, the user specifies whether he wishes the output to be printed every clock time or every unit delay time. The user can also specify that printed output is to occur only when certain nodes have a specified value. The user can specify up to ten nodes with their respective values so that output will only be printed when one of these nodes has the value indicated. The user can also specify which nodes are to be monitored and printed. Up to eighteen nodes can be specified. The default values are the first eighteen nodes listed in the NAME table. In response to the directive to enter the names of the nodes to be printed, the user can either enter up to 18 node names, "END" or "ALL." The latter two responses result in the default conditions being set up. If no errors have occurred on inputting the node names (e.g. specifying a node that does not exist), return is
made automatically to the command level. If an input error has occurred, all the node names must be entered again.

3.0.7 - Subroutine NEWMIR

This is not a subroutine like the others. When the command "NCT" is entered, the initialization subroutine (INITRN) is called to reset all variables and initialize all tables and arrays. A transfer is then made to the circuit build subroutine (CIRBLD) to allow the new circuit to be entered.

3.0.8 - Subroutine SIMRUN

This routine is called when the command "SIM" or "SNI" is entered. This is the routine which simulates the circuit for the number of clock times specified. If no external inputs or input values have been specified, the subroutine displays the appropriate message and control is returned to the command routine. The circuit is initialized by setting all node values to X and all external nodes to 0 and then looping through the circuit until no further elements change state. The user may specify initial settings of external nodes before the circuit is initialized. Use of the command "SNI" will allow the user to re-enter the simulation subroutine without the circuit being initialized. This command would be used when the user wishes to enter in a new sequence of clock pulses and continue to simulate the circuit without resetting the current circuit state. However, the circuit must be initialized the first time it is simulated. An attempt to use the command "SNI"
on a new circuit which had not previously been initialized will result in the circuit being initialized anyway.

This routine calls in subroutines NANDRTN, NORRTN, DRVRTN, AORRTN, XORRTN, JKRTN, DPFRTN, RSRTN, and USERTN to simulate NAND/AND gates, NOR/OR gates, drivers, and-or-inverter gates, exclusive-or gates, J-K flip flop, D flip flops, R-S flip flops and user-defined-devices respectively.

After the required number of clock pulses has been simulated, two commands, "CONT" and "REP" can be entered. CONT will allow the simulation to continue for a specified number of clock pulses until 50 is reached. REP will repeat the simulation with the previous input values but without initializing the circuit beforehand.

"END will cause the subroutine to be terminated and control returned to command level.

Another subroutine PATLIN is called as needed to print the values of the requested nodes.

3.0.9 - Subroutine EDITRTN

This routine can either be called at system command level or in the circuit build mode by entering the command "EDIT".

At system command level, the subroutine will ask what function is to be performed; i.e. list the Fanout for each device or print the circuit description from the Element table. Two responses, "CIF" and "FAN", will call in the appropriate function.

When called from circuit build mode, this subroutine
will list out the contents of the Element table only.

3.0.10 - Subroutine CORRTN

This subroutine is called only from the circuit build subroutine (CIRBLD). This routine allows corrections to be made to the circuit description table. No deletions of device entries in the table are allowed, only corrections or replacements to existing entries. The FANOUT table is also updated to reflect the changes in the circuit description. No changes are made to the NAME table.

3.0.11 - Subroutine NDEVRTN

This routine is called when the command "NDEV" is entered. This subroutine allows a user-defined device to be entered into the device table. The number of inputs (maximum 5) and outputs (maximum 2) are entered along with the device name. The device delay and truth table are also entered, along with information as to whether it is an edge-sensitive device (i.e., a flip flop) or a gate. This device remains in the device table for the duration of the program. The description of any device can be replaced or changed as well in this routine.

3.1 - STRUCTURE OF THE PROGRAM

The subroutine structure of the program is shown in Figure 3.0. Flow Charts for all the routines described in Paragraph 3.0 are shown in Figures 3.1 to 3.10.
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3.2 - CAPABILITIES OF THE PROGRAM

1) Devices - The program will simulate the following devices:

- NAND gates (2 and 4 inputs)
- AND gates (2 and 4 inputs)
- NOR gates (2 and 4 inputs)
- OR gates (2 and 4 inputs)
- Exclusive OR gates (2 inputs)
- AND-OR-INVERTER gates (4 inputs)
- DRIVER (Inverter)
- J/K FLIP FLOP
- D FLIP FLOP
- R/S FLIP FLOP

The maximum number of elements that can be simulated is 100. Up to 500 node names can be handled.

2) External Inputs - up to 20 external inputs can be specified.

- Input values for 50 clock times can be stored.

3) Printed Output - 18 nodes (restricted by page width) can be designated to be printed.

- Up to 10 nodes can be specified so that output will only be printed when any 1 of the 10 has a specific value.
printed output can be specified to be printed every clock time or at every gate delay time.

4) **Parameters**
   - the internal delay for each device type has initially been set to 1. This can be changed up to a value of 99.
   - the number of inputs for gate devices can also be changed up to a maximum of 5.

5) **User-Defined Devices**
   - 2 user-defined devices can be described and used during any simulation run. These devices may either be gates or edge-sensitive devices such as flip-flops.

6) **Simulation Valued**
   - the simulator uses 3 simulation values 0, 1, X. X is used for "don't care" or "don't know" conditions.

7) **Device Fanout**
   - a maximum of 10 output connections are allowed for each device.

3.3 - **Truth Table for Devices**

The truth tables for the devices simulated by the
J-K FLIP-FLOP

Trigger edge - 1→0 transition.

Asynchronous inputs, direct set \( S_d \) and direct clear \( C_d \), override the synchronous inputs. They are independent of all other inputs.

\[ \begin{array}{ccc}
T_n & T_{n+1} \\
\hline
J & K & Q \\
0 & 0 & Q_n \\
1 & 0 & 1 \\
0 & 1 & 0 \\
1 & 1 & \overline{Q_n} \\
\end{array} \]

\[ \begin{array}{cccc}
S_d & C_d & Q & \overline{Q} \\
1 & 1 & NC & NC \\
0 & 1 & 1 & 0 \\
1 & 0 & 0 & 1 \\
0 & 0 & - & - \\
\end{array} \]

D FLIP-FLOP

Trigger edge - 1→0 transition

Direct inputs override clocked input operation.
### R-S Flip Flop

<table>
<thead>
<tr>
<th>$T_n$</th>
<th>$T_{n+1}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$S$</td>
<td>$Q$</td>
</tr>
<tr>
<td>$1$</td>
<td>$1$</td>
</tr>
<tr>
<td>$0$</td>
<td>$0$</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>$S_d$</th>
<th>$C_d$</th>
<th>$Q$</th>
<th>$\overline{Q}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$0$</td>
<td>$0$</td>
<td>$-$</td>
<td>$-$</td>
</tr>
<tr>
<td>$1$</td>
<td>$0$</td>
<td>$1$</td>
<td>$0$</td>
</tr>
<tr>
<td>$0$</td>
<td>$1$</td>
<td>$0$</td>
<td>$1$</td>
</tr>
<tr>
<td>$1$</td>
<td>$1$</td>
<td>$Q$</td>
<td>$\overline{Q}$</td>
</tr>
</tbody>
</table>

Trigger edge $1 \rightarrow 0$ transition.

Direct inputs ($S_d$ and $R_d$) override the clocked input operation.

### Device Truth Tables

#### Figure 3.11 (Cont.)
program are shown in Figure 3.11. The truth tables for all gate devices are three valued - 0, 1 and X. All flip flop devices trigger on a 1 to 0 transition, and all direct inputs (direct set and direct reset) override the clocked inputs.

3.4 - OPERATING PROCEDURES

3.4.1 - System Commands

The following commands are used at the SYSTEM COMMAND level of the program:

CIR - to call the "CIRCUIT BUILD" routine to enter the circuit description into the system.

EXT - to call the routine to build up the "EXTERNAL INPUT VALUE" table.

EDIT - to call in the "EDIT" routine which allows the user to print out either the circuit description or the fanout for the devices in the circuit.

PAR - to call in a routine which allows the user to change the delay time for all devices and the number of inputs for gate devices.

POP - to call in the "PRINT OPTIONS" routine.

NCT - this command is used when the user wishes to enter a new circuit description into the system.

NDEV - calls in the "NEW DEVICE" routine. This is used to enter a user-defined device into the system tables.
SIM (SNI)- calls in the "SIMULATION" routine.

SIM will initialize the circuit before beginning the simulation.
SNI will begin the simulation without initializing the circuit.

END - terminates the program.

3.4.2 - Device Types and Names

The following are the devices simulated by the program with their coded device names.

2 input NAND gate       GD2
4 input NAND gate       GD4
2 input AND gate        GA2
4 input AND gate        GA4
2 input NOR gate        GR2
4 input NOR gate        GR4
2 input OR gate         GO2
4 input OR gate         GO4
Exclusive-OR gate       XOR
AND/OR/INVERTER gate    AOR
Driver (Inverter)       DRV
J-K FLIP-FLOPS          J-K
D FLIP-FLOPS            DFF
R/S FLIP-FLOPS          R-S

3.4.3 - Entering the Circuit Description

Command used - CIR
The first time that the command "CIR" is entered, the message "ENTER CIRCUIT DESCRIPTION" will be printed. For any subsequent re-entry into the Circuit Build routine, the message will not be printed. The circuit description is entered, as per format shown in Format section, one device per line, up to a maximum of 100 devices. Node names are from one to four characters in length.

Subcommands - EDIT, CORR, #END

These commands can be entered at any time during circuit build.

EDIT will produce a formatted print-out of the circuit description with line numbers at the left-hand side. This print-out would be useful in detecting errors in the entering of the circuit description.

CORR allows corrections to be made to the circuit description table on a line basis. The line (device description) to be corrected is referenced by the numbers printed on the left in the EDIT print-out. The device description is corrected by re-entering the entire line.

Return from both of these routines is back to the circuit build routine at which point the user can continue to enter the remainder of the circuit description.

#END allows the user to exit from the circuit build routine back to the system command level.

NOTE - The circuit build routine can be re-entered at any time from the system command level by entering the command "CIR". The routine will then continue to
build up the circuit description table from the last entry.
Any node which is permanently connected to a ground potential can be assigned the name "LO", and any node connected to a high or positive source can be assigned the name "HI". These are system reserved words and will assign the correct value to these nodes for the simulation.

3.4.4 - Entering the External Signal Input Values

Command used - "EXT"

A maximum of 20 nodes can be defined as external inputs to the simulators.

In response to the message, "ENTER NO. OF INPUTS AND NAMES", the number of inputs and their names are entered as shown in the input format section. The number of inputs must be a 2-digit number with leading zeroes if necessary.

Only ten node names may be entered on the first line. For a system with more than 10 inputs, the remainder, up to a maximum of 10, are entered on the next line.

The nodes assigned as inputs must have previously been entered into the system during the circuit build phase. Any node name that is not in the System Name Table will be rejected.

"END" sub-command will allow the user to exit back to the system command level. In this case, all entries in the EXTERNAL INPUTS TABLE are deleted.

If all input nodes specified are valid, the system
will respond with the message, "ENTER EXTERNAL VALUES FOR EACH NODE". The input values for each input node are entered either as a repetitive string or an absolute string of ones and zeroes.

For repetitive inputs the following example illustrates the method of entering the input values. The input sequence 1001100 is to be repeated for an input node ABCD — it is entered in the following manner.

```
ABCD0071001100
```

- **input bit stream** — clock time values.
- **number of digits in string to be repeated**.
- **R** — indicates repeat the next 7 bits.
- **node name**.

The system will build up the input vector for this node by repeating the 7 specified values until a maximum of 50 clock times have been established.

For non-repetitive inputs, an absolute string of ones and zeroes can be entered. An example of this method of entry is as follows:

A node BBBBB has the following input values 111001011001 —— etc. It is specified as follows:

```
BBBBA00111001011001
```

- **input clock time values**.
- **must be zero** — not used.
- **A** — indicates — take values as they occur.
- **node name**.

The input vector is built up by taking the values
specified as the input clock time values.

After all inputs have been specified, return is
made automatically to the system command level.

3.4.5 - Obtaining An Edited Printout Of The
Circuit To Be Simulated

Command used - EDIT

In response to the command EDIT, the system will
type out the message:

"ENTER EDIT REQUEST - CIR OR FAN".

"CIR" will cause an edited printout of the circuit
description to be printed.

"FAN" will list all devices in the system by name,
and indicate the devices to which they fan out to.

3.4.6 - Specifying Output Print Options

Command used - POP

Print options available are:

1) Specifying up to 18 nodes to be printed.
   Default is first 18 nodes in the name table.
2) Specifying up to 10 nodes with specific values
   so that printed output will only occur when
   any one of the nodes has that value.
3) Specifying printed output to occur every clock
time or every unit delay time.
In response to the message:

"ENTER PRINT REQUEST - C, G AND PRINT ONLY REQUEST",
the user can enter:

C - Print every clock time, or
G - Print every delay time or gate time,

plus up to 10 "print only" node names and their "print only" values.

In response to the message:

"ENTER NODES TO BE PRINTED",
the user can enter either: 1) up to 18 node names or 2) *END
to exit back to the system command level. In case 2, default
conditions will prevail and the first 18 node names in the
name table will be monitored and printed.

3.4.7 - Changing System Parameters

Command used - PAR

This command allows the user to change the delay
time for devices or the number of inputs for a gate device.

In response to the message:

"ENTER DEVICE TYPE",
the user enters one of the device names shown in Paragraph
3.4.2 of this section.

In response to the message:

"ENTER PAR TO BE CHANGED IN FORMAT - AAA 99AAA 99",
the user enters:

IMP + a 2 digit number with leading zeroes to
indicate the new number of inputs, or
DEL + a 2-digit number with leading zeroes, if necessary, to indicate the new delay time, or both of above.

3.4.8 - To Enter a New Circuit Into The System

Command used - NCT

This command will zero out the element table, the name table, external input table, and all pointers and counters. The system will respond with the message, "ENTER CIRCUIT DESCRIPTION". The user can then enter the new circuit.

NOTE: Any parameter values in the Function Description table that had been changed for the previous circuit, will not be reset. They can be changed back to their original values or new values by using the command PAR.

3.4.9 - Defining a New Device to the System

Command used - NDEV

The user may specify two new devices to be added to the system tables. They may be gate devices or edge-sensitive devices such as flip-flops.

The user will enter the new device name, number of inputs and outputs, the delay, whether the device is a gate or flip-flop type, and finally the truth table for the device in response to questions asked by the system. For flip-flop type devices the clock input is not counted as one of the
The size of the truth table expected by the system is:

number of columns = sum of number of inputs + number of outputs.

number of rows = (number of inputs)^2

Return to system command level is done automatically after entering the truth table.

3.4.10 - Performing the Simulation

Commands used = SIM or SNI

The command "SIM" will call in the simulation routine and initialize all node values to X (unknown) and all input node values to zero. At this point, the system will ask if any input nodes are to be set to a value other than zero. If so, the name and value is entered in format shown in the format section. The simulator will then simulate the circuit with these values until a steady state is reached. This is the initialized state of the circuit.

The command "SNI" will call in the simulation routine without initializing the circuit. This can be used when it is desired to simulate more than the maximum 50 clock times. The first 50 clock times are simulated using the command "SIM". Return is then made to the system command level where the next 50 input clock values are entered using the command "EXT". The simulation can then continue by using the command "SNI" so that circuit node values are unchanged.
After initialization or entry to the simulation routine, the system will request the number of clock times to be simulated. The user responds with a 2 digit number indicating the number of clock times (up to a maximum of 50) to be simulated.

The simulation will then proceed with the specified node values being printed for each gate or clock time as desired.

After the specified number of clock times has been simulated, the system will request further simulation instructions by printing the message:

"ENTER CONT, REP, OR "END".

CONT — means to continue the simulation from this point. The system will again ask the number of clock times to be simulated. When the maximum 50 clock times have been reached, the simulation stops.

REP — means repeat the simulation using the previous specified number of clock times and input values without re-initializing the circuit. This will allow a circuit with input values of a repetitive nature to be continuously simulated.

"END" — indicates the end of the simulation run and return is made to the system command level.
3.4.11 - Making Changes in the Circuit Description

Command used - CORR

This is a subcommand of the circuit build routine. To make corrections, the circuit build routine is called using the command "CIR", and the subcommand "CORR" is entered. Only corrections are allowed. No deletions of description entries are permitted. The system will ask which entry in the circuit description table is to be corrected. The correction is made by re-entering the entire line describing the device.

3.5 - INPUT FORMATS

Figure 3.12 shows the input data formats for the system. Also indicated is the routine and system messages to which the formats refer.
### ROUTINE

**MAIN**

```
  1 3
  A A A
```

### MESSAGE

"ENTER COMMAND"

### FORMAT (A3)

"ENTER CIRCUIT DESCRIPTION"

### FORMAT (A3, A3, 7A4)

<table>
<thead>
<tr>
<th>GATE DEVICES</th>
<th>1</th>
<th>3</th>
<th>4</th>
<th>6</th>
<th>7</th>
<th>10</th>
<th>11</th>
<th>14</th>
<th>15</th>
<th>18</th>
<th>19</th>
<th>22</th>
<th>23</th>
<th>26</th>
<th>27</th>
<th>30</th>
<th>31</th>
<th>34</th>
</tr>
</thead>
<tbody>
<tr>
<td>DEVICE TYPE</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DEVICE NO.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>INPUT NODE #1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>INPUT NODE #2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>INPUT NODE #3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>INPUT NODE #4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>INPUT NODE #5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OUTPUT NODE #1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OUTPUT NODE #2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>FLIP-FLOP DEVICES</th>
<th>1</th>
<th>3</th>
<th>4</th>
<th>6</th>
<th>7</th>
<th>10</th>
<th>11</th>
<th>14</th>
<th>15</th>
<th>18</th>
<th>19</th>
<th>22</th>
<th>23</th>
<th>26</th>
<th>27</th>
<th>30</th>
<th>31</th>
<th>34</th>
</tr>
</thead>
<tbody>
<tr>
<td>DEVICE TYPE</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DEVICE NO.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>GATE INPUT #1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>GATE INPUT #2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLOCK INPUT</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SET INPUT</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>RESET INPUT</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OUTPUT Q (1)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OUTPUT Q (0)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

---

**INPUT FORMATS**

**FIGURE 3.12**
GATE INPUT #1
J for J-K Flip-Flop
S for D Flip-Flop
S for R-S Flip-Flop

GATE INPUT #2
K for J-K Flip-Flop
Not used for D Flip-Flop (blank)
R for R-S Flip-Flop

NOTE: For Flip-Flop devices, all unused nodes are entered as blanks.
For gates: non-used input node fields (i.e. inputs 3,4,5 for a 2 input NAND gate) need not be entered as blanks. Only the number of fields necessary to describe the device is used - 3 for a 2 input NAND gate. The node names are entered as follows: INPUT NAME #1 INPUT NAME #2 OUTPUT.
In this case, the output node name is entered in input-field No. 3.
### Routine

**EDITRN**

<p>| | | | | | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

- GIR
- PAN

**EXTRN**

**Message**

"ENTER EDIT REQUEST - GIR OR PAN"

**Format (A3)**

"ENTER NO. OF INPUTS AND NAMES"

---

**Format (12, 10A4)**

<table>
<thead>
<tr>
<th>NUMBER OF INPUTS</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>#1</td>
<td>#2</td>
<td>#3</td>
<td>#4</td>
<td>#5</td>
<td>#6</td>
<td>#7</td>
<td>#8</td>
<td>#9</td>
</tr>
</tbody>
</table>

If the number of external inputs > 10, the remaining are entered on a second line.

**Format (10A4)**

<table>
<thead>
<tr>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
</tr>
</thead>
<tbody>
<tr>
<td>#11</td>
<td>#12</td>
<td>#13</td>
<td>#14</td>
<td>#15</td>
<td>#16</td>
<td>#17</td>
<td>#18</td>
<td>#19</td>
<td>#20</td>
</tr>
</tbody>
</table>

**Input Formats**

**Figure 3.12 (Cont.)**
### ROUTINE

**MESSAGE**

"ENTER EXTERNAL VALUES FOR EACH NODE"

<table>
<thead>
<tr>
<th>NODE</th>
<th>R</th>
<th>ORA</th>
<th>REP.</th>
<th>COUNT</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**FORMAT** (A4,A1,12,50A1)

**PRTRTN**

"ENTER PRINT REQUEST — 0, C AND PRINT ONLY REQUESTS"

<table>
<thead>
<tr>
<th>C</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
<th>NODE</th>
<th>VALUE</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

"ENTER NODES TO BE PRINTED"

<table>
<thead>
<tr>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
<th>NODE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>#</td>
<td>#</td>
<td>#</td>
<td>14</td>
<td>15</td>
<td>16</td>
<td>17</td>
<td>18</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**INPUT FORMATS**

**FIGURE 3.12 (Cont.)**
MESSAGE

"ENTER DEVICE TYPE"

FORMAT (A3)

"ENTER PAR TO BE CHANGED IN FORMAT
AAA 99AAA 99"

INPUT FORMATS
FIGURE 3.12 (Cont.)
**ROUTINE**

**SIMRUN**

**MESSAGE**

"PRÈSET EXTERNAL INPUT NODES"

"ENTER NODES AND THEIR VALUES"

```plaintext
<table>
<thead>
<tr>
<th>NODE #</th>
<th>VALUE #1</th>
<th>NODE #2</th>
<th>VALUE #2</th>
<th>NODE #3</th>
<th>VALUE #3</th>
<th>NODE #4</th>
<th>VALUE #4</th>
<th>NODE #5</th>
<th>VALUE #5</th>
<th>NODE #6</th>
<th>VALUE #6</th>
<th>NODE #7</th>
<th>VALUE #7</th>
<th>NODE #8</th>
<th>VALUE #8</th>
<th>NODE #9</th>
<th>VALUE #9</th>
<th>NODE #10</th>
<th>VALUE #10</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
```

**INPUT FORMATS**

**FIGURE 3.12 (Cont.)**
CONCLUSION

A program has been written which makes possible the simulation of digital circuits as an available tool for design verification or teaching purposes. The program has been found to be very easy to use. New users have found the input format very easy to use as opposed to using a special design language to describe the circuit.

As for simulating real devices, the program does not use a fixed constant as the internal delay of an element grouping, but allows the user to designate his own delay to suit his simulation purposes. This allows for a more realistic simulation. A major feature of the program is the use of a selective trace procedure; i.e. that only devices whose inputs have changed are re-evaluated during each cycle rather than evaluating all devices each cycle.

Data input has been simplified. All that is required is a well labeled diagram. The description of the circuit is taken directly from the diagram. Each element is described with its input and output nodes as a single statement where the order of these statements is unimportant.

The program is structured such that the simulation conditions (inputs and outputs) can be changed independently of the circuit description and vice versa as outlined in Chapter 1 - Logic Simulation Process.

A sample terminal session is shown in Appendix A. The circuits simulated are shown in Figure A.1. The simulations show the program's capability to simulate both synchronous and asynchronous devices. Various features of the program
are indicated on the simulation printout.

The simulation program has been programmed in FORTRAN and operates on-line in a conversation mode on a CDC 6400 computer.
APPENDIX A

****SAMPLE CIRCUIT - SYNCHRONOUS BINARY UP-DOWN COUNTER

ENTER COMMAND
? CIR

ENTER CIRCUIT DESCRIPTION
? J-K-1 HI HI CLK Q1 Q1-
? J-K-2 J2K2 J2K2 CLK Q2 Q2-
? J-K-3 J3K3 J3K3 CLK Q3 Q3-
? GD2-1 UPENQ1 UPQ1
? GD2-2 DNENQ1 DNQ1
? GD2-3 UPQ1 DNQ1 J2K2
? GD4-1 UPENQ1 Q2 HI UPQ2
? GD4-2 DNENQ2 Q1 HI DNQ2
? GD2-4 UPQ2DNQ2J3KE

EDIT

ENTER CIRCUIT BUILD MODE

ENTER CIRCUIT DESCRIPTION DIRECTLY FROM DIAGRAM.

PRINT DESCRIPTION OF CIRCUIT

1 J-K-1 HI HI CLK Q1 Q1-
2 J-K-2 J2K2 J2K2 CLK Q2 Q2-
3 J-K-3 J3K3 J3K3 CLK Q3 Q3-
4 GD2-1 UPEN Q1
5 GD2-2 DNEN Q1-
6 GD2-3 UPQ1 DNQ1
7 GD4-1 UPEN Q1 Q2 HI
8 GD4-2 DNEN Q2 Q1 HI
9 GD2-4 UPQ2 DNQ2

COR

ENTER ELEMENT LINE NO.-2 DIGITS
? 09

ENTER CORRECT LINE
? GD2-4 UPQ2DNQ2J3K3
ADDITIONAL CORRECTIONS
? N

END

ENTER COMMAND
? EXT

ENTER NO. OF INPUTS AND NAMES
? 03CLK UPENDNEN
ENTER EXT. VALUES FOR EACH NODE

EXIT CIRCUIT BUILD MODE.

THIS COMMAND ALLOWS THE USER TO DEFINE THE EXT. INPUTS.
PRINT OUTPUT COMMAND
PRINT OUTPUT EVERY CLOCK TIME.
PRINT VALUE OF THESE NODES ONLY.
SIMULATE THE CIRCUIT

UP ENABLE (UPEN=1)
THE COUNTER IS COUNTING UP.

DOWN ENABLE (DNEN=1)
THE COUNTER IS COUNTING DOWN.

FINISHED 31 clock times
CONTINUE THE SIMULATION
FOR ANOTHER 15 CLOCK TIMES.
CLK34 0 1 1 0 0
CLK35 0 1 0 0 0
CLK36 0 1 0 0 0
CLK37 1 0 1 1 1
CLK38 1 0 1 1 1
CLK39 1 0 0 0 0
CLK40 1 0 0 0 0
CLK41 1 0 1 0 0
CLK42 1 0 1 0 0
CLK43 1 0 1 0 0
CLK44 1 0 1 0 0
CLK45 1 0 1 0 0
ENTER CONT, REP, OR *END
? CONT
NO OF CLOCK TIMES TO BE SIMULATED
? 05
CLK46 1 0 1 1 1
CLK47 1 0 0 0 1
CLK48 1 0 0 0 1
CLK49 1 0 1 0 1
CLK50 1 0 1 0 1
ENTER CONT, REP, OR *END
? CONT
MAX OF 50 CLOCK TIMES HAS BEEN REACHED
ENTER CONT, REP, OR *END
? *END
EXIT SIMULATION MODE.

EXTERNAL INPUT

SET NEW VALUES FOR INPUTS.

CLK46
CLK47
CLK48
CLK49
CLK50

ENTER COMMAND
? EXT
ENTER NO OF INPUTS AND NAMES
? 03 CLK UPENDNEN
ENTER EXTERNAL VALUES FOR EACH NODE
? CLK A0281
? UPENDNEN
? DNENDNEN
ENTER COMMAND
? SIM
NO OF CLOCK TIMES TO BE SIMULATED
? 08
RESET EXTERNAL INPUT NODES—Y OR N
? N

UPEN  Q1  Q2  Q3
DNEN

INIT 0 1 1 0 1
CLK 1 0 1 1 1
CLK 2 0 1 1 1
CLK 3 0 1 1 1
CLK 4 0 0 1 1
CLK 5 0 0 1 1
CLK 6 0 1 1 1
CLK 7 0 0 1 1
CLK 8 0 0 1 1

END OF SIMULATION RUN

COUNTER IS COUNTING UP AGAIN.

THE COUNTER IS NOT COUNTING.
ENTER CONT. REP, DR *END
? *END
ENTER COMMAND
? EDIT
ENTER EDIT REQUEST, CIR, OR FAN
? CIR

DEVICE  INPUT  INPUT  INPUT  INPUT
         (J)   (K)   (CLK)   (SET)

1  J-K-1      /--/   /--/   /--/   /--/   /--/   /--/   /--/   Q1   Q1-
2  J-K-2      J2K2   J2K2   CLK
3  J-K-3      J3K3   J3K3   CLK
4  GD2-1      UPEN   Q1
5  GD2-2      DNEN   Q1-
6  GD2-3      UPQ1   DNQ1
7  GD4-1      UPEN   Q1   Q2   HI
8  GD4-2      DNEN   Q2-   Q1-   HI
9  GD2-4      UPQ2   DNQ2

ENTER EDIT REQUEST, CIR, OR FAN
? FAN

DEVICE  FANOUT
J-K-1   GD2-1   GD4-1
J-K-2   GD2-2   GD4-2
J-K-3
GD2-1   GD2-3
GD2-2   GD2-3
GD2-3   J-K-2
GD4-1   GD2-4
GD4-2   GD2-4
GD2-4   J-K-3

PRINT CIRCUIT DESCRIPTION:
PRINT ALL DEVICES AND THE DEVICES TO WHICH THEY FAN-OUT TO.

ENTER EDIT REQUEST, CIR, OR FAN
? *EB-NO
ENTER COMMAND
? INVALID COMMAND
****SAMPLE CIRCUIT - COMBINATIONAL NETWORK -- FULL ADDER

ENTER COMMAND

? NCT

ENTER CIRCUIT DESCRIPTION

? GO2-1 ABA ABB ABBA
? GO2-2 AB2 ABCICIOUT
? GO2-3 CI1 CI2 SUM
? GO2-1 A B AB1
? GA2-1 A AB1 ABA
? GA2-2 B AB1 ABB
? GA2-3 A B AB2
? GA2-4 ABBACARIABCI
? GA2-5 ABBACIRAC1
? GA2-6 CARICICIBACI2
? GA2-2 CARIABBACIBA
? EDIT

NEW CIRCUIT COMMAND -- REMOVES OLD CIRCUIT FROM TABLES AND ALLOWS NEW CIRCUIT TO BE ENTERED.

? GO2-1 ABA ABB
? GO2-2 AB2 ABCI
? GO2-3 CI1 CI2
? GO2-1 A B
? GA2-1 A AB1
? GA2-2 B AB1
? GA2-3 A B
? GA2-4 ABBACARI
? GA2-5 ABBACIRAC
? GA2-6 CARICICIBAC
? GA2-2 CARIABBACIBA

? EDIT

? END

EXIT CIRCUIT BUILD MODE.

ENTER COMMAND

? EXIT

ENTER NO. OF INPUTS AND NAMES

? ABA B CARI
ENTER EXTERNAL VALUES FOR EACH NODE
? A  A0000001111
? B  A000110011
? STARTS 1010101
ENTER COMMAND
? POP
ENTER PRINT REQUEST-S,C-AND PRINT ONLY REQUEST
? C
ENTER NODES TO BE PRINTED
? A  B SUM Cout
ENTER COMMAND
? SIM
NO. OF CLOCK TIMES TO BE SIMULATED
? 06
INPUT EXTERNAL INPUT NODES-Y OR N
? N

A  B  SUM  Cout
INIT  0  0  0  0
CLK  1  0  0  1  0
CLK  2  0  0  1  0
CLK  3  0  1  1  0
CLK  4  0  1  0  1
CLK  5  0  0  1  0
CLK  6  1  1  0  1
CLK  7  1  0  0  1
CLK  8  1  1  0  1
END OF SIMULATION, RUN
ENTER CONT,REP,OR *END
? *END
ENTER COMMAND
? POP
ENTER PRINT REQUEST-S,C-AND PRINT ONLY REQUEST
? C
ENTER NODES TO BE PRINTED
? A  B SUM Cout
ENTER COMMAND
? SIM
NO. OF CLOCK TIMES TO BE SIMULATED
? 06
INPUT NODES-Y, OR N
? N

A  B Sum Cout
INIT  0  0  0  1
CLK  1  0  0  0  0
CLK  2  0  0  1  0
CLK  3  0  1  0  0
CLK  4  0  1  0  0
CLK  5  0  0  1  0
CLK  6  1  0  0  0
CLK  7  1  0  0  0
CLK  8  1  0  0  0
END OF SIMULATION, RUN
ENTER CONT,REP,OR *END
? *END
ENTER COMMAND
? POP
ENTER PRINT REQUEST-S,C-AND PRINT ONLY REQUEST.
EXIT EDIT MODE.

NEW DEVICE COMMAND - DEFINE
A NEW DEVICE TO THE SIM-
ULATOR.

ONLY 2 INPUTS DEFINED - FOR
USER DEFINED DEVICES THE
CLOCK INPUT IS NOT CONSIDERED
AS AN INPUT. WHEN SIMULATING
ONLY WHEN CLOCK EDGE IS COR-
RECT ARE INPUT VALUES CHECK-
ED AGAINST TRUTH TABLE VALUES.

NEW CIRCUIT COMMAND - NOW
ENTERING NEW CIRCUIT INTO
SYSTEM.

2 METHODS OF ENTERING INPUT
CLOCK VALUES - USING A AND B
FORMAT.

SIMULATION OUTPUTS MATCH THOSE
DEFINED IN TRUTH TABLE.
SYNCHRONOUS BINARY UP-DOWN COUNTER

FIGURE A.1
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