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Abstract

Program Slicing Based Source Code Feature Extraction

Susmita Haldar

Program comprehension is an essential part of software maintenance. As software
systems are becoming larger, understanding the whole program without prior knowledge
is a hard task for the developer and the maintainer. Our approach of feature extraction
reduces the program understanding complexity by identifying features based on input and
output statements at the source code level. The presented feature extraction approach is a
semi-automatic approach that only requires source code and test cases to identify and
extract features. This approach utilizes program slicing, a program reduction technique to
extract statements that implement an identified feature. The algorithm is implemented
within the CONCEPT (Comprehension Of Net-CEntered Programs and Techniques)
project. A case study using an open source project called JUnit was conducted to evaluate

the applicability of the proposed approach.
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1 Introduction

From a user perspective, a software system can be viewed as a black box which provides
a set of features that end users must utilize in order to facilitate their tasks. Software
systems have to evolve in order to respond to market needs. Software developers tend to
give preference to the end users’ requirements as the modifications usually starts with the
customers’ request to make changes [Meh02]. They start enhancing an existing
application by familiarizing themselves with the software application. However, the
software systems are typically large, and might be written in different or obsolete
programming languages that the programmer might not be familiar with [EisO1].
Therefore, it is essential to provide both developers and maintainers with means to focus
their attention on these parts of the source code that are relevant to perform the desired
maintenance task. This is done to reduce time and cost associated with these maintenance
tasks. One approach to reduce the comprehension complexity is to identify a group of
source code statements or components which correspond to a certain requirement or

feature of the system [Mur01].

1.1 Features

Having a mental representation of the application is an important factor in providing
effective software maintenance and evolution [May95]. Furthermore, understanding how
a certain feature is implemented is crucial in program understanding, especially when the
understanding is directed to a certain goal such as modifying or extending the features

[Eis01



In order to deal with identifying features and their applications, the traditional definition
of features needs to be understood. Different researchers have used different definitions
of feature based on the context of their research area [Kru93, Tur99b, Wil95, EisO1b,
Meh0O1a]. The IEEE introduced the following two definitions to describe software
features [IEE90]:

Definition 1: “A distinguishing characteristic of a sofiware item (for example,
performance, portability, or functionality).”

Definition 2: “A software characteristic specified or implied by requirements
documentation (for example, functionality, performance, attributes or design
constraints).”

In both of the above definitions, a feature is described as a high-level requirement view
without detailing any implementation issues.

On the other hand, in [Kan90], Kang et al. describe a feature as a prominent or distinctive
user-visible aspect, quality, or characteristic of software system or systems. Features are
often regarded as the attributes of a system that directly affect the end-users. The end-
users have to make decisions regarding the availability of features in the system.

In [Eis01], Eisenbarth et al. provide the following feature definition:

“A feature fis a realized functional requirement (the term feature is intentionally defined
weakly because its exact meaning depends on the specific context). Generally, the term
feature also subsumes non-functional requirement.”

However, in the context of their paper only functional features were relevant.

Specifically, they [EisO1] considered feature as an observable result of value to a user.



Eisenbarth et al’s definition introduces a categorization of features into functional and

non-functional features.

1.1.1 Functional feature

Kang et al. [Kan90] defined functional features fge as services that are provided by the
applications. In addition, according to them, features of this type can be found in the user
manual and the requirements specification document. Based on the definition of feature
[EisO1], frnct can be described as a realized functional requirement implemented by the
system. The IEEE [IEE90] described the term functional requirement as a system or
software requirement that specifies a function that a system or software system or system
component must be capable of performing. These are software requirements that define
the behavior of the system. Specifically, functional requirements define the fundamental
process or transformation that software and hardware components of the system perform

on inputs to produce outputs.

1.1.2 Non-functional feature

A non-functional feature f,5. can be described as a realized non-functional requirement
implemented by the system. In [Kul00], Kulak et al. described non-functional
requirements as addressing the hidden areas of the system that are important to the user
although the users may not apprehend it. They do not deal with the functionality of a
system. Rather, they relate to the system’s overall success. In all, non-functional
requirements are the constraints, limitations, and specifications on performance.
Examples of non-functional requirements are the ability of a software application to run

on UNIX, or for a software system to work in real time etc.



Xavier Franch et al. [Fra98] defined f,5n as “any constraint referred to a subset of the
non-functionality attributes that are in use in a particular software unit”, where non-
functionality attributes are defined as “any attribute of software which serves as a means
to describe it and possibly to evaluate it. Among the most widely accepted, we can

mention: time and space efficiency, reliability and usability.”

1.2 Motivation

Program comprehension is an essential part of software evolution and software
maintenance. A software system’s code base that is not comprehensible cannot be
changed. Programmers attempt to understand only how certain specific features are
reflected in the code [Raj02, EisOla]. The user views the features in terms of the
functionality the system is performing, and the developer views the features in terms of
the implementation of the feature [Tur99a]. This research investigates different
techniques and approaches that can be applied to guide programmers during the
comprehension process. The motivation of this research is two-fold. Firstly, existing
feature extraction techniques and approaches are surveyed and categorized based on their
underlying approaches and feature types extracted. Secondly, we present a semi
automated feature extraction approach that utilizes source code analysis to identify

features in the source code.

1.3 Thesis outline

The remainder of the thesis is as follows. Section 2 describes the background and a
literature survey of existing methods of feature extraction relevant to this thesis. Section 3

provides the definition of features and introduces the techniques for extracting features in



this research. Section 4 presents the CONCEPT’s system architecture, and discusses
implementation issues, and presents a case study. Finally, section 5 provides conclusions

and discusses some future work.



2 Background/Literature survey

Software modification starts with a maintenance request, which is usually expressed in
terms of domain concepts or program features that have to be enhanced or changed. The
majority of maintenance tasks involve perfective maintenance activities which are caused
by changes in the functional requirements, corresponding to features in the software
system [Boh96]. In order to add or modify any feature, the existing features need to be
examined so that the changes do not create any undesirable effect in the system. One
approach to comprehend these existing features in the system is to extract these
functional features from the system to focus the comprehension and maintenance process

on these parts.

2.1 Software Comprehension and reverse engineering

Software reverse engineering research is concerned with developing tools and
methodologies to aid in the program understanding and management of the ever
increasing number of legacy systems. According to Von Mayrhauser and Vans [May95],
“program comprehension” or “program understanding” constitutes a process that uses
existing knowledge to acquire new knowledge. The system requirements are likely to
change while the system is being developed because the environment is changing. A
change in a system to make it meet its requirements more effectively is referred to as
perfective maintenance. Adaptive maintenance is used to change a system in order to
meet new requirements. Finally, corrective maintenance is used when there is a need to
change a system to correct deficiencies in the way it meets its requirements [Boh96].

Boehm [Boe81] described that the software development effort is largely devoted to



maintaining existing systems rather than developing new systems. The proportion of
resources and time devoted to maintenance range from 50% to 80% [McC92].

As aresult, for years researchers have tried to comprehend how programmers understand
programs throughout software maintenance and evolution process [May95]. In addition,
reverse engineering is concerned with the analysis of existing software systems to make
them more understandable for maintenance, re-engineering, and evolution purposes
[Mul94]. Chikofsky and Cross [Chi90] defined reverse engineering as “analyzing a
subject system to identify its current components and their dependencies, and to extract
and create system abstractions and design information.” Current reverse engineering
technology concentrates on retrieving information by using analysis tools, and by
abstracting programs bottom-up by recognizing plans in the source code [Ric90, Ton96].
The main principle of such tools basically is to help maintainers to understand the
program [Rug94]. According to Rugaber [Rug92, Rug95] the process of reverse
engineering must focus on mapping the gap between bottom-up code analysis, and top-
down synthesis of the description of the application, application domain and
programming language etc. In addition, code analysis is intuitively a bottom-up exercise
[Nel96]. However, the code does not contain all the information that is needed. It helps if
knowledge about architecture and design tradeoffs exists. However, these are not
available often [Mul00]. Hence, code analysis necessitates higher level meaning to be
extracted from code fragments, and higher level concepts to be mapped to lower level
implementations. According to Shneiderman [Shn80], programs are comprehended by
bottom-up strategy which involves reading source code and then mentally chunking low-

level software artifacts into meaningful, higher-level abstractions. These abstractions are



further grouped until a high-level understanding of the program is formed. Next, in top
down strategy [Bro83], programs are comprehended by reconstructing knowledge about
the application domain and mapping that to the source code. In all, top down strategy
includes formulating hypotheses and confirming them by examining the program.

Reverse engineering by itself involves only analysis, not change to the system. Reverse
engineering is the basis for the following activities (listed based on their level of impact).
The activities include re-documentation, design recovery, restructuring and reengineering
[Chi90]. Re-documentation, or recreation of documentation, means revision of system
documentation at the same level of abstraction. Design recovery is mainly used when
there is a need for perfective maintenance. In this phase, re-documentation is used with
the aid of domain knowledge and other external information where possible to create a
model of the system at a higher level of abstraction. Restructuring is used when
preventive maintenance is needed. It includes lateral transformation of the system within
the same level of abstraction. Reengineering involves a combination of reverse
engineering for comprehension, and a reapplication of forward engineering to reexamine

which functionalities need to be retained, deleted or added [Nel96].

2.2 Documentation versus source code-driven feature

extraction

Features in terms of system functionality can be extracted from the engineering-based
requirements document, which usually provides the description of the requirement,
design and architectural details of the life cycle of a software development. In order to
extract the code fragments that are associated with a feature, source code analysis is

needed. There are several techniques for source code-driven feature extraction. As a

8



result, feature extraction can be categorized as source code and non-source code based

feature extraction.

There are two major approaches to extract functional features from a system.

(1) Features can be extracted from the documentation of the software such as the
requirements document or user manuals when features are viewed according to
the problem domain.

2) Features can be extracted and reverse engineered from the source code by
identifying which program artifacts correspond to the implementation of a

functional requirement of the system.

2.2.1 Non-source code based

As the need arises to identify those parts of a system that are crucial for the programmer
and maintainer to understand, a possible solution is, if valid and complete documentation
exists, to read the documentation. Good sources for analyzing the main functionality of
the software system are requirements specification documents, user manuals, white
papers etc. In what follows we discuss the major techniques and approaches relevant to

feature analysis and extraction based on non-source code based sources.

Features Analysis based on requirements specification

When software developers are concentrated on the problem domain, they tend to look for
information related to a particular function or feature in the system. A requirements
specification document states the functional and non-functional requirements of the
system which serves as a baseline for the developer to implement the system [Kir97]. In

[Dav82] Davis identified features as a key organization mechanism for requirements



specification. Software requirements specification is part of the first phase of system
development which includes preparing a complete description of the system’s external
behavior. It is a fundamental stage of system development, since specification defects
will become increasingly difficult to repair when the system is proceeding to the
subsequent stage of its life cycle [Dav93]. The concrete result of requirements
specification is the SRS Software Requirement Specification [Kir97]. The requirements
specification ideally captures all the important behavioral characteristics of a software
system. Hence, According to Turner [Tur99a], feature can be viewed as a grouping or
modularization of individual requirements within that specification during the analysis of
the requirements specification document. From a programmer perspective, a feature is an

abstract description of a functionality described in detail in the specification [Won99].

Use cases

A use case is defined as "a sequence of transactions performed by a system, which yields
an observable result of value for a particular actor"[jac97]. Use cases and scenarios are
very common approaches used in the requirements and specification phase. They capture
most of the requirements, which include all functional requirements and also non-
functional requirements such as response times, performance, etc. A use case is a high-
level description of how the software will be used. It identifies a software user or an actor
and how the user interacts with the system. Hence, a single use case describes a subset of
a system’s functionality in terms of the interactions between the system and a set of users
or actors. It specifies the intended behavior of a system. It is initiated by a particular user,

and serves the purpose of delivering some meaningful unit of work, service, or value to

10



the initiator. When capturing requirements, use case views the system as a black box
[But97]. They are suitable for defining functional requirements in the early stages of
system development when the inner structure of the system has not been defined. Also,
they can be used as a basis for defining this structure in terms of classes, packages, etc.,
and can be used for defining test cases. Since use cases do not deal with the mechanics
inside the system but focus on how the system is perceived from the outside, they are the
most useful approach in discussions with end users to make sure that the requirement of

the system will meet the end users demand [Li01]

LD D

/uses/ Deposit Check current balance
Yy <<include>> -7 Y\
p T / Usgs
’ N % \
ser \ T O f ?
u\ss(s —
\ W ithdraw —
" ATM
\ —
A\ -

Oé/ <<include>>

Validate user

Figure 1 Use case diagram of an automated banking system

Use cases have quickly become a widespread practice for capturing functional
requirements. This is especially true in the object-oriented community where they
originated. However, their applicability is not limited to object-oriented systems [Mal99].
An example of a use case diagram is given in Figure 1.

If proper naming conventions are used for the use cases, programmers can obtain a

general idea about the system and its functionality. Checking current balance is used by

11



the ATM system when withdraw use case is executed to verify whether the current
balance shows there are sufficient funds to withdraw the given amount of money.

Each use case can occur under different situations called “scenarios”. For example, a
customer withdrawing money from the ATM machine can have the following scenarios:

- Customer requests $300 to withdraw from the account. The currént balance is
verified by the ATM system, and the user has a balance of $400. Hence, this
amount will be withdrawn with a receipt from the ATM system.

- Customer requests $300 from checking account, but he has only $200 in his
account balance. The ATM system will inform customer that he has “insufficient

funds.”

User manuals

User manuals describe how a user interacts with the application. Traditionally, functional
features are described as the services that are provided by the software application.
Features of this type can be found in user manuals. Operational features are described as
the features that are related to the operation of applications from the user’s perspective;
that is, how user interactions with the applications occur. Hence, user manuals are a good
source for identifying operational features as they contain a detailed description of the
user interaction with the application [Kan90]. The step-by-step information described in
the user manual provides some background on the application domain, and therefore the

extraction of the feature,

12



Use Case Maps

Use Case Maps (UCMs), as proposed by R.J.A Buhr [Buh96, Buh98], are a scenario-
based notation for describing the organizational structure of complex systems and their
evolving behavior in an abstract way. It bridges the modeling gap between use cases or
requirements and detailed design, and aids in visualizing the architectural entities of an
application. In [Amy00a], UCMs were proposed as a notation for describing features.
They showed related use cases in a map-like diagram, and captures functional
requirements in terms of cause and effect relationship scenarios of the abstract
components. [Amy00a]. In all, UCMs are used for capturing requirements, evaluating
architectures, validating and detecting feature interaction. They illustrate reactive or
distributed systems in terms of casual paths that are followed through the optional
components caused by the occurrence of stimuli. When the UCMs illustrates the
components, they are referred to as bound, and if the components are not shown in the

diagram, then the UCMs can be referred to as unbound.

Start point Res ponsibility Condition End Point
Tom / Agent AgentM / Mike /
J N
Ty i
Y [idle]
Request ‘ N j AN I nng
[busyt
Message = X
upd-b
(Tomponcnl/'

Figure 2 Diagram of a Use Case Map representation [ Amy00b]

Components shown in UCMs can represent software entities such as objects, databases,
functional entities, network entities, etc. as well as non-software entities such as users,

actors, processors etc. UCMs involve concurrency and partial orderings of activities, and

13



they link causes such as, preconditions and triggering events to effects such as post
conditions and resulting events composed of responsibilities [Amy02]. A short example
of a simple bound UCMes description, taken from [Amy00b] is described below and the
diagram is shown in Figure 2.

Figure 2 shows a UCM where a user called “Tom” is trying to set up a telephone call
connecting with another user “Mike” through some network of agents. Tom and Mike
each have an agent responsible for managing subscribed telephone features such as
Outgoing Call Screening. At first, Tom sends a connection request (request) to the
network through his agent AgentT. This request causes the called agent to verify (vrfy)
whether Mike’s telephone line is idle or busy. If Mike’s phone is idle, then there will be
some status update (upd) and a ring signal will be activated on Mike’s side (ring).
Otherwise, a different update will occur (upd-b) and an appropriate message (stating that

Mike is not available) will be prepared and sent back to Tom (message) [ Amy00b].

Domain analysis

The development and maintenance of large and complex sofiware systems require a clear
understanding of the desired system features. Domain analysis is a process for
understanding requirements in a particular problem domain. It helps in understanding
program features by clearly defining the features and capabilities common to systems in
this application domain before implementing the system. As described in [Kan90]
“domain analysis is the systematic exploration of software systems that define and
develop commonality, defines the features and capabilities of a class of related software

systems”. R. Pietro-Diaz [Pie90] defined domain analysis as “a process by which
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information used in developing software system is identified, captured, and organized
with the purpose of making it reusable when creating new systems.” Domain analysis
approach can support a mapping from the problem space to appropriate objects and
classes, while considering the design context for patterns and frameworks. Domain
analysis creates a domain model which captures the essential entities in a domain and the
relationships among these entities. Several domain analysis methods exist, including
feature oriented domain analysis (FODA) [Tur99a]. According to [Coh98, D0i98, Gri98],
“a feature represents one or more domain requirements, and this feature analysis becomes
an important aspect of domain analysis.” Domain products, representing the common
functionality and architecture of applications in a domain, are produced from domain
analysis. The FODA method focuses on identifying factors that can cause differences
among applications in a domain, both at the functional and the architectural level. In
addition, this method uses those identified factors to parameterize domain products.

In [Tur99a], the term feature is referred to as the capabilities of systems in a domain.
They typically seek to distinguish the features that represent basic, core functionality
from those that represent variant, optional functionality [Tur99b]. Domain analysis
processes existing and potential software applications in order to extract and pack
reusable assets [Suc00]. The feature/contextual view of many domain analysis methods
should become an essential part of object technology for reuse. Described below, the
feature oriented domain analysis (FODA) method establishes three phases of a domain
analysis [Kan90], as illustrated in Figure 3 [Kru93].

Context analysis: The context analysis phase provides the context model, which is used

to define or establish the scope or bounds of a domain analysis. A context model is
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represented with a structure diagram and context diagram where structure diagram
includes informal block diagrams. The context diagram is represented with data flow
diagrams illustrating data flows between a generalized application within the domain and
the other entities and abstractions with which it communicates [Kru93]. The domain
analyst interacts with users and domain experts to establish the bounds of the domain and
establish a proper scope for the analysis. The analyst also gathers sources of information

for performing the analysis.

Figure 3 The phases of feature oriented domain analysis [Kru93]

Domain modeling: Domain modeling provides a description of the problem space in the
domain that is addressed by software. The FODA domain modeling process includes
three models including the feature model, ent