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ABSTRACT

Providing Web Services Security: 
A Case Study on Multiparty Service Delivery

Joana Sequeira Torreira da Silva

Web Services Security, used to ensure data integrity and confidentiality, has been so far provided and/or implemented as a library or a proxy. Both means present serious drawbacks, be it in terms of flexibility, level of abstraction, dynamic coupling and others.

In this thesis we propose the use of Web Services to enforce Web Services Security. Available to both Web Service requestors and providers inside and outside its domain, Security Web Services can provide Web Services Security to many entities, including those that due to limited resources would not be normally able to secure their communications. Specific interfaces were devised for the proposed Security Web Service, giving access to granular security, through a high level interface, without pre-configurations.

We also present a Case Study where each entity, participating in a three party transaction, uses either libraries or a Security Web Service to secure their messages. Performance measurements were conducted, both in terms of time delays and network loads.

Despite the delay and the network load introduced, Security Web Service are an attractive method of providing WSS due to the high level of level and granularity provided, as well as the reduced local computation load (for encryption and signatures).
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Chapter 1 Introduction

This chapter is intended to present the reader with a synopsis of the work accomplished and reported in this thesis. First, it gives the reader an overview of the research area tackled in this thesis. The problem at hand is then introduced, as well as the proposed solution. Finally, the thesis organization is presented in Section 1.3.

1.1 Research Area Overview

Easy creation, deployment and integration of new services have been a major preoccupation for a long time. Indeed, if creating and distributing a new service needs more resources, and therefore money, than the service will generate, no company will wish to create it. With 3\textsuperscript{rd} generation (3G) networks [27][28], where network operators wish to make their network capabilities available to 3\textsuperscript{rd} parties that will develop and host their own new services, an easy, secure and straight-forward manner of accessing and integrating applications as well as network resources is needed.

Over the years, many techniques, languages, architectures and protocols have been devised to make these steps easier and more affordable. One only has to think in the shift from procedural to Object-Oriented programming or the creation of CORBA [21]. More recently, in the telecommunication's domain, the Parlay Architecture [18][19][20] was developed. Despite their benefits, these solutions have often proved to be either incomplete (e.g. lack of security), inappropriate (domain dependency, too heavy, too slow, etc.) or too complex (requiring a considerable knowledge of a domain that represents a very small portion of the new service). Furthermore, many of these solutions
often implied a close interaction (high-coupling) between the new service/application and the service/application/resource it used.

On the other hand, Web Services (WS) loose-coupling, high-level of abstraction and use of SOAP (an XML-based protocol) seemed to be the answer to the problem. Indeed, a proper WS interface will provide a high level of abstraction, reducing coupling, which in turn eases the transition between two services (should the one being used fail or a new/better service appear). This high level of abstraction can also simplify the developers work by hiding the service architecture, requiring less domain-specific knowledge of the developer and even reducing the lines of code necessary to call a service.

So far, the main road-block to WS use across mistrusted networks has been the lack of security standards. Indeed, the lack of end-to-end, granular and durable security in WS has forced many companies to either wait for a mature and well-established standard or to develop their own proprietary solutions. An standard of the Organization for the Advancement of Structured Information Standards (OASIS) since March 2004, Web Services Security (WSS) is a standardized set of SOAP extensions, which can be used to enforce message content integrity, hence securing Web Services [4]. Through these extensions, it is not only integrity and confidentiality that can be achieved, but also authentication, non-repudiation, mitigation of Denial-of-Service (DoS) threats. Through authentication, authorization-rules and accountability can be enforced.
1.2 Purpose of the Thesis

Allowing access to network resources, services and/or applications requires the ability to secure/protect what is being exposed from unauthorized/abusive users. For users to feel safe when submitting private information (address or credit card number for billing), communication between the user/requester and the provider must also be protected. Only when satisfactory security exists for both the service requesters and the service providers can a service be successful. Although the security level necessary may vary according to users, domains and applications, security is always a concern.

So far, WSS has been provided as libraries or proxies. Security libraries are mostly directed towards developers, enabling them to secure their applications, independently of any other protection mechanisms ran by the application owner. Security proxies are mostly directed towards those running the applications so they can enforce their own security measures independently of those already applied by the application. The main problem with libraries lies in the fact that they are not easy to use, must be present wherever the application is run and are resource expensive. Proxies, on the other hand, must be pre-configured and are most of the time reduced to message level security, i.e. the whole message is secured, but no sub-parts can be secured individually. Furthermore, proxies must be configured ahead of time and require from those configuring it a knowledge that usually lies with the application developer despite the fact that these developers usually do not have access to these proxies.
This thesis inspects and analyses the use of the Web Service technology to provide WSS to both service requesters and service providers. By exposing WSS capabilities as a WS, providers and requestors are presented with a granular, accessible from anywhere, easy to use and light (no libraries to be packed) means of enforcing WSS. At the same time, the user will need fewer resources in terms of memory (no libraries) and in term of CPU power seeing that the most CPU expensive calculations (signing and encrypting) will be done remotely.

In the case study presented, high level web service interfaces were defined to allow WS developers an easy access to WSS enforcement capabilities. These interfaces were implemented as a library based Security Web Service. In order to observe and evaluate the performance of these interfaces, three applications were built: a Customer, a Bank and a Store, where the Customer purchased some item from the Store using a credit card and the Store would ask the Bank to debit a certain amount from the Customer's debit card.

On top of reducing the programming necessary by the developer to secure his application, the high level of abstraction also makes it easier for new comers to secure their applications without having to learn the all of WSS rules, nor those of SOAP messaging.

Unfortunately, the security between the SWS requester and his provider are still an issue when they belong to different domains and must be the object of further studies.
Nonetheless, the benefits derived from an easier and faster application development, even by WSS new comers, along with the greatly reduced footprint make web services an attractive method of providing WSS.

1.3 Organization of the Thesis

Chapter 2 offers an overview of Web Services and Web Services deployment patterns. Deployment patterns are important when considering security, because each pattern has a specific set of security issues associated with it and which must be addressed by Web Services deployed according to that pattern.

In Chapter 3, Web Services Security is introduced and the state of the art in Web Service Security provisioning is presented and analyzed, libraries first, then proxies.

Chapter 4 introduces Security Web Services, the architecture within which they should be used, as well as a set of comprehensive interfaces for the Security Web Services proposed in this thesis.

Chapter 5 describes the use case investigated and all of its components. Emphasis will be put on the Security Web Service interfaces and how it can be used. It then presents the prototype used and the implementation issues faced during development. Performance tests, results and analysis are also presented in this chapter.

Finally, Chapter 6 concludes this thesis by giving a synopsis of the work presented in this thesis and the lessons learned from it, as well as directions for future work.
Chapter 2 Review of Web Services and Deployment

Patterns

This chapter quickly introduces Web Services and their deployment patterns (Section 2.2). While the former describes the Web Services paradigm and architecture, the latter addresses the different ways of deploying Web Services. Deployment patterns are particularly useful when considering security, because each pattern is associated with a specific set of issues.

2.1 Web Services

According to the World Wide Web Consortium (W3C) [29], one of the many standardization bodies involved in Web Services, a “Web service is a software system designed to support interoperable machine-to-machine interaction over a network”[23]. In other words, Web Services consist of services whose interfaces that can be published, discovered and bound to over a network.

Once a Web Service has been deployed, its description (as a WSDL document) can be published to a service registry (based on UDDI specifications) or distributed through files, e-mails or others. The WSDL documents provide information as to the location of the Web Service as well as to the interfaces available. Once a Web Service Requestor, user, has uploaded this document from a server or has obtained it by some other means, he can use its information to bind to the Web Service and use it, supposing no registration
is required. This relationship between registries Web Services and Users is illustrated in
Figure 1 [5].

![Figure 1: Web Services - Registries, Providers and Requestors](image)

Communication with Web Services is done through SOAP, usually on top of HTTP
although it could be on top of any other layer. Both SOAP messages and WSDL
documents are written using the standard XML notation. For a short introduction to Web
Services consult [1].

### 2.1.1 Web Service Characteristics

Among the many characteristics of Web Services ("small", autonomous, easily accessible
pieces of software), the main ones are its coarse grained approach, loose coupling and the
availability of both synchronous or asynchronous communication modes [22].
The coarse grained approach, often called high level of abstraction, allows hiding the software’s architecture and simultaneously simplifies the use of the said software.

Web Services loose coupling is in part due to this high level of abstraction. This type of coupling allows users to “quickly” change from one service to another which comes in handy both when a new more performing service arrives and when the one that has been used is no longer available.

### 2.1.2 Web Services Application Domains

Web Services can be used in all sorts of domains such as telecommunications, imaging, maintenance, etc. For example, Boeing already uses Web Services to make their instruction and maintenance manuals available to South-Eastern Airlines. This way, they do not need to print and ship their manuals, and, whenever and update to such a manual is made, the newer version is immediately available for consultation [25]. Also, many imaging companies have come together and created the common picture exchange environment (CPXe) [24], which offers all sorts of digital imaging services.

### 2.2 Deployment Patterns

The Open Mobile Alliance (OMA), a standardization body mainly dealing with telecommunication networks, has identified in its OWSER Overview [5] 11 possible deployment patterns for Web Services. This Section presents each one of these patterns, their particularities and applications.
2.2.1 The Routing Pattern

The Routing Pattern consists in the use of intermediary Web Services between the Web Service Requester and the Web Service Provider, see Figure 2 [5]. Intermediaries can be used in the request message path, the response message path or in both. Request and response message paths can go through the same intermediaries or different ones, allowing the request to be sent to one Service and the response received from another. Similarly, the request may be received from one entity and the response sent to another.

![Figure 2: The Routing Pattern](image)

The entities involved in this pattern (requester, provider and intermediaries) may or may not know the entire path to be followed by the SOAP messages. Web Service Routing must be supported by all intermediaries, and preferably also by the endpoints (Web Service requester and provider). Due to the lack of routing standards in this domain, the Web Services thus deployed have been using proprietary solutions consisting of extensions to the SOAP message or of pre-configured profiles. Furthermore, because
related requests and messages can be sent and received from different entities, this pattern may be difficult to deploy across firewalls.

The Routing Pattern is most suitable when the intermediary services always perform the same tasks (e.g. in distributed business logic or adding/enforcing security checks) or when a specific message path should or must be used.

2.2.2 The Gateway Pattern

The Gateway Pattern shown in Figure 3 [5] consists in deploying a Gateway that within the same trusted domain as the Web Service, exposing the latter’s interface at the Gateway and publishing the Gateway address instead of the Web Service’s address. This pattern allows providers wishing to expose several Web Services to do so from one single address even if the Web Services are hosted on different servers and to easily change the Web Services without affecting the exposed interfaces. Furthermore, it allows one single entity, the Gateway, to provide consistent (though not necessarily the same) security as well as management features to all Web Services within providers network in relation to other mistrusted networks, while using a simpler security scheme, if any, within the provider’s network, making the Web Service simpler and lighter.

![Gateway Pattern Diagram](image)

Figure 3: The Gateway Pattern
The main disadvantage of the Gateway pattern is that the Gateway must be populated with Web Services interfaces and preconfigured as to the actions to be taken upon reception of a message before it can be used.

### 2.2.3 The Proxy Pattern

The Proxy Pattern is used when software that is not SOAP enabled wishes to use a Web Service, as shown in Figure 4 [5]. In this case, the proxy lies in the requester’s network and communicates with the former through some means other than SOAP. The proxy then translates the received request into a SOAP request that it forwards to the Web Service Provider. Upon reception of the response message from the Service Provider, the Proxy translates this into a message that the requester can understand.

![Figure 4: The Proxy Pattern](image)

In short, the proxy poses as a service to the legacy system and as a Web Service Requester to the provider, and maps messages between both domains.

### 2.2.4 The Interceptor Pattern

The Interceptor Pattern, as shown in Figure 5 [5], can be both applied in the Web Service Requester and Provider’s domain.
Unlike the Gateway in the Gateway Pattern, the Interceptor does not pose as the Web Service Provider, its address not published and it does not expose the Provider’s interfaces.

This pattern can be used as an “invisible Gateway” or to add service logic in a seamless manner. However, if transport level security is used, this security will not be end to end and the Interceptor may then become visible to one or both end-points.

2.2.5 The Adapter Pattern

The Adapter Pattern shown in Figure 6 [5] is simply a reversal of the Proxy Pattern explained in Section 2.2.3. Instead of allowing a legacy system to use web Services, the Adapter allows a Legacy System to be called by a Web Service Requester.
2.2.6 The Delegate Pattern

The Delegate Pattern allows a Web Service (WSP) to use a second Web Service (WSP1) in order to provide the requested service as represented in Figure 7 [5]. For security reasons, the WSP1 usually belongs to the same trusted domain as the WSP.

The Delegate Pattern is of particular interest when dealing with distributed logic, when redundant functionality exists among several services offered by the same provider as well as when a new service is created which includes functionality already available as a Web Service.

![Diagram: The Delegate Pattern]

Figure 7: The Delegate Pattern

Note that usually, the majority of the logic lies in the WSP while only a small portion is delegated.

2.2.7 The Filter Pattern

The Filter Pattern discussed in this Section and shown in Figure 8 [5] is similar to the Gateway (2.2.2) and the Interceptor (2.2.4) patterns discussed earlier in that the Filter entity represents a single point where SOAP messages must be analyzed and some decision must be taken as to what is to be done with each.
Unlike the Gateway pattern that processes some part of the message before sending it to the Web Service Provider, the Filter analyses the message before deciding to which instance of the Web Service the message should be sent. This decision may be based on the load capacity of each instance, on some data context (the complete service requires several calls to the same provider and it is logical the same instance would handle all the calls), on data content (e.g. one instance only handles debits cards and the other credit cards), etc. This pattern can be easily combined with the Gateway or the Interceptor patterns.

2.2.8 The Orchestrator Pattern

The Orchestrator Pattern is similar to the Delegate Pattern (Section 2.2.6) in that it uses other Web Services, but instead of delegating a small part of its business logic, it
coordinates 2 or more services in order to offer a Value Added Service, i.e. a new service whose functionality represents more than the simple combination of the original services.

In this pattern shown in Figure 9 [5], it is the Orchestrator that is the real service (unlike the Gateway), and its address and interfaces are published.

![Orchestrator Pattern Diagram]

**Figure 9: The Orchestrator Pattern**

### 2.2.9 The Referral Pattern

Figure 10 [5] presents the Referral Pattern as described by OMA [5]. This patterns aims at solving the problem posed when a Web Service Requester invokes a WS and the latter recognizes that the request, although valid, is missing some information (e.g. third party authorization). The Web Service (WS1) then refers the requester to a second Web Service (WS2) which after invoking WS2 can go back to WS1 and see his request completed.
This scenario is of particular interest when third-party authentication or authorization is used by the Web Service Provider. Unfortunately, no standardized way of automatically accomplishing this is known.

![Diagram of referral pattern](image)

**Figure 10: The Referral Pattern**

### 2.2.10 The Sequence Pattern

Although the Sequence Pattern shown in Figure 11 [5] seems very similar to the Referral Pattern described in the previous Section, it has in fact more in common with the Orchestrator (see Section 2.2.8) than with the Referral Pattern. Indeed, after discovering the appropriate services, the Web Service Requester must then orchestrate them so as to obtain the desired Service.
2.2.11 The WorkFlow Pattern

The Workflow Pattern represents the ability of several Web Services, spread over different networks, to work together in order to attain a specific goal. Note that in Figure 12 [5] each Web Service Provider is also a Web Service Requester.

Although many Workflow solutions have been proposed, none of them have yet emerged as a de facto standard. These propositions include Wf-XML, WSFL, XLANG,
BPEL4WS, ebXML BPSS, WSCI, WSCL, PIP's, JDF and others. For a short description of each of these solutions see [17].
Chapter 3 Web Services Security: The State of the Art

Security is a critical component of any technology aiming to integrate applications, providing services or exposing capabilities across networks, especially when they, or the networks traversed to reach it, cannot be implicitly trusted. It is even more important when the providers wish to charge users or when users need to communicate sensitive information (e.g. credit card number) to a party (e.g. a store), so the latter can complete a transaction by communicating with another party (e.g. a bank). Although the store may need the Customer’s information so the bank knows from which account to debit the amount, it is not essential that the store be able to actually read this information. Furthermore, the bank wishes to be sure that this transaction was accepted by the user.

The aim of this chapter is to provide an overview of the Web Services Security and of the means currently available to enforce it. The first section defines security with respect to Web Services. Section 3.2 defines the different levels of security that can be used to secure Web Services. Section 3.3 introduces the Web Services Security standard itself and 3.4 the current means of enforcing the said standard.

3.1 Web Services and Security

According to OMA’s OWSER Core Specifications, authentication, authorization, access control, data integrity, confidentiality, privacy, key management, security policies and the mitigation of denial of service attacks are important security services [6]. This Section describes shortly authentication, authorization/access control, data integrity, data
confidentiality/privacy, mitigation of Denial-of-Service (DoS) threat, as well as non-repudiation, the main security aspects that this thesis is concerned with.

3.1.1 Authentication

Authentication is the verification of a party’s identity. This party may be the sender of a message, the receiver or the signer of data [6]. The identified entity could be a device, an application, a service requester, etc...

Authentication can be achieved through several means such as Username/Password, use of SSL/TSL, XML Digital Signatures (XML-Dsig), X.509 certificates, SAML, security proxies [12] and so on.

3.1.2 Authorization/Access Control

Although often assimilated to authentication, authorization is dependent on authentication but not equivalent. Once a party has been identified, it must be determined whether or not this party is allowed to access a resource, a service, a subset of operations or not [6].

Authorization, as opposed to authentication, does not aim at identifying the party but at determining what the party is allowed to access. Although very often combined with authentication, these two operations are different because before authorization can be decided upon, identity must be established. SOAP security proxies such as Xtradyne’s [12] can handle authorization in a pre-configured fashion. SAML assertions allow third parties to convey authorization statements (using WSS SOAP extensions) and authorization rules may be defined using XAML.
3.1.3 Data Integrity

Data integrity is the property that allows a receiver to verify whether or not a message has been tempered with, whether intentionally or not [6].

It can be achieved at the transport level though SSL/TLS, but in this case, it will not be permanent. In other words, trace of this integrity cannot be preserved at the SOAP level, and should several parties be involved in a transaction, they must rely on the other parties to preserve the integrity of the original data.

Although SSL/TLS must be supported by Service Providers, the best way to secure data is through XML Digital Signature (XML-Dsig), because can secure the whole message, or parts of the message independently from one another and that being above the transport layer, the SOAP-messages (or relevant parts) can be stored, forwarded or included within other messages destined to third parties and the latter will be able to check data integrity from the original requestor.

3.1.4 Data Confidentiality/Privacy

Confidentiality refers to the ability of limiting information viewing to intended parties [6]. It is achieved through encryption either at the transport level (SSL/TLS) or at the message-level (XML encryption).
3.1.5 Mitigation of Denial of Service Threat

When a service becomes unavailable, or falls below a certain level which is required, it is considered to be in Denial of Service [6]. This type of threat is usually achieved by flooding the service with unwanted/invalid messages. To mitigate such a threat, messages should be screened before reaching the actual service so that suspicious requests may be discarded. This usually requires some sort of client authentication below the application level.

Several ways of achieving this include the use of SSL/TLS, WSS and [16] even proposes the use of stateless service architectures whenever possible. Because stateless services do not need to keep track of states, they are likely to be overwhelmed by too many incoming messages, which would lead to Denial-of-Service.

3.1.6 Non-Repudiation

Repudiation happens when one or more entities involved in a transaction deny participation in part or in the whole communication [6]. Because SSL/TLS signatures are transient, they do not offer long term non-repudiation capabilities and this is why some more permanent signatures, such as XML-DSig, must be used.

3.2 Security Levels

Security can be enforced at several levels of the network. This Section presents the type of security introduced at three levels -transport, message and application- and their characteristics.
3.2.1 Transport Level Security

As its name suggests, Transport Level Security is provided at the network’s transport layer. This type of security is used to secure a conversation (set of message’s exchange), but not a message properly, i.e. all the messages are secured in the same fashion.

The main advantage of this security level is that communication can be secured at the transport level without developer’s intervention. Furthermore, because it is the communication channel that is secured, all messages coming through this channel can be trusted.

The main disadvantages of implementing security at this level lies in the security scope provided. Yes transport level security, such as SSL/TLS, provides end-to-end security, but only between the two initial end-points of data exchange. For example, Figure 13 [79] represents a Web Service transaction spanning two Web Services. Because Transport Level Security only secure messages between 2 end-points, the data loses it’s secured state at the middle Web Service, to be then secured by this very same service before being sent to the final (in the figure, right-most) Web Service. In other words, the last Web Service only knows that the data was not corrupted between itself and the middle Web Service, but it must implicitly trust the middle Web Service to not corrupt the data coming from the original sender. Hence, it is secured end-to-end between any two directly communicating entities, but not between those communicating via intermediaries.
Another disadvantage lies in the lack of granularity. Taking again the example of Figure 13, each message exchanged between the first two Web Services is secured as a whole. So if the security properties were to somehow be preserved, the whole message would have to be forwarded to the last Web Service. Indeed, when no granularity is available, messages must be secured as a whole and only as a whole can security be checked. As soon as data is extracted from this message, this data looses its secured state.

The lack of granularity and of end-to-end security (when messages span 2 WS or more), are the two main reasons why, despite OMA stating that Web Service Application Servers must support SSL/TLS, this type of security is not sufficient for Web Services.

Other disadvantage is the lack of path flexibility of such security, i.e. once the secured tunnel has been established it cannot be changed.

**3.2.2 Message Level Security**

On the other hand, Message Level Security does not require a security tunnel and, as such, is more flexible as to the path the messages can use. It also has the advantage of granularity, allowing messages to be secured as a whole, to have parts of the message
secured independently of the rest as well as to do a combination of both (securing part of the message for the third party alone and securing the message as a whole when sending it to a third party).

Another advantage of this sort of security is its permanent aspect. A company, wishing to keep track of the incoming requests may store them and still preserve the secured state of the message. It may also choose to only store the secured part of the message that is relevant to itself and forward the rest to a third party. This third party has now not only access to security information from the middle service, but also from the original data provider, ensuring that the data has not been tempered with and/or viewed by the middle Web Service.

3.2.3 Application Level Security

As its name implies Application Level Security is applied and dependent on the application used. This type of security is independent of the transport means used to communicate the data. It is also protocol independent.

The main issue with this type of security is that it relies solely on the application applying the security and, as such, all applications built to communicate with the former must support the same type of security. Now in a worst case scenario, this means that if an entity must communicate with 100 other applications, each applying their own type of security, this entity needs to support these 100 different security formats.
Furthermore, on top of being cumbersome when communicating with many different entities, this also means that it is virtually impossible to dynamically switch from one application to another even if they accomplish the same work. Indeed, because they are possibly from two competing companies, the security they will enforce is different and the entity cannot learn a new security format on the fly.

These are the two reasons why application level security is highly inappropriate to Web Services.

3.2.4 Security Level Conclusions

In short, because Transport Level Security cannot secure data across several Web Services and because the security provided is neither granular nor durable (it cannot be stored), security at this level is wholly inappropriate for WS.

Application Level Security is at the other extremity. Yes it can be granular, stored and preserved across multiple Web Services, but it is intrinsically related to one (or a group of) application and therefore it is hard for an entity to dynamically switch Providers, or accommodate new Requestors.

Message Level security allows for granular and durable security, whether the Service spans one or more Web Services and it will be applied to a large group, all those using the same messaging protocol.
3.3 Web Services Security: Standard and Technologies

In order to overcome the main drawbacks of Transport Level Security, IBM, Microsoft and Verisign originally united their forces and created WS-Sec, a specification proposal that was submitted to the OASIS group. It was soon renamed WSS and has now become an OASIS standard specification, a standardised set of SOAP extensions used to secure WS by implementing message content integrity and confidentiality [4]. It mainly uses XML-DSig [3] and XML-enc [2] for message content integrity and confidentiality, respectively.

Although designed specifically for data integrity and privacy, WSS can also be used to ensure authentication, mitigate Denial-of-Service attacks as well as repudiation. The Digital Signature (XML-DSig) used to check content integrity is associated to one entity only. In other words, if the message integrity is confirmed, then so is its author’s identity. Because the key is unique, the author cannot repudiate the message and can be legally charged and forced to pay. Also, if the content has been tempered with, the author is unknown/unauthorized, the message cannot be decrypted or a signed timestamp is expired (in case of attacking a server by sending several copies of one valid message), these can all be used to reject a SOAP request and therefore mitigate the risk of Denial-of-Service attacks.

3.3.1 XML-enc

XML encryption is a W3C recommendation that specifies how to encrypt data and represent it in XML [2].
3.3.2 XML-DSig

XML Digital Signature (XML-DSig) is W3C recommendation [7] and an IETF draft standard [8] on how to sign an XML document, or part of the document. Through this means integrity, authentication and/or signer authorization can be provided [7]. [3] provides a good overview of XML-DSig.

3.4 Providing Web Services Security

So far, WSS has been mostly provided as libraries, proxies and application servers that apply security profiles to SOAP messages. This Section not only describes and discusses these ways, but introduces the reader to a novel way of providing WSS: Security Web Services.

3.4.1 The Library

Libraries are a very common way of providing frequently used functionality and of packaging it with other related functionality that might be useful. WSS is no exception to the rule with such libraries as Sun’s Java Cryptography Architecture (JCA) [10], Java Cryptography Extension (JCE) [11] and others. Although libraries have their advantages (such as granularity), they are ill-suited to the Web Services world.

Indeed, libraries are tightly coupled to the application that uses them. For this reason, if an application—or its user—wishes to use a different library, this must usually be done offline and often implies changing the source code before recompiling it. Another disadvantage is that they are resource expensive in terms of memory needed to store
them, to use them and of the CPU computational power needed for certain operations such as encryption and signing. Furthermore, these libraries often require the use of several function calls before one single task, such as encrypting a sentence, is accomplished. Knowing all the libraries and the most advantageous way of using them requires a minimum knowledge and understanding of the library, its architecture and very often of the protocols/standards being implemented by these libraries. For example, when using a library to sign a message, one must not only know which objects to initialize, but must be aware that a signature is obtained by first creating a message digest and then signing this digest [3][10]. This last part is not so much related to the library but much more to the XML-Dsig standard itself.

If one considers devices such as PDA's, cell phones, Blackberrys and others, it is obvious that these devices have a limited amount of library and CPU power and that these can be used more efficiently than to store and run libraries.

Furthermore, developers must always take into account the time-to-market of a product, if a product comes out too late, the market will be taken by someone else. Learning to properly use new libraries will in certain cases take more time than actually implementing a new service. This is quite obviously counterproductive and a simpler way of securing their services could quicken service development by 3rd parties, and other developers in the 3G world.
3.4.2 The Proxy/Gateway and Application Servers

Proxies, such as Xtradyne's [12], and Application Servers (e.g. JBuilder, BEA) provide WSS through security profiles. Although the former is an independent entity placed at the edge of a network and the latter are actually the server on which applications are deployed, they are discussed here as one because they very much work in the same way.

Proxies and Application Server (from now on referenced as proxies) solve part of the problem posed by libraries, i.e. use of local resources. Because messages are secured and security is checked.removed at the proxies, WS requestors and providers technically speaking need not to explicitly secure the data to be transmitted.

The main disadvantage of proxies lies in the fact that they must be pre-configured. This off-line work might be considered part of normal load for WS providers, used to secure their network and only dealing with a fixed known number of services (their own) deployed once, but it is trouble and tiresome to a user that just discovered an amazing service and must now configure his proxy before being able to use the service.

From developers' point of view, proxies are a big unknown. Very often, a developer does not have access to the security proxy through which his Web Service will communicate and must completely rely on the proxy manager. Proxies also add a delay to WS that may not need security functionality or have decided to handle it themselves. Furthermore, security proxies are, like other single point of passage entities, prone to congestion. Finally, the use of proxies requires a profound knowledge of the proxy, its
particularities and, in the rare cases where they allow for granularity, a good knowledge of the SOAP Message structure which may be too much for common users.

3.5 Conclusion

Although there already exists ways of enforcing WSS, truth is that they are ill-suited to both WS and 3G networks.

Libraries are too heavy for low resource devices. Furthermore, applications using libraries are very tightly coupled to them. From developers' point of view, libraries are cumbersome as they require several invocations to do what is logically considered as one operation and libraries architectures require that developers not only know what they wish to accomplish, but very often how, both according to standards and within the specific library being used.

Proxies, and Application Servers, require the use of profiles which must be defined before the use of any given Web Service. Furthermore, not only do most of these proxies lack granularity (securing the message as a whole but incapable of securing specific message's elements), they also take away from the developer the capability of securing his WS. Indeed, proxies are usually not configured by developers but by network managers. Finally, proxies remove the security information from the message, which may be counter-indicated in many applications where the response depends on the security context.
For all of these reasons, libraries and proxies are inefficient in the WS and 3G world and another means of enforcing WSS must be devised.
Chapter 4 Security Web Services

As a solution to libraries and proxies shortcomings (see Chapter 3), we propose the use of Web Services to provide WSS. These new WS will be henceforth called Security Web Services (SWS).

Based on Web Services technology, our SWS provide access to WSS in a loosely coupled manner through the use of high level interfaces. These interfaces, simpler than libraries and reduced in number, will allow a faster service development. Furthermore, expensive calculations (encryption and signatures) will be handled remotely, allowing limited resource devices to secure their WS communication.

A great advantage of our SWS over proxies is that they do not need to be pre-configured and will offer granularity through a high level but complete interface. Another advantage, if a proxy crashes, the services relying on it become unavailable, but entities using a SWS will still be available and able, through Web Service Composition, to use a different SWS to continue their normal operations, should the one they are using crash.

The goal of this chapter is to introduce the global architecture of SWS use, the proposed SWS interfaces and to situate SWS within deployment patterns. SWS related issues such as security will also be discussed.

4.1 The Global Architecture

Before an entity, application or otherwise, can use a Web Service, it must know, if nothing else, its location and its interfaces. The simplest way is to consult the service's
WSDL description. This description, published by the Web Service provider can be found in service registries (see Figure 1). SWS are no exception to this rule. Their providers must publish the services description to a UDDI server and then wait for a Service Requestor to invoke the service.

The general setting where all entities are set in their own trust domain is the one in which the issue of web service security must be dealt. Figure 14 represents this setting with full lines for WS Requestor invocation calls and dashed lines for the ones made by the WS Provider. In this figure, it is assumed that the WSDL descriptions of all WS have already been published and that the WS Requestor has already found the WS Provider he wishes to use.

The WS Requestor and Provider wish to secure the messages they will exchange during their transaction but are incapable of doing so. As a solution, they choose to use a SWS according to the scenario described below:

1. First, the WS Requestor in Domain 1 consults a UDDI registry located in Domain 3 to find a SWS that it may use. The result of this search is the SWS1 residing in Domain 4. The WS Requestor then binds to (invokes) SWS1 to secure the message he wishes to send to the WS Provider. Once the message is secured, the WS Requestor send this message to the WS Provider.

2. When the WS Provider, in Domain2, receives the secured request message from the WS Requestor, he realizes that he needs to use WSS standard in order to understand the message. Because he can’t do it, he looks for a SWS by consulting a UDDI registry. In Figure 14 it happens to be the same UDDI that
was consulted by the WS Requestor. From this operation, it finds SWS2 in Domain 5 and then binds to it in order to check and/or decrypt the secured message.

3. The WS Provider can then process the SOAP request and compose a Response.

![Diagram of General Settings](image)

**Figure 14: General Settings**

Figure 15 represents the use of SWS from the Service Requestor point of view. When the Service Requestor has composed his message, he decides that he must secure it. Because he does not support WSS locally but needs message level security, he decides to contact a UDDI service registry in search of a suitable SWS. Once one has been found,
he asks the SWS to secure his message. The Web Service Requestor then sends his message to the Provider and awaits an answer. Upon reception of a secured SOAP response, the Requestor may decide to use the same SWS to check the response’s security headers and certify that the message is secure. Based on the SWS response, the requestor can know whether his SOAP request was accepted, rejected or whether the message received should be disregarded because it has been tampered with or simply does not come from the provider.

Figure 16 presents the same scenario but this time from the Service Provider point of view. In this case, the search for SWS is triggered by the arrival of a secured SOAP request. The SWS is used to check the SOAP request and then to secure the SOAP response before the latter is returned to the Web Service Provider.

It is interesting to note that in both figures only the entity using the SWS is aware of this. In Figure 15, the WS Requestor is aware of using a SWS but does not know how the Provider has secured his message, it only knows that the message originated at the provider and is secured. In Figure 16, the Provider that is unaware of how the Requester secured his message. Note also that although both the Requestor in Figure 15 and the Provider in Figure 16 use SWS to secure their respective messages, they do not have to use the same. SWS is a generic name for Security Web Services. In other words, both interacting entities need not use the same SWS to be able to communicate (the same logic applies to the UDDI registry server).
Furthermore, the work accomplished by the SWS is invisible to any entity other than the one interacting with it. This is possible because SWS applies WSS, a standard set of SOAP extensions. Because it enforces a standard, and that this standard can be enforced in numerous ways, the other participants in a conversation do not know how it was enforced. This also allows all entities involved in a transaction to apply WSS in a way that is most appropriate to them (libraries, proxies, SWS, etc.). The usage of SWS is
therefore flexible in the sense that it does not force all communicating entities to use SWS.

Figure 16: Security Web Services - The Service Provider Point of View
4.2 Proposed Interfaces

In the previous Section we saw that SWS are flexible in terms of deployment architecture. In this Section, we define a SWS for the architecture previously presented.

Our specific SWS is also flexible in the term of the services offered. Indeed, through its interfaces, a user may decide to secure a message or only an element of this message. Furthermore, it allows the user to decide whether he wants to secure through timetamping or signing or encryption or any combination of these three methods. Also, because our SWS need not be preconfigured, it ends up offering the type of granularity expected from libraries while doing operations remotely (like proxies).

Secondly, our SWS offers two comprehensive interfaces (extensively presented in Sections 4.2.1 and 4.2.2) that allow its clients to secure a SOAP message and/or one of its elements through time stamping, XML-Signatures, XML-encryption, or any possible combination of these three in one single WS call. The reverse operations (checking timestamps checking signatures and decrypting), and possible combinations, are also available in a single invocation. This is a neat advantage over libraries where several calls must be made to simply encrypt a sentence.

Sections 4.2.1 and 4.2.2 present the elementSecurity and the secureSendRemoved interfaces proposed in this thesis and used in the Case Study.
4.2.1 The elementSecurity Interface

The elementSecurity, shown in Figure 2, interface was designed to allow SWS users to secure an element of a SOAP message in one single invocation call, reducing overheads (delay and network) generated by using a WS.

```java
boolean elementSecurity(
    String in_mode,  // insert, remove
    String in_SOAPmsg,
    String in_ElementID,
    String in_FromActor,
    String in_ForRole,
    boolean in_Timestamp,  //Non-Repudiation Info
    String in_DelayXSDDateFormat,
    boolean in_Authentication,  //Authentication Info
    String in_SignatureKey_SecurityToken,
    String in_CanonicalizationMethodAlgorithm,
    String in_SignatureMethodAlgorithm,
    String in_DigestMethodAlgorithm,
    String in_SignatureKey,
    boolean in_Crypting,  //Crypting
    String in_SharedCruptingKey_EncriptionMethodAlgorithm,
    String in_SharedCruptingKey_KeyInfo,
    String in_SharedCruptingKey_Key,
    String in_IncludedCruptingKey_EncriptionMethodAlgorithm,
    String in_IncludedCruptingKey_KeyInfo,
    String in_IncludedCruptingKey_Key,

    boolean out_Timestamp,
    boolean out_Authentication,
    boolean out_Crypting,

    String out_SOAPmsg
)
```

Figure 17: Security WS elementSecurity Interface

Although the method name refers to an element, it can be used to secure the message as a whole. Indeed, when the body element of the SOAP message is secured, it is said that
the message is secured. The rest of this Section is devoted to a comprehensive description of the interface’s signature.

The *elementSecurity* interface is composed of in-parameters and out-parameters denoted by the *in_* and *out_* prefixes respectively. It also returns a variable of type *boolean*. This last variable indicates whether or not the invocation call was successful. Should the function return *false*, the user can use the *out_Timestamp*, *out_Authentication* and *out_Crypting* to determine where the invocation failed. These three Boolean out-parameters are set to *true* when their respective actions where successful and to *false* if they failed or were not requested by the user. If the function returns *true* the user can get the new message from the *out_SOAPmsg* variable. The message is returned as a String and must then be parsed into a SOAP message.

The *in_mode* is used to specify whether the client wishes to insert or check/remove the security. To secure the client must pass "insert", and to check timestamp and signature or decrypt he must pass "remove".

The next two elements are used to identify what must be secured, or checked. The *in_SOAPmsg* is the SOAP message as its name indicates. The *in_ElementID* is the value of the *ID* attribute of the SOAP Element to be secured. The SOAP message must be passed so the appropriate security headers may be added inside the message in the proper order and at the proper location. The element’s ID is used because no two elements can have the same ID in a SOAP message, but they can have the same name.
Messages, and their elements, can be secured by several entities, and hence be referenced in several security headers. The security headers can all be addressed to the same entity or to different ones. The ones securing the message are known as Actors and the ones using these headers play Roles. Entities receiving SOAP-messages are only allowed to consult headers that are specifically destined to one of the Roles they play, or that are destined to anyone, in which case the Actor attribute of the Security Header is left empty. To illustrate this, in our Case Study, the Customer is an Actor that secures his credit card for any entity playing the role of a Financial Institution and his message for a WS playing the Role of a Store. The Store upon reception of the Customer’s request can consult the Security Header with “Store” as a Role, but not the one specifying “Financial Institution”. For more information on Actors and Roles consult [4].

The next variable is Boolean in\_Timestamp used for non-repudiation [4] and to further secure message interaction. Indeed, if a Bank receives a request to debit a client’s account and the client signed the authorization one hour ago, the message could be considered suspicious and the bank may decide to refuse the transaction. On the other hand, the user may be communicating information that is only valid for a certain lapse of time (e.g. location, availability). The user may then wish to timestamp a message and to specify the delay during which the information is valid (in\_DelayXSDFormat). The choice of XSDFormat, for the delay and the timestamp printed by the SWS, was based on [4] and on the fact that it also allows specification of the time zone to which the time refers. Thanks to the time zone specification, all entities receiving the message can correctly enforce delay policies even if they are in different time zones. If the user is
checking the timestamp and specifies a delay, then the SWS will use this delay to check
the validity of the message.

Once time stamping information has been filled by the SWS user, he must specify his
Authentication information (provided authentication is wished). SWS uses XML-DSig
for authentication. Once the user has set in\_Authentication to true, he must give, as a
String, the Security Token related to the signature (see [4] for format). From this token,
SWS knows whether the Signature Key comes from a PBKS system or other, being then
able to choose the appropriate headers. The three MethodAlgorithm variables are used to
specify the type of Canonicalization, Signature and Digest methods to be used. If they
are left blank, the SWS should choose default methods. Note that these three variables
can be left empty when checking signatures because the values are specified in the header
itself. Finally the in\_SignatureKey parameter is used to transmit the Key that is to be
used.

Last but not least, there are the parameters dealing with encryption. Once more, the
MethodAlgorithm parameters can be left empty for decryption. As it is the case for
Signing—or checking signatures—, the SWS client must pass the KeyInfo (equivalent to
signature’s SecurityToken) element as well as the Key itself. When asking for decryption,
the KeyInfo value is used to associate the Key to the proper Security Header. When it is
to encrypt, the KeyInfo elements will be placed in the new Security Header. When
encryption is used, it must be using a key that is shared between both concerned entities
or at least accessible by both (SharedCryptingKey parameters). If the encrypting party
decides to use a key to which the other does not have access but must use, he must pass
this key within the message and then encrypt this part with a shared key. The
information related to this key is passed in the in_IncludedCypntingKey parameters. For
more details on how to used Shared and non-shared keys see [4].

It can be argued that forcing the user to write their own KeyInfo and SecurityToken is a
load that should not be placed on the user. Truth is that this information is always the
same for all messages using the same key and can, once determined, be saved and re-
used, just like the Key value that must be passed to the SWS. It should not be saved at
the SWS, just as the Key and authorization rules should not be stored there. These are
specific to each user entity and would only overload the SWS with information that
would need some kind of pre-configuration or update, finding ourselves once more with
the pre-configured profiles that we wished to avoid in proxies.

Thanks to the return Boolean the user can know whether the operation was or not a
success. If the operation is successful the user can retrieve the modified message from
out_SOAPmsg, otherwise the user can check which operations were not completed and
decide what actions to take next (e.g. reject message, try again, pass on to a different
application, etc.).

Thanks to the in_mode, the user can use the same interface whether he wishes to secure a
message or check its security information, reducing the number of interfaces to learn.
Because the all securing operations on one element can be done in one step, whether
individually or in any possible combination, this interface offers the flexibility and
granularity of libraries while using proxies main advantage, non-local calculation of
resource expensive operations.
4.2.2 The secureSendRemove Interface

As seen in Figure 15, the use of SWS will not only create a delay overhead, but also a network load overhead each time SWS is called. In order to reduce both delays, especially in cases where the security elements applied to the response message are known ahead of time, as well as the keys used, the secureSendRemove interface was created. This interface allows the user to secure one last element and have the SWS send it to the desired Web Service (see Figure 18). In this case SWS falls into the Routing Pattern (Section 2.2.1).

![Diagram of secureSendRemove interface](image)

Figure 18: Example of a Security Web Service - Routing Pattern
Although this thesis does not explore key creation and distribution, according to [4] the entities wishing to encrypt their data must do so using a Shared Key and therefore it is logical that the Service Provider would know what encryption key will be used by the WS. It is not far fetched that, when getting the decryption key, the user would also get the key necessary to check the signature of the provider.

Unfortunately, due to the very nature of this interface, it cannot be used by WS providers unless they are sending a request message to another WS and use it for this request and its response. To use it for a response that the WS would be sending, it would need to be pre-configured, like a proxy, which we wish to avoid.

The rest of this Section is devoted to a detailed explanation of the interface itself, as shown in Figure 19, and its parameters.

The first half of this interface, up to \textit{in\_destinationAddress}, is similar to the \textit{elementSecurity} interface (Section 4.2.1) and this part will therefore be quickly summarized here. The \textit{in\_SOAPmsg} and \textit{in\_ElementID} identify the element to be secured, while the \textit{in\_FromActor} represents the requesting entity and the \textit{in\_ForRole} represents the type of responding entity allowed to access this header. The \textit{in\_Timestamping} and the \textit{in\_DelayXSDDate Format} are used for non-repudiation purposes and the next 5 parameters to sign the Request SOAP message. Finally, parameters \textit{in\_Encrypt} through \textit{in\_IncludedEncryptingKey\_Key} are used to pass the data necessary for the SWS to encrypt the SOAP message.
boolean secureSendRemove(
  String in_SOAPmsg,
  String in_ElementID,

  String in_FromActor,
  String in_ForRole,

  boolean in_Timestamp,
  String in_DelayXSDDateFormat,

  boolean in_Authentication,
  String in_SignatureKey_SecurityToken,
  String in_CanonicalizationMethodAlgorithm,
  String in_SignatureMethodAlgorithm,
  String in_DigestMethodAlgorithm,
  String in_SignatureKey,

  boolean in_Encrypt,
  String in_SharedEncryptingKey_EncryptionMethodAlgorithm,
  String in_SharedEncryptingKey_KeyInfo,
  String in_SharedEncryptingKey_Key,
  String in_IncludedEncryptingKey_EncryptionMethodAlgorithm,
  String in_IncludedEncryptingKey_KeyInfo,
  String in_IncludedEncryptingKey_Key,

  String in_destinationAddress,
  String in_rcvdFromActor,
  String in_rcvdForRole,

  boolean in_checkTimestamp,
  String in_checkDelayXSDDateFormat,

  boolean in_checkAuthentication,
  String in_rcvd_SignatureKey_SecurityToken,
  String in_rcvd_SignatureKey,

  boolean in_Decrypt,
  String in_SharedDecryptingKey_KeyInfo,
  String in_SharedDecryptingKey_Key,
  boolean in_decryptIncludedKey,

  boolean out_insertTimestamp,
  boolean out_insertAuthentication,
  boolean out_encrypting,
  boolean out_sentSuccessfully,
  boolean out_checkTimestamp,
  boolean out_checkAuthentication,
  boolean out_decrypting,

  String out_SOAPmsg,
  String out_checkedSOAPmsg
)
The SWS must then use the `in_DestinationAddress` parameter to specify the endpoint of the Web Service to which this request must be sent. The rest of the parameters passed to this interface deal mostly with the response received at the SWS from the WS provider and the answer it will provide to its user.

`in_FromActor` specifies the actor who inserted the security header we wish to check. The `in_ForRole` specifies the role the user is now playing and therefore the headers he is allowed to access [4].

The `in_checkTimeStamp` variable is used to specify that the SWS user wishes the SWS to check the Response Message Timestamp and the `in_checkDelayXSDDateTimeFormat`, the delay the user will accept as valid, if it is inferior to the one specified in the message. If the delay specified in the message is shorter than the one specified by the user, the former should be used and the latter ignored.

`in_checkAuthentication` is used to enforce authentication using the passed `in_rcvd_SignatureKey_SecurityToken` and `in_rcvd_SignatureKey_Key`. As you can notice, there are no `MethodAlgorithm` parameters because this information can be found in the message and therefore needs not be passed to the SWS. In the `elementSecurity` interface, these parameters could be left blank when removing security for the same reasons.

The SWS user sets `in_Decrypt` to true when he wishes to see the incoming SOAP_response decrypted. `in_decryptIncludedKey` is used to express the will to decrypt all elements which might have been encrypted with a Key that was included in the
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message. Because these keys have been encrypted with a shared key, only on once they have been decrypted can their elements be decrypted. Therefore, once decryption with a shared key has been done, the SWS checks if this decryption has revealed any IncludedKey, and if it has, it decrypts all elements related to this Key. For the decryption with the shared key to take place, the Key and KeyInfo element must be passed in in_SharedDecryptionKey_Key and in_SharedDecryptionKey_KeyInfo respectively.

The out_insertTimestamp, out_insertAuthentication, out_encrypting, out_sentSuccessfully, out_checkTimestamp, out_checkAuthentication and out_decrypting are used to communicate which functions were successfully carried out. The first three relate to the SOAP request passed in in_SOAPmsg by the client. out_sentSuccessfully determines whether or not the message was successfully sent and a response received. The last three Boolean variables refer to the received SOAP response message.

Finally, out_rcvdSOAPmsg contains the received SOAP-response while out_SOAPmsg contains the processed SOAP-response, if processing was successfull. Why using both, because the SWS user may wish to be able to store the secured response as a “proof of purchase”.

4.3 Deployment of SWS

In general, SWS are used by entities wishing to delegate the security functionality because they do not locally support WSS, they do not have enough CPU power or memory to enforce it, their usual means of enforcing WSS is unavailable and so on. This
way of “sub-contracting” part of the SOAP-message processing clearly falls under the Delegate Deployment Pattern described in Section 2.2.6 (see page 13).

From another point of view, if the SWS is based on libraries, it also falls in the Adapter Deployment Pattern (Section 2.2.5). Indeed, if one considers libraries as the legacy system and since SWS expose some of the libraries functionalities as a WS, the SWS then become the Adapter allowing other applications to use the libraries even if the libraries do not understand WS invocations.

Finally, SWS can also fall under the Routing Deployment Pattern (Section 2.2.1) if they are built to apply WSS and then route the secured message to another WS. The secureSenRemove interface presented in Section 4.2.2 (page 45) allows the SWS to route the secured messages and, as such, all SWS implementing this interface, or an equivalent, will fall into the Routing Pattern.

4.4 Issues on SWS

OMA recommends that WS falling within the Delegate Pattern be deployed within the same trusted network as the delegating party [5]. Indeed, this avoids the necessity to secure the messages among these two parties, reducing SOAP messages size and the delay necessary to process them.

Security Web Services is no exception to this rule. In fact, this rule should be even more stringent because if a party is using SWS, it is probably because it is incapable of securing its messages locally according to WSS SOAP extensions. It is then safe to
assume that messages sent to SWS have not been secured even though they may contain sensitive information.

In order to be able to use a SWS outside one’s trusted network, the messages exchanged must be secured at the transport level. This does not go against OMA’s security rules, since OMA states that all Web Service Providers must support SSL/TLS [5][6].

However, due to transport level end-to-end security issues discussed in Section 3.2.1, one should only use SWS outside its own trusted network if does not need durable security between itself and the SWS.

4.5 Conclusion

In short, SWS are flexible in terms of deployment because they are independent from the transactions which they secure. The entities using them do not have to use the same instance of SWS, nor do they have to all use SWS, as long as all enforce WSS.

SWS are also flexible in terms of functionality offered. A message’s element, or the message itself, can be secured through signature, times tamping and encryption in one single step, but the user may choose to only use on or two of these functionalities. SWS offer the flexibility of libraries without its complexity.

Non-Secured messages do not have to go through the SWS (unless the secureSenRemove interface is used), saving time when compared to a proxy where all messages must be analysed by the proxy even when it isn’t necessary.
Finally, SWS located outside the user’s trusted domain can be used, as long as the user is aware of the risks/issues associated with such a choice.
Chapter 5 A Case Study

This chapter will present the Case Study explored in this thesis (Section 5.1) and the associated security issues. Section 5.2 will then describe a Secured version of the same Case Study and present the assumptions made. The rest of the chapter describes the implementation of the proof-of-concept prototype (Section 5.3) and issues faced, the environment in which the tests were performed (Section 5.4), as well as the tests performed (Section 5.5) and finally the results obtained (Section 5.6).

5.1 The Customer-Store-Bank Case Study

The Case Study presented in this thesis is based on a Web Service interaction spanning two Web Services (see Figure 20). Because in such cases transport level security such as SSL/TLS is insufficient to secure the general transaction (see Section 3.2.1), this Use Case requires the use of WSS and will therefore be a perfect example of why and how to use SWS.

![Figure 20: Use Case](image)

In this Use Case, a Customer wishes to buy some merchandise via Web Services from a Store. In order for the transaction to be completed, the Customer must submit his Credit
Card Information to the Store, so the Store may in turn notify a Banking Institution of the transaction.

The Store will then contact the Bank with both the customer’s Credit Card Information and information about its own account. Based on the Customer’s credit margin and the amount of the purchase, the Banking Institution will then inform the Store of the acceptance or refusal to debit the Customer’s account and credit that of the Store.

The Customer, Store and Bank lie in three different trust domains.

As previously mentioned, the main issue lies in the fact that the Web Service used by the Customer relies on passing information provided by the said Customer to a 2nd WS, the Banking Institution. Indeed, if the message was to be secured only at the transport layer, the security attributes of this message (data privacy and integrity) would be lost once above the said layer. Because it deals with money, it is obvious that the store will want to keep track of these security elements, proving that not only the Customer did make an order, but that he also approved of the amount to be charged.

From the Banking Institution point of view, it will want some form of guarantee that the Credit Card Information it receives from the Store did originally come from a Customer making a purchase and was not simply created by an entity pretending to be in contact with the Credit Card Holder (the Customer).

Finally, as far as the Customer is concerned, he may wish to secure his Credit Card Information independently from the rest of the message for many reasons. First, he may not trust the Store entity and fear that it will try to receive more than the authorized
amount. He will then want to at least sign the amount he is authorizing so the Banking Institution will know how much has been indeed approved by the Customer for the transaction. For the same reason, the Customer will want to timestamp his Credit Card Information and the amount so the Store cannot reuse the message later on pretending that it is a second transaction. Indeed, time stamping allows the Bank to decide whether too much time has elapsed, since the transaction was approved by the Customer, for the transaction to still be considered valid. Thirdly, the Customer may wish to encrypt this same information because he does not trust the Store to properly secure it when sending to the Banking Institution, leaving it in clear in the message. Finally, the Customer may believe the Store to be trustworthy, as well as to properly secure its transmissions, but it may not trust the Store’s network, databases, servers or others to safely store this sensitive information and therefore the Customer will encrypt, sign and timestamp it in order to prevent possible hackers from entering the Store’s databases and using their personal information.

All these motivate the use of WSS security rather than Transport Level Security to secure the credit card information in the message sent.

5.2 Secured Customer-Store-Bank Application

Now that the issues have been covered in this particular Use Case, let us look at how SWS can be used to secure the proposed transaction.
In Figure 21 the Customer uses a SWS to secure his credit card information so that only the Bank may view it (1 secure-request, 2 secure-response). In step 3, the Client sends it to the Store.

![Diagram showing a flow of messages between Customer, Store, SWS, and Bank](image)

**Figure 21: Secured Use Case**

The Store then builds a Debit request to be sent to the bank. It copies the secured credit card information from the client’s Order Request into his Debit Request, as well as the security header related to it. Once the Debit Request is complete (including the Store’s account information), the Store uses the SWS to secure his message and once the message is secured, the Store sends it to the Bank (Steps 4 and 5).

Upon receiving the Debit Request from the Store, the Bank uses its SWS to check the Store’s security and then the Client’s security (Steps 7-10). Once the message has been checked and decrypted, the Bank can analyze the request and return the appropriate
answer (Step 11). Note that in this example (for simplicity’s sake) the responses are not secured, but they could very well be.

After receiving the Bank’s response, the Store processes the Client’s order and responds to it in the 12th and last Step. Once again, the responses are not secured in this example for simplicity’s sake.

The assumptions behind this use case as presented in Figure 21 are the following:

- The Client, Store and Bank are each located in their own trusted domains.
- The Client, Store and Bank have access to a SWS within their own trusted domain, eliminating the need to secure the messages between the SWS and its user.
- The Client Store and Bank are all aware of their own SWS and therefore need not look it up in a UDDI registry.
- For simplicity’s sake, it is assumed that the Store and Bank’s responses are not tempered with and need not be secured.

### 5.3 Implementation

This Section describes the implementation of the prototype’s components: SWS, Client, Store and Bank (Section 5.3.2.1 to 5.3.2.4) as well as the Keys used to sign and encrypt the messages (Section 5.3.3), but first it takes a look at implementation issues that where faced and which influenced the prototype development and design.
5.3.1 Main Issues

The first problem faced during the implementation was related to *out* and *in/out* parameters. Indeed, although they are officially supported by BEA WebLogic 8.1.2 Application Server, we were unable to activate this feature. To circumvent this problem, the SWS interfaces were changed to return the processed SOAP message rather than *true* or *false*. Of course, this reduces the size of the messages returned by the SWS since all the other *out-parameters* are now omitted.

In the case of the *elementSecurity* interface (Section 4.2.1), this function will return a SOAP message containing the processed-SOAP-message. Because the size of the latter is much larger than that of the Boolean variables, this change will not greatly influence the network for the *elementSecurity* interface. The *secureSendRemove* (Section 4.2.2) interface, however, is more greatly affected because the original interfaced returned the processed message (*boolean out_SOAPmsg*) but also the message received at the SWS (*boolean out_rcvdSOAPmsg*). In this case, the network load is, at least, halved.

The second issue lies in the handling of XML-enc and XML-Dsig. Although BEA WebLogic 8.1.2 Application Server handles signatures and encryption, it only does so when using the Server as a proxy to enforce security policies. If a developer decides to secure his message himself, the encrypted and/or signed message raises a *com.bea.xml.marshal.XmlEncodingException* and is never sent. Different encodings were tried (UTF-8, UTF-16, ISO-8859-1, etc...) but none worked.
If using the SWS, the secured message can’t be returned to the SWS user for the same reason. Only one instance of an encrypted message was found to be returned from the SWS, but even this message could not be sent.

### 5.3.2 The Components

The Client, Store and Bank could use either the SWS to enforce WSS or they could use the JCA [10] and JCE [11] libraries (the same used by SWS) to enforce WSS locally.

All components were implemented in Java and BEA WebLogic 8.1.2 Application Server was used to deploy all Web Services.

#### 5.3.2.1 The SWS

The Security Web Service prototype was implemented using the Sun's Java Cryptography Architecture (JCA) [10] and Java Cryptography Extension (JCE) [11] libraries for Signatures and Encryption respectively.

For the reasons explained in Main Issues (Section 5.3.1), both SWS interfaces were modified to return the processed SOAP message. These interfaces deployed on the BEA Weblogic 8.1.2 Application Server and invoked through the stub classes generated by this server.
5.3.2.2 The Customer

The Client's role is to place an order with the Store. Because the Client does not trust the Store with his credit card information, the Client secures it so that only the Bank may read it.

Due to the lack of support by BEA Weblogic 8.1.2 Application Server of XML-enc and XML-DSig, the security enforced was time stamping (for non repudiation) of the credit card information, addressed to the Bank. However, as will be later demonstrated in Section 5.6.1 (*Delay Overhead: Results and Analysis*), this does not invalidate the measurements taken.

The client was also used to measure the delays.

5.3.2.3 The Store

The Store is a Dummy Store in the sense that it does all the security checks, but it does not process the orders. If the Bank accepted to debit the Client's account, then the Store responds positively to the order received, else it returns a negative answer.

Figure 22 shows the Store's only interface, the Purchase Interface. This interface allows a client to place his order. Before any order received is filled, the Store checks the security information contained in the message headers concerning the Store. If the message is considered secure, the Store proceeds to request from the Bank that the client be debited. To do this, the store copies the credit card information contained in the
purchase request (along with its security headers) and adds his own account information. The Purchase request is then secured as a whole.

```java
boolean purchase(
    String description,
    double amount,
    String creditCardInfo
)
```

*Figure 22: The Store's Purchase Interface*

The Store WS was composed of two classes: Store and StoreHandler. The former is the dummy class where the purchase logic can be implemented. The StoreHandler, which extends `javax.xml.rpc.handler.GenericHandler`, is used to catch the SOAP messages so that the security information can be investigated on received messages and enforced on outgoing messages.

**5.3.2.4 The Bank**

The Bank is composed of one interface, the Debit interface shown in Figure 23. This interface allows an entity to be paid (in this Use Case the Store) by submitting the payer’s information as well as the account to which the payment must be made.

```java
boolean debit(
    double amount,
    String payerAccountInfo,
    String payedAccountInfo
)
```

*Figure 23: The Bank's Debit Interface*
The Bank checks whether or not the security information is valid. If yes, it automatically accepts to debit the client. Otherwise, the debit is refused. For the security information to be valid, the bank checks that the entity paying has secured its credit card information and that the entity being paid has secured the message as a whole.

The Bank is also composed of two classes, the Bank which never checks the actual accounts and in that sense it is a dummy Bank, and the BankHandler which checks the security information on incoming messages and enforces security on outgoing messages. BankHandler also extends the javax.xml.rpc.handler.GenericHandler class.

5.3.3 The Keys

Two keys were used one for signing and one for encrypting. Section 5.3.3.1 gives the parameters of the Signature Key and 5.3.3.2 the parameters of the Encryption Key.

5.3.3.1 The Signature Key

DSA Key [13][10] was used for signing, applying the SHA-1 algorithm described in [14]. The hexadecimal values of the DSA key parameters are shown in Figure 24 and come from [13].

5.3.3.2 The Encryption Key

A DES [15][11] Key used was an 8-byte array with the following value: 103, 32, 88, 81, 2, 59, 94, -89. Single DES Algorithm was applied.
Figure 24: DSA Key Parameters

5.4 The Testbed

All components were deployed on P4s with the following characteristics:

- OS: Windows XP
- HD: 60 GB
- RAM: 512 MB
- CPU: 2GHz

The Web Services were deployed on BEA Weblogic 8.1.2 Application Server and the Ethereal Protocol Analyzer [9] was used to observe the network traffic.
5.5 The Tests

The tests conducted for this thesis aimed at measuring the time and network load overhead introduced by SWS. Three tests were used: the Individual, the Chain and the Full Chain tests, Sections 5.5.1, 5.5.2 and 5.5.3 respectively. Each test was run 1000 times and the average of these results, as well as there analysis, can be found in Section 5.6.

5.5.1 Individual Testing

In this test, only the Client and SWS components are used. The client builds a purchaseRequest message and secures it. Figure 25 shows this test using the secureElement inter SWS to enforce time stamping, sign, encrypt, all three and to check timestamping. Due to the implementation issues previously explained, neither decryption nor signature can be checked. In order to measure signature delay, the signature was implemented but the message returned did not contain the signed message because it could not be sent. Due to its very nature, the secureSendRemove interface cannot be used.

Time delay was calculated between the time the message was built and the time the message was secured. Network load was measured at the Client. The same test is also done using libraries locally.
5.5.2 Chain Testing

Chain Testing is the first test to involve all components. It consists of securing the Use Case presented in Chapter 5 where only the request messages are secured. Figure 20 on page 53 presents the Use Case studied and also represents the Use Case when WSS is enforced locally through libraries.

The Secured Use Case presented in Figure 21 (page 56) and whose Sequence Diagram is shown in Figure 26 represents this test when only the elementSecurity interface is used.
Although only one instance of SWS is represented on the picture for simplicities purpose. The Customer, Store and Bank each had their own SWS.

Figure 27 presents the same test using the secureSendRemove interface. Because this interface can only be invoked by an entity to secure an outgoing request and check its response, the elementSecurity interface must be used to check incoming requests and secure outgoing responses.
5.5.3 Full Chain Testing

This test is very similar to the previous test, with the only difference being the fact that response messages are also secured and must therefore be checked. Figure 28 presents the Sequence diagram of this test when the secureSendRemove interface is used.
5.6 Performance Measurements

This Section first presents and analyses the results of the tests presented in the previous Section. Delay Overhead is addressed in Section 5.6.1 and Section 5.6.2 deals with the Network Overhead. Note that each measurement was taken a thousand times and that the values here presented are the average of these measurements.
5.6.1 Delay Overhead: Results and Analysis

Table 1 presents the results obtained for Delay Overheads.

<table>
<thead>
<tr>
<th></th>
<th>Lib (ms)</th>
<th>SWS (ms)</th>
<th>SWS – Proxy (ms)</th>
<th>Overhead (ms)</th>
<th>SWS</th>
<th>SWS - Proxy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Time Stamp (in)</td>
<td>~0.1</td>
<td>38.7</td>
<td>N/A</td>
<td>38.6</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Time Stamp (out)</td>
<td>2.7</td>
<td>37.1</td>
<td>N/A</td>
<td>34.4</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Encode</td>
<td>10.5</td>
<td>50.5</td>
<td>N/A</td>
<td>40</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Decode</td>
<td>17.5</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Sign</td>
<td>7.3</td>
<td>41.9</td>
<td>N/A</td>
<td>34.6</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Check Signature</td>
<td>20.8</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Timestamp, Encode And Sign</td>
<td>20.4</td>
<td>53.5</td>
<td>N/A</td>
<td>33.1</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>Chain Time Stamp</td>
<td>147.1</td>
<td>300</td>
<td>325</td>
<td>152.9</td>
<td>177.9</td>
<td></td>
</tr>
<tr>
<td>Full Chain Time Stamp</td>
<td>166.9</td>
<td>507.2</td>
<td>446</td>
<td>340.4</td>
<td>279.1</td>
<td></td>
</tr>
</tbody>
</table>

The column named Lib refers to measurements made using libraries. The columns named SWS, to measurements using the `elementSecurity` interface only and SWS-Proxy to measurements using the `secureSendRemove` interface combined with the `elementSecurity` interface.

"Timestamp (in)" represent inserting a timestamp while "Timestamp (out)" the checking of the timestamp. Encode and Decode refer to the use of XML-enc to secure a message, while Sign and Check Signature to the use of XML-Dsig.

The mention N/A means "Not Available" and refers to results that can’t be obtained due to the limitations of the Application Server as explained in Section 5.3.1 (page 58). In
order to obtain values for “Sign” and “Timestamp, Encode and Sign”, XML-Dsig was
applied (so the time delay measured is valid) as well as the Security headers but the
message returned does not contain the Signature and Digest values are set to null.

The overhead introduced for single operations (timestamp (in/out), Encode and signature)
is lower than 40ms. The overhead introduced to “Timestamp, Encode And Sign” is also
inferior to 40 seconds. This is mainly due to the fact that the SWS must convert the
SOAP message received as a String into a SOAP message object and do the reverse at the
end. These operations, and the time taken to communicate with the SWS, is what
consumes most time when using a SWS and hence the overhead to accomplish three
actions (time stamping, encoding and signing) is in the same range as the overhead for a
single of these actions.

Furthermore, the overhead introduced when calling the elementSecurity is always smaller
when removing/checking security features than when inserting them. This is because for
a message to be secured using libraries, the message must be built from element by
element and when this is done the developer can keep track of the necessary elements and
then simply secure them. When doing so remotely, the String received must be parsed
into a SOAP message, and the appropriate elements found before the same being done.
However, when a message is receive, whether security is checked locally or not, the
elements must be found and this is why the overhead in security checks is smaller than
when inserting it.

In Chain Time Stamping, timestamps are applied twice and checked twice. If one looks
at the overhead it takes to do this using the elementSecurity interface (SWS column), it
takes 152.9 ms, which is 6.9 ms superior to the theoretical value of 146 ms ( (38.6 * 2) + 
(34.4 * 2) = 146 ms). When using a combination between both SWS interfaces, the 
overhead is of 177.9ms, 33.9 ms superior to the theoretical overhead of using only the 
elementSecurity interface.

In Full Chain Time Stamping, it is when the secureSendRemove interface is used, that the 
overhead is smaller 279.1 ms, instead of 340.4 ms when using elementSecurity interface 
alone. The explanation to this is quite simple. In Full Chain, security operations must be 
done on all messages, using the secureSendRemove interface to its optimal power. 
Because in the Chain Test only request messages were secured, the use of 
secureSendRemove interface forced responses to go through an interface that is 
superfluous, hence extra delay. But in Full Chain Test, the use of this interface reduces 
the number of messages, saving time.

Although no measurements were taken for a Full Chain using Encryption and Signature, 
From the individual tests, one can infer that it securing the same messages with all 
features would lead to a similar overhead. This overhead may seem large when 
compared to the time it takes to the same using libraries. However, because the Store and 
Bank were dummy services, this overhead (of less than 400ms for Full Chain Time 
Stamping) would seem smaller and smaller depending on the complexity of the 
implemented services.
5.6.2 Network Load Overhead: Results and Analysis

Table 2 presents the Network Load Overhead results for the same tests. Once again, “Lib” represents local libraries, “SWS” the use of the SWS elementSecurity interface and “SWS-Proxy” the use of secureSendRemove interface, in combination with the elementSecurity for the Chain and Full Cahin tests.

<table>
<thead>
<tr>
<th></th>
<th>Lib</th>
<th>SWS</th>
<th>SWS – Proxy</th>
<th>Overhead (KB)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>(KB)</td>
<td>(KB)</td>
<td>(KB)</td>
<td>SWS</td>
</tr>
<tr>
<td>Time Stamp (in)</td>
<td>0</td>
<td>4.7</td>
<td>N/A</td>
<td>4.7</td>
</tr>
<tr>
<td>Time Stamp (out)</td>
<td>0</td>
<td>5.2</td>
<td>N/A</td>
<td>5.2</td>
</tr>
<tr>
<td>Encode</td>
<td>0</td>
<td>5.5</td>
<td>N/A</td>
<td>5.5</td>
</tr>
<tr>
<td>Decode</td>
<td>0</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>Sign</td>
<td>0</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>Check Signature</td>
<td>0</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>Timestamp, Encode And Sign</td>
<td>0</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>Chain Time Stamping</td>
<td>5</td>
<td>35.5</td>
<td>34</td>
<td>30.5</td>
</tr>
<tr>
<td>Full Chain Time Stamp</td>
<td>6.8</td>
<td>54</td>
<td>48.8</td>
<td>47.2</td>
</tr>
</tbody>
</table>

No Individual Tests using libraries generated a network load is generated, which means that any load generated by calling a SWS will be the overhead for this test. Due to the implementation issues explained in 5.3.1, some measurements could not be taken and are designed as “N/A”. For the other individual tests, the overhead lies between 4.7 and 5.2 KB. Of course, this depends on the size of the message because the message itself is sent to be secured. In fact, the overhead is equal to the message size, plus the processed
message plus the size of the used options out (e.g. when signing, some variables must be filled which could otherwise be left as null).

For Chain Testing, even the tests using libraries generate a load because the Store and Bank are called. The overhead is therefore calculated as the network load generated when using SWS minus the network load generated when using libraries. The same is valid for Full Chain Testing.

Not that in both Chain and Full-Chain tests, the use of SWS secureSendRemove reduces the network load. This is due to the smaller number of messages necessary. However, if the interface could have been implemented as originally designed, this would not have been the case in Chain Testing (currently 1.5 KB difference only) and may have been or not the case in Full Chain (5.2 KB of difference). Indeed, implementing the interfaces as designed would mean that the secureSendRemove response messages would include the processed and the original response message rather than only the processed message as is now the case. Whether this difference would depend on the message size or not would require testing that cannot currently be done.

The main issue with the network load generated lies in the fact that it is directly proportional to the size of the message and the larger the message, the larger the overhead.
Chapter 6 Conclusions and Future Work

We conclude by presenting in this chapter, the main contributions of this thesis as well as the lessons learned from it. We also indicate possible research direction for future work.

6.1 Contribution of this Thesis

In this thesis we have explained the necessity of a new way of enforcing Web Services Security (WSS) in a granular, lightly coupled and flexible manner. We then introduced Security Web Services (SWS) as an alternative to the traditional libraries and proxies.

The proposed SWS is composed of two main interfaces: the elementSecurity and the secureSendRemove interfaces. These two interfaces allow the SWS user to secure (check/remove security of) a message element (signature, encryption and time stamping) in one single step. The second interface allows a user to reduce the network load by having the SWS forward the secured message and only return once it has received and processed the response. Thanks to these two interfaces, the entity wishing to secure its messages can do so remotely in a granular, flexible, lightly coupled and end-to-end manner.

A comprehensive Use Case was then presented and it was shown how it could be secured using SWS. A prototype of this Use Case, adapted to the available technology, was implemented and some performance tests were conducted. Performance was evaluated in terms of overheads for both time delay and network load.
Performance measurements were taken by comparing the time delays and the network loads between the prototype when it uses the library and when it uses the different SWS interfaces.

Through this Case Study and performance measurements, we have learned that:

- The first lesson is that the SWS approach seems suitable to secure SOAP communications, allying the advantages of both libraries and proxies. From the libraries, it retains the flexibility in terms of functionality, the lack of profiles to pre-configure and the granularity of the security provided. From the proxies, it retains the possibility of executing expensive calculations remotely and the possibility of swapping security provider in an easier way than with libraries.

- Secondly, the SWS can be used by either the Service Requesters, Service Providers or both, without forcing other parties involved in the transaction to also use a SWS. SWS can therefore be used with other means of enforcing security as long as they all support WSS. Furthermore, SWS could be used with another technology to secure the same message.

- Thirdly, the SWS allows easy secure service development. Using the SWS to secure messages with one invocation is shorter and requires less knowledge about the WSS technologies than using the libraries.

- The fourth lesson is that the time delay overheads introduced are not very significant. In the use case studied, it added at most 340 ms. This may seem considerable when compared to the time delay of \(\sim 167\) ms when using libraries, but one must take in consideration the fact that the Store and Bank where
dummies. So as soon as these two must go into databases to find the client, do the debit, process the order and so on, the processing time increases and the overhead seems even smaller. Furthermore, 340 ms, not even half a second, is a very small delay that most users will not notice and/or would be willing to wait in order to secure their personal and/or sensitive information.

- Fifthly, the overhead involved in applying all WSS features (signature, time stamp and encryption) is smaller than for time stamping alone. One can infer from this that if the overhead involved to apply all features would be sensibly the same, or smaller as the one obtained for time stamping.

- Sixthly, the current Application Servers do not yet support all the functionality necessary to implement the SWS as designed. The lack of in-out parameters can be worked around but it reduces the information available to the entity using the SWS when something goes wrong and, in the secureSendRemove interface, the SWS user no longer has access the secured message as received. If the user needs to keep track of this message, this may turn out to be problematic.

- Finally, the network load is directly proportional to the size of the message which is being handled. SOAP messages being XML documents and potentially extremely heavy, it may be considered a problem for certain messages. However, as the network bandwidths increase, this should not be a consideration in the long term.
6.2 Future Work

In the Use Case studied, the Client, Store and Bank called a SWS in their own trusted domain. This eliminated the need to secure the requests sent to the SWS and the responses returned by the same. Important attention must be brought to the case when the SWS and its user are in different domains and their communication must be secured in a granular and durable way. Message level security cannot achieve this (security information is transient) and if the entity wishes to use a SWS, one can safely assume that it cannot enforce WSS. Further investigation is required as no easy solution is foreseen.

As the current Application Servers do not support XML-enc or XML-Dsig at the programming level, only when the server itself is used as a gateway applying WSS, further testing must be done in order to properly measure delays and network load when using all the functionality.

As the current Application Servers do not support in-out, or out, parameters, further testing will also have to be conducted when these are available. SWS will then be re-evaluated.

Network load may be problematic in a transaction involving many entities, or many messages, as the overhead is proportional to the size of the messages used. This issue will need investigation as more people use Web Services requiring security.
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