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ABSTRACT

User Interface Agents in Electronic Commerce Applications

Ji Lu

A User Interface Agent (UIA) is a software entity that assists its users in effectively using the user interface software. In electronic commerce applications, the user interface software plays an important role. Users of different kinds and backgrounds will use this software with different expectations. Traditional studies of user interface technology have shown the existence of a “gap” between what the user interface software can actually do and the users’ expectations about it. Agent technology, in the form of personalized user interface agents, can help narrow this gap.

In this thesis, the supports that software agents can provide in various stages of consumers’ shopping process are introduced. Roles of the user interface agent and contents of the user model are analyzed. Also, this thesis explores the use of a user interface agent to provide personalized service to the user by knowing the user’s preferences. The UIA maintains a knowledge base about the user, based on a user model. Such user models can be constructed by taking application dependent and application independent attributes into account. The user model is used to deal with incompleteness and ambiguity that might arise in the user’s search query, to help the UIA decide when and what kind of proactive information to present to the user, or to enable the UIA to filter the search response set. The UIA assists the user by “reasoning” effectively based on a set of rules that captures the user’s needs, preferences and the way he is interacting with the software system. A prototype for UIA has been implemented on the Java platform for electronic shopping. A set of test cases demonstrates that employment of the user model for the UIA improves the effectiveness of the user interface in electronic commerce applications.
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1. Introduction

1.1 Overview of Electronic Commerce

"Electronic commerce", also known as E-Commerce, refers to a collection of processes that support commercial activities on a computer network. It involves the enablement of a business vision supported by advanced information technology and targets to improve efficiency and effectiveness throughout the trading process. Although the term has gained attention only in recent years, electronic commerce has been in existence in various forms for the past 20 years.

E-Commerce can generally be regarded as a broadening of the term "Electronic Data Interchange" (EDI) which was first introduced in the late 1970s. The airline industry, freight forwarding community and shipping community have all created networks for transmission of EDI and Email data. The growth and acceptance of credit cards, Automated Teller Machines, and telephone banking in the 1980s presented other forms of E-Commerce. While many of these electronic trading technologies had their own effects on markets and created a fair share of publicity, none of them has reached the level that electronic commerce has done in recent years.

The commercialization and privatization of the Internet and its growing popularity are the foundations on which E-Commerce grows. A ubiquitous digital infrastructure that provides an efficient means for communication and information sharing presents an extremely attractive new medium for electronic commerce. For the first time this infrastructure has the potential to deliver what the notion of E-Commerce has indeed implied. In the past, businesses such as banks could conduct activities with each other over closed proprietary networks, but the growth of the Internet has changed this
paradigm, and expanded it dramatically. Traditional E-Commerce activities can now be conducted with millions of new participants on a global scale.

The scope of E-Commerce is substantial, and the numbers make electronic commerce on the Web enticing. In the United States and Canada, approximately 51 million people are using the Internet. Over 73 percent of Web users have searched for information about products and services on the Internet, and nearly 11 percent of Web users have actually purchased online. The interest in electronic commerce is huge and growing. As of March 6, 1998 Yahoo lists 313,163 companies as being accessible through their online search engine, a figure that has been growing by an average of 2,000 to 6,000 every week since the beginning of 1997.

As electronic commerce is growing at a rapid pace, global electronic market will have a profound impact on commerce in future. Most experts predict a radical shift in the way that business will be conducted in the next century. This shift not only has businesses scrambling to meet this new marketing reality, but also raises many important research questions about business strategy, technical infrastructure, security of transactions, user authentication, government policies, the electronic market demographics as well as user's accessibility to this technology.

E-Commerce is essentially a user-centered activity. So the user aspects need to be tackled in all E-Commerce applications. However, we find that existing E-Commerce systems do not emphasize the user aspects to some extent. For example, the following problems have not been solved fully or even no: been investigated at all in current electronic commerce applications:

1. Provide personalized service to a particular user by employing a user model
2. Present information in a way that suits the user's needs
3. Provide proactive response and messages to assist the user
4. Disambiguate user's search input based on his user model
The work reported in this thesis concentrates on the user aspect of E-Commerce applications. In this work, we provide one solution to the above problems by using the technology of intelligent user interface agents.

1.2 Agents and User Interface Agents

In order to give a definition of the term “user interface agent”, we need to introduce the concept of “software agent” first. There is no universal definition of the term “software agent”. A generally accepted definition is that of an autonomous software component that performs tasks on behalf of a user. But since this could be said of almost any software program, a software agent should also possess some other desirable properties. Researchers have proposed several properties that could distinguish an agent from conventional software [Wooldridge 95, Mandel 97]:

- **autonomous**: agents are independent entities capable of reasoning on their own. They are able to exercise a non-trivial degree of control over their own actions on behalf of their owner, without requiring explicit permission for every action.
- **reactive**: agents can perceive changes to their dynamic environment (which may be the physical world, a user via a graphical user interface, a collection of other agents, the Internet, or perhaps all of these combined) and respond to those changes with suitable reactions.
- **proactive**: agents are able to exhibit goal-oriented behavior by taking the initiative.
- **social or communicative**: agents can interact with the user or other agents in order to best accomplish their goals.
- **personalized**: agents can either learn or be explicitly taught what to do for each individual or group of users.
- **persistent**: agents involve a sense of temporal continuity, they are usually continuously running.
- **adaptive**: agents track the user’s interests if they change over time.
- **trustworthy**: agents will do what their owners expect them to do.
Software agents make an interesting topic of research in the fields of Human-Computer Interaction and Artificial Intelligence. Now computers are as ubiquitous as cars or televisions, but exploiting their increasing capabilities is still a problem that we need to tackle. As this technology proliferates, the gap between millions of untrained users and a large number of application software dealing with products and services will become even more apparent. Therefore, people have set high hopes on these so-called "software agents", which "know" users' interests and can assist end users in several ways.

Agents can assist to reduce the burden of working with large amount of information and data. By adopting intelligent agent technology, users could be engaged in a cooperative process in which both human and software agents initiate communications, monitor events and perform tasks to meet users' goals. The type of application domains in which agent technologies are currently being applied or investigated include workflow management, network management, air-traffic control, business process re-engineering, data mining, information management, electronic commerce, education, personal digital assistants, scheduling management, etc.

A class of agents that assists users in learning about and effectively using the user interface software has come to be known as "user interface agents" or UIA [Sullivan, 91]. An interface agent has the same characteristics as an intelligent agent but works in a user interface environment. Pertinent information about the user, and details regarding the characteristics of the user interface software and the domain of application are generally stored in a persistent knowledge base of the UIA. The learning ability of the UIA plays an important role in adapting itself to meet its user's needs. The objective of UIA is to make the software system appear simple and intuitive to use, and finally assist the end users in performing their tasks. This thesis is concerned with user interface agents applicable to E-Commerce applications.
1.3 Overview of the CITR Project

CITR (Canadian Institute for Telecommunication Research) is one of the National Centers of Excellence supported by the Canadian government’s research initiatives. There are several major projects managed by CITR and "Enabling Technologies in Electronic Commerce" is one of them in which the author of this thesis participates. The objectives of the project are: (1) developing fundamental enabling technologies for electronic commerce applications; (2) analysis of networks, computer systems and workflow architectures in view of supporting electronic commerce applications; (3) modeling and understanding the behavior and architecture of electronic commerce applications in order to guide the development of the required enabling technologies.

The project consists of following five major components:

- **development of interoperable multimedia virtual catalogs**
  This sub-project addresses the multimedia electronic commerce catalog development issues as well as the interoperability of these repositories to enable users to access multiple, distributed and potentially heterogeneous catalogs in a uniform and transparent manner.

- **system and network performance and project management**
  This sub-project uses the deployed e-commerce application as a testbed to collect data and conduct measurements on application behavior.

- **quality of service and distributed systems management**
  This sub-project addresses the management of quality of service and the adaptation of the application within such system and network environments.

- **user interface and intelligent agents**
  This sub-project investigates the design and integration of a user interface employing Distributed Virtual Environment and using appropriate intelligent agent technologies.

- **security issues**
  This sub-project considers both the general security issues on the Internet and the specific problems generated by this application.
This challenging project involves 9 professors and more than 20 graduate students from 7 universities in Canada. University of Ottawa and Concordia University are both responsible for the user interface and intelligent agents part. A detailed description of this part will be given in Chapter 4. An additional constraint of this thesis work is to be able to inter-operate with other sub-projects to create a coherent overall project.

1.4 Objective and Scope of the Thesis

The objective of this thesis is to identify the ways in which a software agent at the user interface level can assist the end users in E-Commerce applications. User interface agents can be developed to assist different categories of users in a variety of ways. Studies of the traditional user interface technology have shown the existence of a "gap" between what a user interface software can actually do for the user and the user's expectations about it. The role of UIA is to bridge or narrow this gap as much as possible.

In order to explore the software agent support in E-Commerce applications, we focus on the following issues in this thesis:

1. Study the users' shopping behaviors in general, and particularly in E-Commerce applications so that we can employ agent technologies in different stages of user's shopping experiences.

2. The software agent needs user specific knowledge to assist its users achieving their goals. Therefore, we need to explore the ways of building a user model (profile) to acquire such knowledge.

3. Studies about the user interface require experimentation. Hence we need to develop a prototype as a "proof of concepts" in this thesis.

A user model enables the application system to adapt its performance to each individual user. In our approach, the software agent builds a user model by knowing the user's
interests, habits, and preferences. This user model will be used to solve the problems (mentioned in section 1.1) in E-Commerce applications. Our user interface agent also has the ability to "reason" effectively with the use of a knowledge base that is stored in the form of inference rules.

Electronic commerce and other information technologies are changing the appearance of global commerce. They can drastically reduce transaction costs, make distance between buyers and sellers irrelevant, and provide access to global markets. Information that was time-consuming and difficult to obtain and store in the past, now can be collected, compiled, analyzed, and delivered around the world more quickly and efficiently then ever before. In fact, nowadays users are often "submerged" into a sea of information and trying hard to meet certain constraints such as time. Therefore, it is important to assist users in filtering information according to his needs, time, resource constraints, and expectations. We deal with this information overload problem by presenting information to the user in a manner that meets his needs and preferences in our prototype of the UIA.

1.5 Organization of the Thesis

Chapter 2 of the thesis provides a literature review of the intelligent agent technologies for E-Commerce. A CBB (Consumer Buying Behavior) model is presented as a common framework for exploring user's shopping needs as well as the roles of agents in electronic commerce applications. The chapter also introduces several sample agent systems in use as mediators in e-commerce and analyzes the underlying techniques used in these systems.

Chapter 3 first gives a brief introduction to the architecture and roles of UIA. It then addresses the concepts and contents of "user modeling" that are basic components of a UIA. An overview of several typical UIA applications are also described along with sample UIA systems. Finally, we compare these sample UIA systems with our prototype system.
Chapter 4 presents the concepts employed in the CITR sub-project “User Interfaces and Intelligent Agent”. The chapter analyses the users’ shopping behaviors and classifies users into task-oriented groups. It then focuses on the requirements and functions of a UIA prototype for electronic shopping. The user model aspect for prototyping the UIA is explored.

Chapter 5 describes a Java implementation of the UIA prototype. It presents implementation and testing details of various system components.

Chapter 6 summarizes the contribution of the thesis, and provides suggestion for future work.
2. Agent Technologies for E-Commerce

2.1 Users' Shopping Behaviors in E-Commerce

E-Commerce includes a wide range of user-centered issues such as dealing with intermediaries between the producer and consumer, ensuring security in the payment mechanism, providing a good after-sales service, emulating the pleasurable aspects of shopping, and catering to the needs of the wide variety of end users or consumers. Agent technology can be applied to many of these areas. For example, agents can "go shopping" for a user, taking specifications and returning with recommendations of purchases which meet those specifications. They can act as "salespeople" for sellers by providing advice about products or services. Agents can examine a large number of products to help in making a decision to buy or sell. The ability of an agent not only eliminates the need to manually collect information about products but also allows negotiating an optimal price with the various sellers.

It is beneficial to have a common framework for exploring users' needs as well as the roles of agents in e-commerce. The literature is very rich in the field of marketing and consumer behavior. Based on this rich knowledge, Guttman et. al have proposed a model called CBB (Consumer Buying Behavior) which comprises the actions and decisions involved in buying and using goods and services [Guttman 98]. Even though there are multiple models that try to capture the Consumer Buying Behavior (for example, the Nicosia model, the Howard-Sheth model, the Engel-Blackwell model, the Bettman information-processing model, and the Andreasen model), they all share a similar list of six basic stages described below [Guttman 98]:
1. **Need Identification**
   This stage characterizes the consumer becoming aware of some unmet need. Within this stage, the consumer can be stimulated through product information.

2. **Product Brokering**
   This stage comprises the retrieval of information to help determine *what* to buy. This encompasses the evaluation of product alternatives based on consumer-provided criteria. The result of this stage is called the “consideration set” of products.

3. **Merchant Brokering**
   This stage combines the “consideration set” from the previous stage with merchant-specific information to help determine *who* to buy from. This includes the evaluation of merchant alternatives based on consumer-selected criteria (e.g. price, warranty, availability, delivery time, reputation etc.)

4. **Negotiation**
   This stage is about *how* to determine the terms of the transaction. Negotiation varies in duration and complexity depending on the market. In traditional retail markets, prices and other aspects of a transaction are often fixed, leaving no room for negotiation. In other markets (such as stocks, automobiles, and fine art), the negotiation of price and other aspects of the deal are integral to the buying process.

5. **Purchase and Delivery**
   The purchase and delivery of a product can either signal the termination of the negotiation stage or occur sometimes afterwards (in either order). In some cases, the available payment options may influence product and merchant brokering.

6. **Service and Evaluation**
   This post-purchase stage involves product service, customer service, and an evaluation of the satisfaction of the overall buying experience and decision. The nature of this stage depends upon for whom the product was purchased.
As with most models, these stages represent an approximation and simplification of complex behaviors. Although CBB covers many areas, it is important to recognize its limitations [Maes 98]. For example, CBB focuses primarily on retail stages (although most of its concepts pertain to business-to-business and consumer-to-consumer markets). Even within retail, not all shopping behaviors are captured (e.g. “impulsive shopping”). Moreover, some issues of e-commerce are beyond the scope of the CBB model such as back-office-management, supply chain management, and other merchant issues.

2.2 Agents as Mediators in E-Commerce

The six stages in the CBB model also elucidate where agent technologies apply to the consumer shopping experience and allow us to more formally categorize existing agent-mediated electronic commerce systems [Maes 98]. From the CBB perspective, we see agents have been used, thus far, mainly in three primary CBB stages: product brokering, merchant brokering, and negotiation. Agents are mainly being used to help customers locate, compare and buy products and services in business-to-consumer retail market, and to negotiate and act on their behalf in consumer-to-consumer markets.

2.2.1 Product Brokering

The Product Brokering stage of the CBB model is where consumers determine what to buy. This occurs after a need has been identified and is achieved through a critical evaluation of retrieved product information. Table 1 shows several agent systems that lower consumers’ search costs when deciding which products best meet his personal criteria: PersonaLogic, Firefly, and Tete-a-Tete.

PersonaLogic [URL 99] is a tool that enables consumers to narrow down the products that best meet their needs by guiding them through a large product feature space. The system filters out unwanted products within a given domain by allowing shoppers to
specify constraints on a product’s features. This kind of constraint-based filtering uses attributes of items to determine their relevance. However, unlike most feature-based techniques which access data in their native formats, constraint-based techniques require that the problem and solution space be formulated in terms of variables, domains, and constraints. In PersonaLogic, a constraint satisfaction engine returns a list of products that satisfy all of the shopper’s hard constraints in the order of how well they satisfy the shopper’s soft constraints.

<table>
<thead>
<tr>
<th></th>
<th>Persona Logic</th>
<th>Firefly</th>
<th>Bargain Finder</th>
<th>Jango</th>
<th>Tete-a-Tete</th>
</tr>
</thead>
<tbody>
<tr>
<td>Need identification</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Product brokering</td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td>Merchant brokering</td>
<td></td>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Negotiation</td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Payment and delivery</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Service and evaluation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 1: Roles and examples of agent systems as mediators in E-Commerce
(adapted from [Guttman 98])

Like PersonaLogic, Firefly [URL2 99] services help consumers find products. However, instead of filtering products based on features, Firefly recommends products via a “word of mouth” recommendation system called collaborative filtering. The system first compared a shopper’s product ratings with those of other shoppers. After identifying the shopper’s “nearest neighbors” (users with similar tastes), the system recommends the products the neighbors rated highly but which the shopper may not yet have rated, possibly resulting in serendipitous finds. Firefly uses the opinions of like-minded people to offer recommendations of such commodity products as music and books, as well as more-difficult-to-characterize products, such as Web pages and restaurants.

In addition to constraint-based and collaborative filtering techniques, two other techniques are widely used to implement product brokering and product-
recommendation agents. A large set of sites uses simple rule-based techniques to personalize product offerings for individual customers. A few sites experiment with data-mining techniques to discover patterns in customer purchasing behavior, exploiting these patterns to help customers find other products that meet their needs.

<table>
<thead>
<tr>
<th></th>
<th>Persona Logic</th>
<th>Firefly</th>
<th>Bargain Finder</th>
<th>Jango</th>
<th>Tete-a-Tete</th>
</tr>
</thead>
<tbody>
<tr>
<td>Content-base filtering</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Collaborative-based</td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Constraint-based filtering</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
</tr>
</tbody>
</table>

Table 2: Techniques used in the sample product recommending agent systems

2.2.2 Merchant Brokering

Whereas the Product Brokering stage compares product alternatives, the Merchant Brokering stage compares merchant alternatives. Andersen Consulting’s BargainFinder [URL3 99] was the first shopping agent for on-line price comparisons. Given a specific product, BargainFinder looks up its price from at least nine different merchant Web sites using Web-browser-like requests. Although a limited proof-of-concept system, BargainFinder offers valuable insight into the issues involved in price comparisons in the online world. For example, one third of the online CD merchants accessed by BargainFinder blocked all of its price requests. One reason was that many merchants do not want to compete on price alone. Value-added-services offered on merchants’ Web sites were being bypassed by BargainFinder and therefore not likely considered in the consumer’s buying decision.

Jango [URL4 99] can be viewed as an advanced BargainFinder. The original Jango version “solved” the merchant blocking issue by having the product requests originate from each consumer’s Web browser instead of from a central site as in BargainFinder. This way, requests to merchants from a Jango-augmented Web browser appeared as requests from “real” customers. Such aggressive interoperability makes it convenient
for consumers to compare prices from a number of merchants' online catalogs, whether or not merchants welcome such comparisons.

Systems like BargainFinder and Jango try to collect information from many different Web sources using content-based filtering. Different sources have different inputs (e.g., CGI scripts, Java applets) and presentation methods, so the product recommender systems have to adjust their interaction methods depending upon the Web site. Since there is no standard way of defining and accessing merchant offerings, most recommender systems employ "wrappers" to transform the information from a specific Web site into a locally common format. Different systems follow alternate approaches to creating wrappers. In BargainFinder, the Internet locations of online CD stores and the methods to access them are hand-coded by Andersen Consulting programmers. This method worked well at the beginning but is very hard to scale since it involves updating the wrapper for each site whenever the access methods or catalog presentation format are altered. Jango helps automate the creation of wrappers for new sites by generalizing from example query responses to online merchant databases. This technique is not perfect, but boasts a nearly 50% success rate in navigating random Internet resources.

2.2.3 Negotiation

From the CBB perspective, the Negotiation stage is where the price or other terms of the transaction are determined. The benefit of dynamically negotiating a price for a product instead of fixing it is that it relieves the merchant from needing to determine the value of the good a priori. Rather, this burden is pushed into the marketplace itself. Table 1 shows one representative agent systems that assist customers in negotiating the terms of a transaction: Tete-a-Tete.

Tete-a-Tete [URL5 99] provides a unique negotiation approach to retail sales. Unlike most other online negotiation systems which competitively negotiate over price, Tete-a-Tete agents cooperatively negotiate across multiple attributes of a transaction, for examples, warranties, delivery times, service contracts, return policies, loan options, gift
services, and other merchant value-added services. This negotiation takes the form of multi-agent, bilateral bargaining with an argumentative style and uses the evaluation constraints captured during the Product Brokering and Merchant Brokering stages as dimensions of a multi-attribute utility. This utility is used by a consumer’s shopping agent to rank merchant offerings based on how well they satisfy the consumer’s preferences.

2.3 Future Directions

Today’s online businesses are faced with increasing competition for people’s time and attention. To be successful, electronic shopping systems need to provide exceptional value through personalized service to its customers using intelligent agents and good user interfaces. They must be able to deliver a unique service based on their customers’ needs. We believe that intelligent agents can help to create that kind of personalized service. These services may come in different forms such as delivering information to the right customers at the right time, helping like-minded customers to meet or communicate with each other, personalized product recommendations, sales promotions tailored to individuals, bargaining the price of a product or service and dialog-based human computer interaction.

Software agents can also help buyers and sellers to cope with information overload and expedite specific stages of the online buying process. Today’s first-generation agent-mediated e-commerce systems are already creating new markets such as low-cost consumer-to-consumer goods and beginning to reduce transaction costs in a variety of business processes [Maes 98]. The industries currently using e-commerce are those dealing with perishables (such as travel, theater and concert tickets, and network bandwidth availability), and surplus inventory and commodities (such as gas, electricity, pencils, music, and books).

However, we still have many open issues to explore before software agents transform the way people do business. This change will occur as agent technologies mature to better manage ambiguous content, personalized management of preferences, complex
goals, and changing environments. The greatest changes may occur when standards are adopted to unambiguously and universally define goods and services, consumer and merchant profiles, value-added services, secure payment mechanisms, and inter-business electronic forms.

Looking even further into the future, agents will explore new types of transactions in the form of dynamic relationships among previously unknown parties. Agents will strategically form and reform coalitions in order to bid on contracts and leverage economies of scale. Agents can also create dynamic business partnerships in the sense that the partnerships exist only as long as necessary and then drop. In this new generation of agent-mediated e-commerce, companies will be at their most agile state.
3. User Interface Agents and Their Applications

User Interface Agent (UIA) is a relatively new area of research within artificial intelligence (AI), human-computer interaction (HCI), and user modeling communities. If we have to choose two words to characterize the research in UIA, the words would be “delegation” and “customization”. The AI community as a whole has been concerned with what a UIA can do for the user, whereas the HCI community has been concerned with what the user can do with the agent. The strength of AI research lies in its years of progress in knowledge representation, reasoning, and machine learning, whereas the strength of HCI research in UIA is in its attentiveness to the user needs in performing his tasks.

3.1 Architecture and Roles of UIA

An interface agent has the same characteristics as an intelligent autonomous agent but works in a user interface environment and helps the user with certain computer-based tasks. Its goal is to offer assistance to the user and automate as many of the actions of the user as possible. It may also learn new tasks and predicts actions. The architecture of an interface agent with learning capability is composed of several modules: user-agent interface, domain knowledge base and a learning algorithm. Each of these components is crucial to the operation of the agent and affects its performance. The agent monitors the user’s actions, uses its knowledge to learn about the current situation, and tries to reason about how to assist the user.

A learning interface agent acquires its competence from four different sources as shown in Figure 1 [Maes 94]:
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1. First of all, the interface agent learns by continuously "looking over the shoulder" of the user as the user is performing actions. The interface agent can monitor the activities of the user, keep track of all of his actions over long periods of time (weeks or months), find regularities and recurrent patterns, and offer to automate these.

2. Agent can learn from the direct and indirect user feedback. Indirect feedback happens when the user neglects the suggestion of the agent and takes a different action instead. The user can also give explicit negative feedback for actions automated by the agent.

3. Agent can also learn from examples given explicitly by the user. The user can train the agent by giving it hypothetical examples of events and situations and telling the agent what to do in those cases. The interface agent records the actions, tracks relationships among objects, and changes its example base to incorporate the example.

4. Another method used by the interface agent to acquire competence is to ask for advice from agents that assist other users with the same task (and that may have built up more experience).
Using various learning mechanisms [Maes 94], interface agents offer the promise of customizing the user interface of a computer system for a particular user. An UIA usually fulfills one or more of the following roles:

(a) Assisting the user in communicating his task to the rest of the system.

This typically involves presenting the user with an easy to use interface which hides from him the actual underlying system that may be very complex. This should also provide benefits to system developers, allowing them to easily increase the functionality of the existing system by simply slotting in another functional component.

(b) Learning the user profile (user model)

The underlying software application interacts with the user via the interface (Figure1). The user profile can be incrementally constructed by observing the user’s behavior in terms of interactions with the interface. The agent’s knowledge of the semantics attached to the individual user actions and the context will help in building the user profile.

(c) Selecting appropriate presentation of the system output

This presentation should be consistent with the user profile and user’s current interactions with the application. The agent is also responsible for presenting the output to the user in a timely and appropriate manner.

3.2 User Modeling

One of the principal problems in constructing an UIA is gathering information regarding the user’s interests, goals and general preferences. A user model is an explicit representation of properties of a particular user, which allows the system to adapt diverse aspects of its performance to individual user. Researchers from the fields of AI, HCI, psychology, education, and other areas have all investigated ways to construct, maintain, and exploit user models. Employment of user models increases the effectiveness and usability of systems in a wide variety of situations.
3.2.1 Contents of User Model

The user characteristics reflected in a user model can be separated into application dependent and application independent categories.

Among the application dependent characteristics are [Morris 87]:
- prior experience with computers
- knowledge of the present system and application
- goals, intentions, and expectations

Among the application independent characteristics are [Browne 90]:
- preferences
- psycho-motor skills
- capabilities
- cognitive and learning abilities
- understanding
- motivation

3.2.2 Classification of User Models

There are three different criteria to distinguish among the various user models [Dieterich 93]. One criterion is granularity. The scale ranges from a single model for all users, a so-called canonical user model, to models for each individual user. In between, there are models for groups of users that have some characteristics in common. Using a canonical model is simplest because it allows the designer to complete the model during implementation. However, canonical user models are of limited value in systems that are used by a heterogeneous user community. The other extreme, a model for each user, may be expensive. For this reason often the stereotypical approach is chosen. A stereotype is a description of a class of users to specify selected important aspects. Usually a stereotype does not describe all aspects of the user's characteristics, but is restricted to a subset of them. Stereotypes play a major role in building user models,
particularly in the case where the application acquires user information in clusters. The stereotype used in different applications may range from very general ones, which might be appropriate in a wide variety of domains, to very specific ones, which are appropriate only for specific systems and domains.

Figure 2: Dimension of user models [Dieterich 93]

Another criterion is temporal extent of the data acquired during a session. On the one hand, there are facts which are valid only in the current context or session ("short-term data"), for instance references to earlier situations in the present dialog, the last sentence typed in, or the user's topical level of attention and concentration. On the other hand, there is information which should be kept beyond the current session ("long-term data") and, therefore, be saved on a permanent storage medium. The latter category includes aspects like user's preferences, experience, and capabilities.

Knowledge about the user can be represented by a quantitative or qualitative model. The first type of user model contains quantitative data like the user's error rate, the number of help requests, or the amount of time which the user has spent with the system. Within the qualitative category one can distinguish between overlay models which
encode the user's knowledge as a subset of the knowledge of an expert, and differential models which contain the differences of the user's knowledge from that built into the system.

3.2.3 Building and Updating User Model

The actual model can be built in different ways. One can start with an empty model, try to classify the user at the very first session into one or more stereotypical categories; or build an initial individual model based on a preliminary question-answering session. During the interaction with the user these can be refined in the light of further information.

![Diagram]

**Figure 3: Knowledge acquisition (adapted from [Dieterich 93])

There are two possible ways that the user model can be incrementally updated, either during use of the system or between sessions. One possibility is to let the users create models of themselves. This approach is quite simple provided the system is equipped
with the necessary flexibility and the users are capable of doing it. This, however, puts an additional burden onto the user. In particular, novices who do not know what can be modified and how this can be achieved may be overcharged by this task. The second possibility is for the system to incrementally collect facts about the users. This knowledge acquisition can be achieved either directly by questioning the users at the beginning of a session or the first time they interact with a given system, or indirectly by monitoring the user interaction with the system during the session.

3.3 Application of Intelligent Interface Agents

The main application areas for UIA are those in which the knowledge and reasoning capability of an agent can meaningfully supplement the user's interactions with the application software. The user's request may be incomplete or vague to meet his real needs. The UIA can supplement the missing information or refine the request to help the user achieve his goals. Three typical application areas that can be characterized this way are information filtering, information retrieval, and intelligent assistant.

(1) Information Filtering Agents
In open networks such as the Internet, it is comparatively "cheap" to distribute information to a very large group of recipients. For recipients, this means that they are flooded with large amount of information and faced with the tough task to extract the information that is really relevant or interesting to them. Information filtering techniques aim to provide efficient means that can be used to aid users in navigating through large and diverse information space and selecting the information that is relevant.

The filtering agent is probably one of the simplest classes of intelligent interface agents. This class of system typically consists of a number of large information sources that are to be filtered in some way to leave only the information relevant to the user. Two major approaches to the construction of such systems exist, those which utilize explicit user models and those which do not. Of those systems which do not utilize explicit user
models the most effective technique by far is "Collaborative Filtering" which was mentioned in section 2.2.1.

![Diagram of Reference architecture for information filtering agents]

**Figure 4: Reference architecture for information filtering agents**

(2) **Information Retrieval Agents**

Information retrieval systems deal with relatively more stable collection of information items. Digital libraries are good examples of such systems. Different categories of users access the information retrieval systems for widely diverse needs. When a query is not specific enough, a very large amount of items are retrieved from the database or other information sources. So a traditional information retrieval system is a good candidate to perform information filtering. There are a number of systems which performs an information filtering role, some of which filter in an autonomous way, presenting the user with the information the system considers to be of interest to its user. Similarly, this same type of system can also be proactive when it actively searches for the information that it judges would be of interest to the user.

Although the architecture diagram of the information retrieval agents (Figure 5) may appear at first glance to be rather similar to that of the information filtering agents (Figure 4), the inclusion of the arrow indicating a flow of communication from the interface agent to the information resources reflects a significant improvement in sophistication. This is the class of system that exhibits a significant degree of proactivity. The extra arrow on the reference architecture indicates that the interface agent requests particular items of information from the information sources, rather than passively filtering information presented to it. It is clearly of importance that the
information requested satisfies the users' queries or goals. Thus, the request sent by the interface agent must be based both on the information obtained directly from the interface and also upon any user models the system has managed to build up.

![Diagram](image)

**Figure 5:** Reference architecture for information retrieval agents

(3) Intelligent Assistant

This reference architecture shown in Figure 6 embodies what is probably the dominant type of interface agent. The intelligent assistant attempts to help its users perform their routine day-to-day tasks. This type of system would ideally have domain knowledge which is the knowledge of the capabilities of the system it is assisting the user to use, as well as a model of the user's abilities and preferences. The agent is then responsible for providing help or advice based upon these knowledge sources and the user's current task as perceived by the agent.

![Diagram](image)

**Figure 6:** Reference architecture for intelligent assistants
3.3.1 Case Study 1: A UIA for Electronic Mail Handling

Electronic mail filtering is a very popular application domain for UIA. One example of this type of system is found in the work of Pattie Maes at MIT Media Lab.

3.3.1.1 System Overview

Maxims [Lashkari 94] developed at MIT Media Lab is a learning interface agent which assists users with electronic mail handling. Maxims monitors the actions of the user when he deals with his emails, finds recurrent patterns and offers to automate them. For example, if an agent notices that a user almost always stores messages sent to the mailing-list “intelligent-agent” in the folder AI Mailing Lists, then it can offer to automate this action next time a message sent to that mailing list is encountered. The agent can also automate reading, printing, deleting, replying and forwarding emails as well as assign priority to messages.

3.3.1.2 Learning user patterns

The algorithm that attempts to capture user patterns for Maxims is called Memory-Based Reasoning. The implementation is based upon the concepts of situations and actions. In the electronic mail domain, mail messages along with some context information are chosen to represent situations, and the user’s handling of the messages forms actions. When the user takes an action, it is paired with the corresponding situation and the situation-action pair is recorded in the agent’s memory. For example, if the user reads a message M, the pair <M, read-action> is memorized, where M contains details about the message M and relevant context information.

When a new situation occurs, the agent will try to predict the action of the user, based on the examples stored in its memory. The agent compares the new situation with the memorized situations and tries to find a set of nearest neighbors (or close matches) to the current situation. The memorized situation with highest similarity contributes to the decision of which action to take or to suggest in the current situation. The distance metric used is a weighted sum of the differences for the features that make up a
situation. Some features carry more weights than others. The weight of a feature is
determined by the agent. Occasionally (e.g., at nights), the agent analyzes its memory
and determines the correlation between features and actions taken. For example, if the
agent detects that the “from” field of an email message is highly correlated to the
receiver reading the message, while the “date” field is not correlated, the detected
correlation is then used to assign the weights in the distance metric.

After predicting an action for the user, the agent must decide how to use that prediction.
For each possible action, the user can set two confidence thresholds: the tell-me
threshold and the do-it threshold. If the confidence in a prediction is above the tell-me
threshold, the agent displays the suggestion in the message summary line. If the
confidence is above the do-it threshold, the agent autonomously takes the action. The
agent’s confidence in its predictions grows with experience, which gives the user time to
learn to trust the agent.

An agent starts out with no experience. As messages arrive and the user takes action, its
memory grows. Only after a sufficient number of situation-action pairs have been
generated, the agent is able to start predicting patterns of behavior confidently and
reasonably accuracy. In order to deal with this slow start problem, two additional
competence acquisition schemes are proposed.

First, it is possible for the user to instruct the agent explicitly. If the user does not want
to wait for the agent to pick up a certain pattern, then the user can create a hypothetical
situation and show the agent what should be done. This functionality is implemented
by adding the example to the agent’s memory, including “wildcards” for the features
which were not specified in the hypothetical situation.

A second method is based on multi-agent collaboration. When the agent does not have
enough confidence in its prediction (confidence lower than “tell-me” threshold), it asks
for help from other agents that are assisting other users with electronic mail. The agent
sends part of the description of the situation to other agents via email and awaits their
response.
3.3.2 Case Study 2: IR-NLI II — A UIA for Intelligent Information Retrieval

IR-NLI (Information Retrieval – Natural Language Interface) II is an intelligent user interface system that allows end users to access online information retrieval systems [Brajnik 87]. It encompasses user modeling capabilities to adapt its behavior to different types of users. The construction and refinement of the user models rely heavily on the basis of stereotypes, which represent typical classes of users.

3.3.2.1 System Design

The architecture of IR-NLI II is shown in Figure 7. Two major subsystems can be identified: the UIA and the user modeling subsystem. The UIA is designed to conduct the search session, interact with the user, and interrogate the information retrieval system.

The user modeling subsystem, on the other hand, is designed to carry out the user modeling activity, both within a search session and over several sessions. It performs two basic tasks: (1) extraction of information relevant to user modeling from the dialogue between the user and the system and (2) construction and updating of the user model.

The two communication channels between the UIA and the user modeling allow, respectively, the transfer of information regarding the current user (flowing from the UIA to the user modeling) and request for further knowledge issued by the user modeling subsystem. Both subsystems can work in parallel, synchronizing just for information exchange.
The UIA comprises three modules:

1. The understanding and dialogue module, which manages the interaction with the user, including input comprehension and question generation.

2. The reasoning module, which analyzes, incrementally refines, and completes the initial description of the information problem given by the user and produces a search formulation suitable for constructing the appropriate search strategy.

3. The formalizer module, which constructs the search strategy and actually connects with the information retrieval system.

Figure 7: Architecture of IR-NLI II (adapted from [Brajnik 87])
The working memory of the UIA contains the information provided by the user or acquired from the user model that describes the current information problem.

The user modeling subsystem is composed of two modules:
1. The model builder, which constructs and updates the user model.
2. The history manager, which records a summary of each search session into a long-term database.

3.3.2.2 Content and Usage of the User Model

At the conceptual level, the user model is representable by a frame structure divided into two parts: user profile and user knowledge. The user profile subframe encompasses knowledge about specific features, attitudes, and traits of an individual user. The user knowledge subframe is devoted to storing information describing what the user knows about the environments of IR-NLI II operation. In addition to these two subframes, a user model includes a user identification name, and a model history, which contains information about the history of the model such as creation date and successive refinements and updating. The resulting structure of the user model is therefore:

MODEL < user identification name >
  < model history >
  < user profile >
  < user knowledge >

As seen from the architecture of IR-NLI II, the user model can be used by the reasoning module and by the understanding and dialogue module. In general, it supplies further information that supports the system when performing some operations, the most important of which are: (1) tuning the user-system dialogue. (2) translating user utterances and answers to suitable queries for database searches. (3) extracting relevant information from the user model when that information item can not be acquired from the user.
3.3.2.3 Tasks of the Model Builder

The model builder starts by identifying the user or user category accessing IR-NLI II. After this preliminary phase, the model builder looks in the user models base for the individual model: If the user is new, no model exists and model building has to start from scratch. Later, the operation of the model builder proceeds through the five phases described below:

1. **Preliminary interview.** This phase is devoted to acquiring basic information about the user, through a bounded scope, system-driven dialogue.

2. **Stereotype activation.** The preliminary user information gathered in the previous phase is used here to test the activation methods of the stereotypes available in the stereotypes base. All stereotypes whose activation method is satisfied become active stereotypes and are candidates for constructing the individual model of the user.

3. **Stereotype discrimination.** This phase considers the set of active stereotypes and aims at identifying the one that will be used as the kernel of the model construction.

4. **Model refinement.** This phase is aimed at incrementally extending, tuning, and refining the individual model of the current user during a single search session.

5. **Closing operations.** At the end of the search session, the individual model of the current user is stored in the user models base. Moreover, a summary of the current search session is stored in the search session history.

The task of the model builder is only slightly different when the current user is already known to the system and therefore an individual model is available in the user model base. In such a case, phases 1, 2 and 3 above become meaningless and are substituted by two new ones directed at initializing the activity of the model builder before model refinement is started. Thus, the operation of the model builder encompasses the following four phases:

1. **Model retrieval.** The model of the current user is retrieved for further processing.

2. **Historical information processing.** This phase is concerned with statistical processing the summaries of the past search in order to refine typical values of some slots of the model.

3. **Model refinement.** See phase 4 above.
4. *Closing operations.* See phase 5 above

3.3.3 Case Study 3: User Modeling in A Commercial Software System TIMS

Modern software systems are complex, and they often support a wide variety of tasks and diverse groups of users with differing problems and needs. This has led to an increased focus on the user in commercial software development and an increasing research focus on user modeling and user adapted interaction.

Despite the many details of design, implementation, maintenance, and performance overhead, there is a much broader reason for the lack of commercial user modeling systems that has been speculated upon in the literature. Many of the approaches embodied in research systems are too complex or impractical for use in commercial software systems. The identification of this shortcoming has prompted researchers to create pragmatic user modeling architectures and techniques, simplified from theoretically-motivated approaches. From a commercial standpoint, this "good enough" user modeling involves the inclusion of a minimalist user modeling components that have some of the major advantages demonstrated by large search systems, but associated with minimal cost for commercial applications.

3.3.3.1 Introduction to TIMS

The Tax and Investment Management Strategizer (TIMS) is a sophisticated commercial software system for financial planning which allows a financial planner to analyze the financial status of a client and to demonstrate and evaluate various financial planning strategies in order to improve the client's financial situation [Strachan 97].

Much of the user's interaction with TIMS is performed through system components known as Strategies. Strategies implement financial planning techniques that human planners suggest to their clients or those that clients already have in place to properly reflect their overall financial picture. Like other systems functioning in complex domains, TIMS must support a diverse range of users: many financial planners have
little computer expertise, some are sophisticated computer users with little or no need of lengthy demonstrations and extensive explanation facilities; many TIMS users are expert financial planners with extensive knowledge of the domain and use TIMS mainly for convenience, others have only limited financial planning skills and will rely on TIMS to fill in gaps in their own knowledge.

A study conducted on the first commercial version of TIMS, released in 1995, confirmed the power and sophistication of the system, but identified concerns with the complexity of the system and the impact of this on novice users. These concerns, along with the breadth of user population that must be supported and the goals of TIMS itself, led to the decision to begin developing an adaptive user interface for TIMS using a minimalist user modeling component.

3.3.3.2 Architecture of the User Modeling Component

In the initial stages of developing a user modeling component (UMC) for TIMS, it was decided to focus on the necessary adaptations for novice users. This was primarily because TIMS was originally developed in collaboration with expert financial planners and had already been structured to reflect the organization of material that was helpful to them. A focus on novices, however, does not eliminate expert users from consideration. The usability of the software must not be limited by the adaptations that are necessary to support novices.

The architecture of the UMC consists of a long-term user model (also stored in a user model database), a task model containing descriptions of a subset of tasks in the system such as rankings of the complexity of Strategies, and an application model containing information about the relationships between a subset of the tasks in the system such as information on Strategies or combinations of Strategies that are equivalent to one another). The inference engine contains simple rules about the relationships between these three models and the possible adaptations that can be performed on the application and the interface.
When the TIMS user first logs on, his user model is ready that is based on a set of stereotypes triggered by his job title and a self-assessment of Windows experience and previous TIMS experience. Because of the diversity of TIMS users, a decision was made to have four stereotypes within TIMS: (1) Novice TIMS users, (2) Novice Financial Planners, (3) Experienced TIMS users, (4) Experienced Financial Planners. The combination of the appropriate Financial Planning and TIMS experience stereotypes results in a basic user model containing parameter settings, specific to the various adaptations that are supported by the UMC. While the most significant updating of the user model occurs during the initialization phase of the system, the user can also update his own user model at any time. Other modifications occur when the tasks represented in the task model are used.

Over time, the adaptive system gradually diminishes into the original, non-adaptive system. Because the UMC is focusing on the support of novice users through the system, support is terminated once the user has achieved a minimum level of proficiency and has used the system for a predetermined period of time. Different types of adaptations in the system have different termination points. The intermediate or
expert user starts with fewer supports, which gradually diminishes as the system has been used for a period of time or once the user has decided to cancel the adaptations. In all cases, the user has ultimate control in terminating the supports.

If the date has changed do the following:

If the user has been away too long (currently 30 days)
   Downgrade TIMS experience level by 1 category
If the user has used the system long enough since the last update (currently 10 sessions)
   Upgrade TIMS experience level by 1 category
Examine all Strategies used recently (within the last 5 sessions) by the user
   If more than 2 are more complex than the user complexity level then
      Increase user complexity level by 1
   If all are less complex then
      Decrease user complexity level by 1
Update financial planning expertise
Update counter fields

Figure 9: The basic algorithm for updating user model [Strachan 97]

3.3.3.3 Supported Adaptations

The first major phase of adaptation involved adding support for animated demonstrations of the general structure of the system, its components, and the various tasks the user can perform. After viewing a demonstration, the user is able to replay the demonstration and also the user is instructed as to alternate methods of accessing the demonstration in future. Like the other adaptations to be described, the demonstration facility is directly controlled by the UMC. When the user attempts to implement a TIMS Strategy, the UMC is called to determine if a demonstration is to be shown to the user. This adaptation step benefits the novice user most during the first few sessions, and conversely, requires the greatest amount of input from the user in the first few sessions.

The second set of adaptations were designed to recommend simpler alternatives to complex actions in the system. These adaptations rely heavily on the task and
application models maintained in the UMC. All the relevant Strategies are represented in the task model and include a numeric complexity rating. A complexity rating is also maintained as part of the user model, and when a complex procedure is invoked, this rating is compared with the complexity rating of the task in the task model. The application model contains a mapping between complex tasks and low-level tasks, and will be checked for equivalent Strategies if the user's rating is lower than the complexity rating of the task they have selected. The user may choose to disregard any suggestions, and may also choose to deactivate subsequent suggestions at any time.

Like other components of the user model, the user's complexity rating evolves over time as a result of the user's interaction history with the system. The basic algorithm for updating the user complexity level was seen in the initialization routine in Figure 9. The user complexity level is increased by 1 if the user has invoked at least two Strategies that have complexity rating higher than the current user complexity rating, and is decreased by 1 if the user has not recently (within the last five uniquely dated sessions) used any Strategies that are at least as complex as the user complexity rating.

The third phase of the implemented adaptations is intended to address concerns with the initial data entry process. Like many other systems, TIMS gathers data through a series of dialogs that flow in a logical sequence. It is possible to accidentally terminate the series of dialogs by hitting the wrong button on the dialog. This was safe guarded by prompting the novice user and allowing him to return to the data entry loop if it was abnormally terminated. The use of this warning dialog to reduce accidental loss is directly linked to the user model, so that it would not be displayed for experienced TIMS users.

3.3.4 Summary

The UIA has been developed into a practical technology, and put to use in a variety of applications. This chapter has introduced three sample UIA systems that have different architectures and fulfil different tasks. Each of the three examples has its advantages as well as its limitations:
• The interface agent in Maxims requires very little background knowledge since the agent learns the user pattern by observing the way that the user handles his electronic mails. But this learning approach has disadvantages in terms of the computation time and storage space.

• IR-NLI II system is able to recognize the specific characteristics of each individual user by embodying user modeling capabilities. Novice users, experienced users with specific background in the search domain, and expert users are treated in different ways. The authors [Brajinik 87] note that the stereotype management can be further improved by using backtracking and approximate reasoning techniques in order to make the task of the model builder more effective.

• TIMS uses a simple user model. There are very clear advantages for the use of a simple user modeling in complex systems. Users are assigned a single stereotype that is updated as new information is presented. Neither sophisticated learning mechanisms nor uncertainty management schemes are necessary. Nevertheless, the serious drawback of a simple user model over a more complex one is the potential for misjudging users due to the generality of the attributes recorded by the simple model. But the impact of an initially inaccurate user model can be minimized if this aspect is considered in the design of the intelligent UIA systems.

Interface agents radically change the style of human-computer interactions. They can simplify the use of computers, allowing users to move away from the complexity of command languages or the tedium of direct manipulation toward intelligent, agent-guided interactions. The UIAs offer the possibility of providing friendly assistance so that users may not even be aware of the agents' activities. Now interface agents are becoming more and more attractive due to the increasing complexity of user interfaces and the tasks to which they are applied. Even though the results obtained with the current UIA applications are encouraging, many open issues remain, for example, what is the best metaphor for interface agents? What kind of user modeling approach is better for improving the competence of the UIAs?
3.3.5 Comparisons

We compare the UIA systems described in the three case studies with our UIA system for E-Commerce applications in this section. We also present reasons why we chose these sample systems as case studies here.

(1) Maxims system [Lashkari 94]
The learning technique in Maxims requires the application system involve a substantial amount of repetitive behavior within the actions of the user. If this condition is not met, a learning agent will not be able to learn because there is no regularity to learn in the user's actions [Maes 94]. In order to use this learning technique, enough data should be accumulated over a period of time. Our system does not follow this learning approach. Because electronic commerce is a growing new area, and its applications are not as popular as electronic mails at this stage. We need to wait until the interface is used extensively. Eventually the UIA may be incorporated with a learning capability. Which learning methods will be suitable for E-Commerce applications? This is still an open issue.

The UIA in Maxims uses the "situation-action" pairs to model the user behavior. The situation is a "feature set" in electronic mail domain, while the action is performed by the user. As the user performs actions, the UIA memorizes all of the situation-action pairs generated. After gathering the closest matching situations in memory, the agent can calculate a prediction for an action when new situation occurs. In our system the "action set" can also be monitored by the UIA. The user operations include clicking on certain buttons to search the product of interests, to browse the matching products from a database search, to add some items to his shopping cart, to send his order, or to update his user profile. But the "feature set" remains open in electronic commerce applications. Our prototype serves as a starting point for future studies in the selection of "feature set" and "action set". This will be useful for memory-based machine learning.
(2) IR-NLI II system [Brajnik 87]

Although the paper about this system was published in 1987, it addressed the user model aspects very well. This is the reason that we chose it as one of the case studies. Like IR-NLI II system, ours also contains the UIA and the user model. The comprehensive user model in IR-NLI II is based on taxonomy. The user profile in that user model is not as complete as in our system. IR-NLI II also supplements missing information in the user’s search query, based on the user model. It uses some “search strategy” (the meaning is not quite clear in the paper). We use JDBC to communicate SQL query with any kind of database system, and we also deal with missing information in the user’s query.

IR-NLI II classifies users into two stereotypical categories: generic and expert users. Expert users inherit some properties from generic users. We classify users based on their shopping behaviors. But there is no hierarchical relationship among different user categories. The same user may fit into multiple categories based on his goals and tasks. The UIA in IR-NLI II system interacts with the user through dialogs. The proposed IR-NLI II system was under construction on the LISP platform in 1987, and it is not clear if it was complete. However, we have completed our prototype on the Java platform and tested it.

(3) TIMS system [Strachan 97]

The models in TIMS provide simple solution to a complex task. They deal with financial planning problems. There are three models in this system: user model, task model and application model. The term “Strategy” is used to denote the financial plan of a user. A task model in the specific domain is created using Strategies. An application model captures the relationships between Strategies.

TIMS classifies users into four groups based on their job titles and experiences in using the system. The system focuses on how to adapt its behaviors to different user groups (by providing animations, by recommending simpler alternatives, etc.). Recognizing to which user category that a particular user belongs is one of the major tasks of TIMS system. However, we do not address this issue at all.
Like TIMS system, ours contains an inference engine. The inference engine in TIMS provides adaptations on the application and the user interface, while our inference engine focuses on assisting the user by providing both proactive and reactive responses. Finally, TIMS is a commercial system for financial planning, but ours is a prototype for E-Commerce applications.
4.  A UIA Prototype for E-Commerce

4.1 CITR Subproject – User Interface and Intelligent Agent

The user interfaces that most electronic shopping systems provide currently can be viewed as an extended “electronic catalog” to which search capabilities are added. Although the search feature is an improvement over the conventional paper catalog, today’s electronic catalogs are still not good enough to satisfy users’ needs in e-commerce applications. For example, the following issues are not addressed in today’s GUI based user interfaces: (a) Natural and direct dialogs between a user and a vendor. (b) Context or domain based interpretation of the possibly incomplete user specifications for buying. (c) Learning about the user’s habits and preferences and keeping track of persistent information. (d) Providing active consultations with a group of people in whom the user has confidence with respect to the purchase of the goods and services under consideration. Our approach to help overcome these shortcomings is to incorporate software agent support in a virtual shopping mall that simulates most of the actual shopping environment and user interactions. This approach allows us to provide personalized service and customized information to an individual customer.

The objective of the CITR subproject “User Interface and Intelligent Agent” is the design of a user interface for the e-commerce major project using a virtual shopping environment. Users can navigate through the virtual shopping mall where both the customers and sales clerks are represented on the screen by 3D animations, called “avatars”. In this navigation process, users may find some interesting items and add items to their shopping cart. A more sophisticated search for an item of interest, without navigating through the maze of the electronic mall, is that users issue a command to an intelligent agent. The software agent retrieves matching products from which users
select the items of interest and add to the shopping cart. Users are also provided with the flexibility to negotiate the product price with software sales agents or to communicate in real-time with a sales person, if they wish to do so [Georganas 98].

Whereas standalone navigation of a virtual shopping mall may be tolerant to delay, real-time communication with an avatar or a real person requires QoS management. Hence, there is a natural link of this subproject with the QoS Management subproject. On the other hand, purchasing of items either retrieved through virtual mall navigation or through search, we need a secure transaction protocol. Thus, this subproject will also link with the Security subproject.

4.1.1 User Interface Agent for E-Commerce

As mentioned above, instead of navigating through the virtual shopping mall, the user may activate an intelligent user interface agent for retrieving items of interest. The UIA transmits the user's request to a remote multimedia database server and by querying it, returns the matching information. The UIA can assist the user either reactively by responding to user actions, or proactively by monitoring certain events and drawing user's attention if necessary.

A UIA maintains a knowledge base about the user, derived from a user model that includes tasks, preferences, constraints, and the user's shopping characteristics and choices. The UIA is designed to be capable of dealing with user's incomplete or ambiguous query by making use of context based substitution according to the user model. The UIA will also verify with the user about this substitution if the need arises. This thesis is focused on the user model aspect of the UIA.

A UIA observes a user's behavior, and then by applying machine learning techniques, incrementally builds attribute values for the attributes used in a user model. For example, a UIA uses the past behavior of a user to anticipate that user's preferences and interests, e.g., his preferred store to purchase certain products, his usual price range, his favorite manufacturer (brand), etc. For this purpose of anticipation, it becomes
necessary to characterize the "situations" under which observed attributes can contribute to learning and to decide which learning methods are better suited for the selected domain of application. We have not explored this issue because it is beyond the scope of this thesis.

In an endeavor like electronic commerce, it is quite natural to employ multiple agent technology. The term "multiple agents" implies agents of the same user and of different users. The UIA will have an architecture to coordinate multiple agents when they coexist and communicate with each other. For example, there are situations when one user's agent interacts with agents that assist other users with the same task (that may have accumulated more experiences). An agent may consult another agent about the quality of a product, the reliability of a vendor, or the level of satisfaction of the services provided by a vendor. In this context, inter-agent communication protocol, e.g., KQML (Knowledge Query and Manipulation Language) can be investigated and utilized. A multi-agent communication architecture that enables the UIA to communicate with the software sales agents has been implemented by Patrick Desharnais in the Department of Computer Science, Concordia University [Desharnais 99].

4.1.2 Software Sales Agent for Price-Negotiations

In physical retail markets, prices are often fixed and not subject to negotiation. But even in these so-called fixed-price markets, price negotiations between a vendor and a consumer still take place from time to time [Desharnais 99]. This phenomenon happens because there are situations when vendors feel it is in their own interest to participate in price negotiations. Even though they might end up selling at a price lower than their fixed price, the expected payoff of doing so is deemed worth it. For example, a vendor might be willing to be flexible in his fixed price policy in order to keep a profitable client satisfied, to make room in the inventory, or to sell an item that has not been selling well.

Currently existing electronic online retail stores do not offer bilateral price negotiation capabilities. From a consumer's perspective, price negotiation gives them a chance to get better prices. From a vendor's perspective, the ability to negotiate a price with the
consumer gives them the flexibility to reach a deal which is not otherwise possible with a rigidly fixed price policy. Therefore, it is beneficial to study how software sales agents can be used to negotiate with the customer on behalf of the vendor. A simple and intuitive negotiation protocol is being developed to explore agent support in the negotiation stage of the CBB model by Patrick Desharnais [Desharnais2 99]. For merchants to be interested in negotiation, the negotiation process should be a win-win type situation where both the vendor and the customer are satisfied.

4.2 Users' Shopping Behaviors

In order to provide personalized services to customers in the six stages of the CBB model, we have analyzed the users' shopping behaviors and categorized them into the following three task-oriented groups:

I. **Comparative Shopping**
The user has a clear idea of what he needs to buy; he compares the prices, stores, warranties, etc. with regard to his shopping preferences.

II. **Planned Shopping**
The user has a specific product or product category in mind; he wants to get more information of this product or similar products and plans to buy it in the future.

III. **Browsing-Based Shopping**
The user has no specific item in mind; he wants to get some product information but has no intention to buy.

The time spectrum can be divided into “for now” and “for future”, according to a fuzzy boundary [Desharnais1 99]. This division distinguishes between **comparative shopping** and **planned shopping**. The former is “for now” and the latter is “for future”. In the case of **browsing-based** behavior, the stage 1 of the CBB model is applicable because the need
for shopping is not yet clear to the user. The *comparative shopping* behavior is relevant to stage 3 and stage 4 of the CBB model as the user has a clear idea of what (or what kind of things) to buy and the user wants to buy now. *Planned shopping* spawns both stage 2 and stage 3 of the CBB model, as the user has still time to select the product and is not yet ready to negotiate.

The three groups we defined can overlap and are by no means disjoint. For example, *browsing* can turn into *planned shopping*, and with the progression of time or change of conditions, *planned shopping* can turn into *comparative shopping*. The detailed requirements for *browsing, planned and comparative shopping* would be different. Some requirements would be common to more than one type of behavior, such as easy access to pertinent information about the product or service. A set of sample requirements to be fulfilled by a supporting system for these three shopping behaviors is given below:

**User Requirements for Comparative shopping:**

R.1.1 Ability to find information about selected vendors

R.1.2 Assistance in selecting a trade-off between quality and price

R.1.3 Easy way to specify search constraints (in an incremental way)

R.1.4 Ability to negotiate with the vendors

**User Requirements for Planned shopping:**

R.2.1 Ability to consult other software agents or friends

R.2.2 Proactive notification of related or new products/events (including reminders)

R.2.3 Support for product and merchant brokering

R.2.4 Ability to launch a “monitoring-agent” that will keep looking for things and then report

**User Requirements for Browsing based shopping:**

R.3.1 High bandwidth (fast) transfer between servers and clients for quick response

R.3.2 Ability to display multiple catalog items at a time on the screen

R.3.3 Ability to view other shoppers’ browsing through items (naturalness)

R.3.4 Faithful and realistic display of the products (color, size etc.)
4.3 Prototyping the UIA

4.3.1 Objective of the UIA Prototype

A prototype of UIA is developed as part of this thesis. One reason to consider a prototype is as a "proof of concept". Through prototyping and testing, we can recognize if there is any problem in the user interface. A prototype enables us to test the concepts before engaging in a full-scale effort to develop an intelligent software system.

A second benefit of prototyping a system is about the development software itself. With so many tools available, the best we can do is to study the features that each tool offers, match them against the requirements demanded by a particular problem, and then use the most appropriate tool. If we find that the tool selected does not contain all the features that the project necessitates, we may either look for another tool (as an alternative or a supplement) or work under the tool's constraints.

In order to test the tool's suitability, a prototype can also indicate how well the entire system will perform at run-time. A prototype running slowly suggests that the complete system would be destined to perform unsatisfactorily. Options then would include either trying another tool or redesigning the approach to the problem. In either case, detecting this problem early in the development process is preferable. Finally, by keeping track of the time invested in developing a prototype, we will be better able to estimate the amount of time that the entire project will require.

4.3.2 Functionality of the UIA Prototype

A UIA prototype in this thesis has been proposed for electronic shopping. The prototype maintains a knowledge base about the user model that serves the following three purposes (see Figure 10):
Q denotes Query to the database (SQL in our case)
R denotes Response of the query
Push events are created when the database is updated for proactive response

1: UIA supplements missing information in the query based on the user model
2: UIA provides proactive responsive behavior based on push events
3: UIA can vary the amount and type of information brought to the user

Figure 10: Functionality of the UIA

1. The user model will be used to deal with incompleteness and ambiguities that might arise in the search query specified by the user. In the construction of such a query, the user could afford to leave out certain details for convenience in specification and those details could be filled by the UIA. For example, if the age of a child for whom a gift is to be brought is not specified by the user, based on the context and contents of the user model, the missing parameter will be filled by the UIA to make the query complete. In cases where the agent finds the query ambiguous, it may be able to disambiguate automatically or ask the user for clarification through a dialog.

2. The user model will help the UIA to decide when and what kind of proactive information to present (about sales, new products etc.) to the user. For example, the UIA will alert the user for a birthday gift if his child’s birthday (which is stored in the user model) is coming soon (e.g. next month).
3. The user model will help the UIA to filter information and present the search response set to the user in an interactive manner. For example, suppose a catalog search has resulted in a response set with 100 items, the UIA will choose which items to put on the screen.

A user communicates with the UIA through a Graphical User Interface (GUI). The user interface is designed to support interactive communication with the user by employing graphical techniques such as dialog boxes, pop-up windows, and fill-in forms. User can search his interested E-Commerce products through this GUI. The search results from the database will be displayed at the user interface in two possible ways: the user can either browse the results interactively (by clicking the “Next” or “Previous” button in the interface), or use an easy-to-compare table which contains all the results.

In addition to the search capability, the prototype provides a framework at the user interface level for integrating other components such as the software negotiation agent, QoS Management and Security service of the CITR major project (Figure 11). The software sales agent for price negotiation is explained in a companion thesis [Desharnais 99]. Issues about how to protect users’ personal information will be addressed in section 4.5. We will not discuss details about the QoS Management in this thesis. However, users can choose their QoS specifications through the user interface.

![Diagram of UIA Prototype](image)

**Figure 11: User interface pointing to other components**
The UIA contains a shopping cart metaphor (Figure 29) that enables the user to review and modify the contents of his shopping cart during his online shopping process. While browsing, the user may find some interesting items, say items $I_1, I_2, \ldots, I_n$, which he may not decide to buy right then. Therefore he would not like to add to the shopping cart. However, at the end of the shopping, if the total purchasing does not exceed his budget, he may choose from the items $I_1, I_2, \ldots, I_n$. For this purpose, we introduce a "secondary shopping cart" that will hold the items $I_1, I_2, \ldots, I_n$. If the user wants to buy some products from this secondary cart, he can select items from it and add them to his shopping cart. In this manner, the user does not have to go back and search for any of the items $I_1, I_2, \ldots, I_n$ again.

When the search is complete and the user is ready to buy, his order will be sent to a remote Sales Agent for validation and that user will receive a confirmation number if the order is accepted. If he wishes to, the user can negotiate the price by sending a quote to the Sales Agent that is lower than the total price [Desharnais2 99]. In this process, the UIA prototype is used to communicate with the vendor's software Sales Agent for price negotiation interactions.

4.4 User Model for Prototyping the UIA

Building a good user model is essential to help user achieve his goals. User models can be constructed based on two different views of the user's activities, namely application dependent user activities and application independent activities. For example, the shopping behavior described in section 4.2 can be viewed as application dependent model. In an application independent model, a user can be viewed from many different perspectives [Mayhew 92]. Examples of such perspective are:

1. User's educational level and experience.
2. User's psychological characteristics.
3. User's ability to plan and make selections from a list of choices.
4. The computational facilities available to the user.
5. Common sense knowledge that one expects the others to know.
Our user model does not take all these perspectives into consideration owing to the limited time resources. It is abstracted into the following three categories of specifications:

I. User's choices or preferences;
II. A set of constraints that are considered to be relevant by the user;
III. A set of facts asserted by and "known" to the user.

Such information could be collected by a knowledge engineer or by a learning agent, but this is out of the scope of this thesis work and will not be discussed here. An example from our analysis is shown in Figure 12.

| P1. | Everything else being comparable, my choice is a Barbie doll for a baby girl and a toy Match Box car for a baby boy |
| P2. | My price preference for toys is between $50-100 |
| P3. | I prefer to buy toys from the store Kid-Mart |
| P4. | Immediate availability is important |
| P5. | I am interested in toys manufactured by Fisher-Price for kids under 3 |
| C1. | If order>$500, the agent should check with me before ordering |
| C2. | I do not want the toys made in the country M |
| C3. | No toy guns |
| C4. | I will not buy from store L |
| C5. | I will not buy if the price exceeds $250 for a piece of toy |
| F1. | Toys in Wal-Mart (store A) are also available in Toyrus (store B) |
| F2. | I do not like to repeat the same birthday gift (category) given before to my son |
| F3. | I have more trust in Little Mouse than in Eaton |
| F4. | Most of my child's toys are produced by Fisher-Price |
| F5. | I usually go to 3 different stores for price and service comparison before I buy a product which costs more than $800 |

| P: Preferences; | C: Constraints; | F: Facts. |

**Figure 12: User information to build a user model**
Such information is then manually transformed by the designer into a set of rules that can be used by a rule engine. In our case, a Java-based rule engine called Jess [Jess 99] is used. Sample rules derived from the analysis of Figure 13 and their application, are shown in Figure 13-16. The UIA can effectively assist the user by making certain inferences and "reasoning" based on a set of rules that capture the user's needs, preferences and the way he is interacting with the application system.

**Rule 1**  
IF: 1) shopping for toys  
2) brand is not specified in the user's selection  
3) for girls  
THEN: choose "Barbie doll"

**Rule 2**  
IF: 1) shopping for toys  
2) brand is not specified in the user's selection  
3) for boys  
THEN: choose "Match Box car"

**Rule 3**  
IF: price range is not specified in the user's selection  
THEN: choose "between $50-100"

**Rule 4**  
IF: store name is not specified in the user's selection  
THEN: choose "Kid-Mart"

**Rule 5**  
IF: the product is not immediately available  
THEN: the user won't buy it

**Rule 6**  
IF: 1) brand is not specified in the user's selection  
2) age of the kid is less than 3  
THEN: choose the brand "Fisher-Price"

**Figure 13:** Rules for user's choices or preferences in the user model

**Rule 7**  
IF: store 'A' is selected  
THEN: products in store 'A' are also available in store 'B'

**Rule 8**  
IF: the user is choosing a birthday gift for his son  
THEN: he usually buys an item not contained in G  
(G: is a set of gifts given to his son before - persistent information)

**Rule 9**  
IF: the product price is greater than $800  
THEN: present the search results from at least 3 different stores

**Figure 14:** Rules for facts in the user model
Rule 10 IF: the total purchasing exceeds $500
THEN: provide a dialog box for confirmation before ordering

Rule 11 IF: the product is made in country M
THEN: the user won’t buy it

Rule 12 IF: the product name is “toy gun”
THEN: the user won’t buy it

Rule 13 IF: the product is in store L
THEN: the user won’t buy it

Rule 14 IF: the product price is greater than $250
THEN: the user won’t buy it

Figure 15: Rules for constraints in the user model

Rules for proactive announcement:

Rule 15 IF: my son’s birthday is coming next month
THEN: provide a prompt message for a birthday gift

Rule 16 IF: Rule 7 is fired
THEN: notify the user that the products are available in other stores

Rule 17 IF: the toy price is over 20% of my price preference
THEN: provide a prompt message

Rule 18 IF: the total purchasing exceeds $1000
THEN: give another 5% discount

Rules for search result presentation:

Rule 19 IF: 1) the user has chosen to display N search results in his profile
2) N is less than M (the size of the total search results)
THEN: N results will be presented to the user

Application of the rules
If the user wants to buy a toy for a baby girl from store A, then different rules are applied in this case:

- Rule 1, 3, 5, 6, 7, 9, 10, 11, 12, 14 are used to refine the user’s query
- Rule 16, 17, 18 are used for the proactive notification
- Rule 19 is used for the result presentation

Figure 16: Other rules in the user model
4.5 Privacy of Users’ Personal Information

Several surveys suggest that many customers are wary of using electronic shopping because of concerns about their privacy [Privacy 98]. Protection of the privacy of the consumer by ensuring proper use of the information contained in his profile (user model) becomes important. At the same time, privacy protection should not be implemented in such a way that it unduly interferes with the free flow of information, one great benefit of the Internet. Ultimately, consumers should feel comfortable with the way their personal information is used and the consumers’ ability to control its use.

4.5.1 Protection of the user’s personal information

The followings are the essential elements of privacy protection issues [OPA 98]:

1) Adoption and Implementation of a Privacy Policy: A company engaged in online activities or electronic commerce has the responsibility to adopt and implement a policy for protecting the privacy of individually identifiable information. The company should also take steps that foster the adoption and implementation of effective online privacy policies with other companies they interact, for example, by sharing best practices with business partners.

2) Notice and Disclosure: A company’s privacy policy must be easy to find, read, understand, and available prior to or at the time when consumers’ personal information is collected or requested. The policy must state clearly: what information is being collected; the use of that information; possible distribution of that information to third party; a statement of the company’s commitment to data security; and what steps the company takes to control data quality and access. The policy should disclose the consequences, if any, of an individual’s refusal to provide information.

3) Choice and Consent: Consumers should be given the opportunity to make choice with respect to whether and how their personal information is used, either by
businesses with whom they have direct contact or by third parties. Consumers should be provided with simple, readily visible, available, and affordable mechanisms to exercise this option.

4) **Data Security:** Companies creating, maintaining, using or disseminating records of identifiable personal information should take appropriate measures to assure its reliability and should take reasonable precautions to protect the data from loss, misuse, alteration or destruction. They should take reasonable steps to assure that third parties to which they transfer such information are aware of these security practices, and that the third parties also take precautions at least to the same extent to protect any transferred information.

5) **Data Quality and Access:** Companies should establish appropriate processes or mechanisms so that the personal data they have collected are accurate, complete, and timely. These process and mechanisms should be simple, easy to use, and provide assurance that inaccuracies have been corrected. Other procedures to assure data quality may include use of reliable sources and collection methods, reasonable and appropriate consumer access and correction, and protections against accidental or unauthorized alteration.

### 4.5.2 Technical Issues

A large number of technologies have been developed to offer solutions to many privacy concerns in the online environment, and they will serve as important tools to protect privacy [Privacy 98].

The Platform for Internet Content Selection (PICS), which was developed by the World Wide Web Consortium to filter out undesirable contents, is being adapted to provide privacy protection. The Platform for Privacy Preferences (P3P) will allow users to set their browsers according to their individual privacy preferences. Once the browser is set, P3P will allow consumers either to avoid web sites that do not provide desired privacy practices or to enter into a negotiation with the web site. P3P will enable web
sites and users to reach an explicit understanding of the privacy practices of those sites and how users’ personal data is handled according to their preferences.

Open Profiling Standard (OPS) is another technology to ensure data privacy. OPS is functionally similar to P3P, and it is designed to protect an individual’s privacy through the secured storage, secured transport and secured control of user data. In other words, OPS allows the user to control the release of data in a secure manner as opposed to P3P, which provides an agreement between the user and the Web site on how data is compiled.
5. Implementation and Testing

5.1 Implementation Environment

The proposed prototype system is named OSA (Online Shopping Assistant). The OSA has been implemented using the Java programming language, with most development done on a Sun Ultra-1 station running on Solaris 2.5. A number of packages have been used during the development:

- *JDK 1.1.6* (Java Development Kit) for providing a Java development environment
- *Swing 1.1beta3* (GUI toolkit of Java Foundation Classes) for the GUI development
- *JDBC* (Java Database Connectivity) for communication between SQL query and the database
- *Jess 4.3* (Java Expert System Shell) for the rule engine
- *SQL* (Structured Query Language) for the database searches

The system is also connected to the Concordia Oracle database through JDBC. Due to the lack of robust Java integrated development environments (IDEs) for Solaris, an Emacs package for Java has been used for software development and maintenance.

5.2 Software Architecture

The architecture of the system consists of five major components: profile management subsystem, database access utility, result presentation unit, shopping cart metaphor, and Jess inference engine.

The user profile utility is designed to acquire from the user his interests, preferences, and personal information. The database access utility consists of a toy database
backend and a SQL query-generating mechanism intended for test purpose. The presentation unit provides the necessary facilities for displaying and navigating through the results of a query. The shopping cart metaphor allows the user to easily review and modify the items he has selected at any time during the process of his online purchasing. The Jess engine contains a collection of rules and it works closely with other components to adapt the system’s behavior based on the user’s needs and interactions. The overall architecture of the OSA system is shown in Figure 17.

Figure 17: Software architecture
5.3 Subsystem Description

5.3.1 User Profile Management

The user profile is a collection of <attribute, value> pairs and it is accessible and modifiable by the user through the GUI. The availability of the user profile is important for the OSA system. The content of the user profile is composed of the following four parts:

1. User’s personal information (Figure 18)

Sample personal data could be user’s email address, gender, occupation, and the birthday of the people of his choice. The birthday information will be used by the Jess engine to provide proactive prompt message for buying a gift or sending a birthday wish. The operation of the Jess engine that makes use of proactive messages will be described in section 5.3.5.

![Diagram of user profile with personal information fields](image)

Figure 18: Part I of the user profile - personal information
2. **User's shopping interests and preferences** (Figure 19)

The user's shopping interests are based on his needs and preferences. The user profile contains the brand names of products he prefers along with a rating that shows if the brand is *interesting* or *not interesting* or the user is *indifferent*. The user profile also stores the user's preference for the price over other factors such as immediate availability. A three-point scale is used for this purpose: *very important* / *important* / *unimportant*.

![Shopping interests based on product band](image)

### Preferences and weights for preferences

- **Price:**
  - $50–100
  - *very important* / *important* / *unimportant*

- **Store:**
  - Kid-Mart
  - *very important* / *important* / *unimportant*

- **Availability:**
  - Immediately
  - *very important* / *important* / *unimportant*

*Figure 19: Part II of the user profile - user's interests and preferences*
3. **Payment Privacy** (Figure 20, 21)

In order to protect the privacy of a customer, the system provides three levels of access control to the user’s personal data such as address, phone number and credit card information: read/write access, read only access, and access denied. Based on the password the user provided, he is allowed different access privileges.

![Payment Privacy](image)

**Figure 20:** Part III of the user profile - payment privacy (editable mode)
Figure 21: Part III of the user profile - payment privacy (read only mode)

4. Others (Figure 22)

There are several other inputs that can be obtained from users to create user profiles:

- **Methods of information filtering and Display Mode** useful to present the search results
- **Triggers and triggered proactive messages** which alert the user if the product's price is over a certain level or notify him of the release of new products or special offers based on his shopping interests
- **QoS Requirement** intended for the QoS management subproject
<table>
<thead>
<tr>
<th>UPP (Payment Privacy)</th>
<th>Search Queries</th>
<th>Matching Toys</th>
<th>All Matching Toys</th>
<th>Shopping Cart</th>
</tr>
</thead>
<tbody>
<tr>
<td>Welcome</td>
<td>UPP (Personal Information)</td>
<td>UPP (Interests &amp; Preferences)</td>
<td>UPP (Others)</td>
<td></td>
</tr>
</tbody>
</table>

Methods for information filtering

- Show all the matching toys
- Show the first 5 items which satisfy my shopping preferences

Display Mode

- Display the detailed search results one by one
- Display all the search results in a table

Notification Messages

- Notify me if other stores have the same product
- Notify me about the special offers based on my interests!

QoS Requirement

- Fast try effect
- User specified parameters:
  - Access time: [ ] seconds
  - Quality of VRML world: [ ] Normal, [ ] Good, [ ] Excellent

---

**Figure 22:** Part IV of the user profile – others

### 5.3.2 Database Access and SQL Generation Utilities

The OSA system provides direct manipulation on GUI to enable a user to search for his interested toys in the database. It then generates equivalent queries in SQL and uses JDBC to communicate to the database. If the user's input queries are incomplete, the system will attempt to fill the missing attributes in the queries based on the contents of that user's profile.
5.3.2.1 Indexing of Toy Items

In order to generate a test database, the following relational schema is used:

- **Id** identification number of the toy
- **Name** name of the toy
- **Price** price of the toy
- **Brand** brand which the toy belongs to
- **Category** category which the toy belongs to
- **Gender** gender for which the toy is designed
- **Age1** the lower bound of the age range
- **Age2** the upper bound of the age range

For example, a toy “Barbie doll” might have the following record structure:

<table>
<thead>
<tr>
<th>Id</th>
<th>14541</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>Romantic Rose Bride Barbie</td>
</tr>
<tr>
<td>Price</td>
<td>179.00</td>
</tr>
<tr>
<td>Brand</td>
<td>Barbie</td>
</tr>
<tr>
<td>Category</td>
<td>Collectibles Toys</td>
</tr>
<tr>
<td>Gender</td>
<td>Girl</td>
</tr>
<tr>
<td>Age1</td>
<td>2</td>
</tr>
<tr>
<td>Age2</td>
<td>8</td>
</tr>
</tbody>
</table>

5.3.2.2 Query Generation From The User Selection

A user can choose from different brands, categories, gender, age and price range using the GUI as shown in Figure 23. The system converts the GUI based selection to SQL queries and sends the queries to the database using “prepared statements”, a feature provided by JDBC [CoreJava 98]. Prepared statement is a “precompiled” SQL query type that may contain parameters. Each parameter is indicated with a question mark (?). A value in the form of text string can be used to substitute the parameter. By substituting the parameter different queries of the same prepared statement type can be
easily generated. It is more efficient to use a prepared statement for sending SQL query to the database because the query can be executed without having to compile it first.

Figure 23: GUI for search query generation

Considering the query for all toys with the brand “Fisher-Price”, the normal SQL query is:

```sql
SELECT id, name, price
FROM   Toys
WHERE  brand = "Fisher-Price"
```

The prepared query for the above SQL becomes:

```java
String brandQuery = 
    "SELECT id, name, price " + 
    "FROM Toys " +
```
"WHERE brand = ?";

PreparedStatement brandQueryStmt
= con.prepareStatement(brandQuery);

where the connection object con provokes the JDBC drivers to manage SQL queries.

Before executing the prepared statement, we must bind the parameters to actual values with a set command. There are different set statements for the various data types. In the above case we want to set a string:

    BrandQueryStmt.setString(1, brand);

where 1 denotes the first ? in the prepared query, brand is the value that we want to assign to the parameter.

There are sixteen different prepared queries in the OSA system, one for each of the sixteen cases shown in Table 3 below:

<table>
<thead>
<tr>
<th>Query Type</th>
<th>Brand</th>
<th>Category</th>
<th>Gender</th>
<th>Price</th>
<th>Age</th>
</tr>
</thead>
<tbody>
<tr>
<td>Query 1</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 2</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 3</td>
<td>Specified</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 4</td>
<td>Specified</td>
<td>Specified</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 5</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 6</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 7</td>
<td>Specified</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 8</td>
<td>Specified</td>
<td>Any</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 9</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 10</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 11</td>
<td>Any</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 12</td>
<td>Any</td>
<td>Specified</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 13</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 14</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
<td>Any</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 15</td>
<td>Any</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
<td>Specified</td>
</tr>
<tr>
<td>Query 16</td>
<td>Any</td>
<td>Any</td>
<td>Any</td>
<td>Any</td>
<td>Specified</td>
</tr>
</tbody>
</table>

Table 3: Sixteen different types of queries
5.3.2.3 Query Generation From The User Profile

As an intelligent user interface agent, the OSA system not only responds passively to the user’s commands and queries, it is also capable of taking its own initiative in order to volunteer information to fill up incomplete or unclear user queries. For example, if the user has not explicitly chosen the brands, categories, gender, age and price range on the GUI, the system is able to extract the corresponding parts from the user profile and replace the missing ones appropriately to make the queries complete. Below, we describe them in detail for each field:

1. If the user has not selected the brand field, the system uses those brands that have been marked as interested to the user in the user profile. In case the user is not interested in any specific brand, the system will use those brands that have been marked as indifferent to the user.

2. If the user has not selected the category field, the system assumes the default value of all categories.

3. If the user has not selected the gender field, the gender of his child in the user profile is used.

4. If the user has not selected the age field, the age of his child is calculated based on the kid’s birthday in the user profile.

5. If the user has not selected the price range field, the system uses his preferred price range in the user profile.

5.3.3 Result Presentation

The toys retrieved from the database by matching the SQL query can be viewed interactively. If the button “show all matching toys” in the user profile has been selected, all toys are presented. Otherwise the specified number of toys which satisfy his shopping preferences are displayed. The OSA system provides two different ways of presenting the search results: one is to display all the matching toys in a table which enables the user to compare them easily (Figure 25); the other supplies detailed
information such as the name, price, item number, an image and a description text of
the toy that matches the user’s query (Figure 24), and allows the user to browse them
one after another by clicking the "Next" or "Previous" button on the GUI. If there is no
toy matching the user’s search criterion, the system will generate an alert message, and
all the buttons ("Previous", "Next", "Add to shopping cart") will be disabled.

![Figure 24: Presentation window with detailed product information](image)

The underlying architecture of the presentation module is a simplified variant of MVC
[MVC 99], known as the model-delegate. In MVC design pattern, there are three
communicating objects as shown in Figure 26: the model, view and controller. The model
is essentially a data model. The view is the visual representation of that data. The
controller specifies how to handle user input. When a model changes, it notifies all
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views that depend on it. The aim of MVC is to provide a high-level object-oriented structure that can be used as the basis for interactive applications.

![Table of玩具](image)

**Figure 25: Presentation table containing all the search results**

The model-delegate diagram combines the view and the controller into a single element: **UI delegate**, which is responsible for drawing components to the screen and handling input events. Bundling graphics capabilities and event handling together is somewhat easy in Java, since much of the event handling is taken care of in Java AWT (Abstract Window Toolkit) [AWT 97]. This way, the communication in MVC becomes a two-way interaction as shown in Figure 27. In the OSA system, whenever the presentation model (the model) changes as a result of a user query, the presentation UI (the UI delegate) is automatically updated to reflect the latest changes.
5.3.4 Shopping Cart Metaphor

The shopping cart metaphor is the most common checkout method used for online shopping [Lohse 98] and we have used it in the OSA system (Figure 28). It allows the user to review the contents of the shopping cart (items selected by users for buying) at any time during the shopping process.
If the user is satisfied with the toy displayed in the result window, it is always easy to put that item to his shopping cart by clicking the "Add to shopping cart" button in the result window. On the other hand, it is also very easy to remove some items from the shopping cart. The user simply needs to modify the quantity field of the shopping cart table. If the quantity is set to zero, then the corresponding item is automatically deleted from the shopping cart.

<table>
<thead>
<tr>
<th>Item No</th>
<th>Toy Name</th>
<th>Qty</th>
<th>Unit Price</th>
<th>Amount</th>
</tr>
</thead>
<tbody>
<tr>
<td>15204</td>
<td>Autumn Glory Barbie</td>
<td>1</td>
<td>79.00</td>
<td>79.00</td>
</tr>
<tr>
<td>23499</td>
<td>Vintage Spring in Tokyo Barbie</td>
<td>1</td>
<td>49.98</td>
<td>49.98</td>
</tr>
<tr>
<td>15583</td>
<td>Summer Splendor Barbie</td>
<td>1</td>
<td>79.00</td>
<td>79.00</td>
</tr>
</tbody>
</table>

To REMOVE an item from your cart, enter '0' in the 'Qty' box.

To CHANGE the quantity of an item, enter the new quantity.

Total (before discount): $207.98
GST: $15.60
QST: $142.38
Grand Total: $248.44
My Offer: $200.00

You can enter the amount that you wish to pay in My Offer field. However, by doing so, your order might be REJECTED! Please see Negotiation Rules.

Figure 28: Shopping cart window

The shopping cart metaphor is implemented using the model-delegate architecture described in the previous section. When the shoppingCart model (the model) changes as the user adds or removes items to or from the shopping cart, the shoppingCart UI (the UI delegate) is automatically updated to reflect the latest modifications on GUI.
5.3.5 Jess Engine and Rules

Jess is an expert system shell written entirely in Java [Jess 99]. It was originally inspired by CLIPS, but has grown into a complete, distinct Java-influenced environment to allow easy integration with Java code. Jess can be used in two overlapping ways. First, it is a rule engine which supports the development of rule-based expert system. Second, it is also a general-purpose scripting language which can directly access all Java classes and libraries. While Java code generally must be compiled before it can be run, a line of Jess code can be executed interpretively. This allows us to experiment with Java APIs interactively, and build large programs incrementally.

Jess is useful in a wide range of situations. Our application here is to develop intelligent agents that have the capacity to “reason” effectively using knowledge that is stored in the form of declarative rules. Rules in Jess are somewhat like the IF...THEN... statement of other programming languages. In operation, Jess constantly tests and executes the specified action if the predicate in the IF part becomes true.

There are several ways to integrate Jess and Java code: We can embed Jess in the Java applications, or write Java classes and add them to Jess so that they will appear as a part of the Jess language, or manipulate Java objects directly from Jess. To have more control over Jess from our Java program, we use jess.Rete class’s executeCommand(String cmd) method as shown below (The Rete class contains the expert system engine):

```
try
{
...
  rete.executeCommand("(clear)"),
  rete.executeCommand("(batch jess/toy/toyrule.clp)"),
  rete.executeCommand("(reset)"),
  rete.executeCommand("(assert (psd 3))"),
  rete.executeCommand("(run)"),
}
catch (ReteException e)
{
  e.printStackTrace(nd.stderr());
}
```
In the OSA system, the Jess engine interacts with all the other subsystems to manifest a level of intelligence of the user interface agent. The followings are the different uses for Jess in our prototype:

1. The Jess engine can proactively alert the user about a forthcoming event (e.g. birthday) based on the user profile.

2. The Jess engine can be used to authenticate a user beyond the password entry when necessary. The extra information requested could be verified with the data stored in the user profile.

3. The Jess engine can be used to choose boundaries for terms like “slightly” higher (e.g. 0-5% over) or “higher” (e.g. 5-20% over) or “too high” (e.g. 20%+ over) based on the user’s preferences. If the price is only a bit higher, this provides the possibility to negotiate the product price with the vendor. Then a negotiating agent can be activated [Desharnais99].

4. The Jess engine can change the number of products to be displayed in the resulting window (one, two, three, etc.) based on the user’s needs and other related information.

5. On behalf of the vendor, the Jess engine is able to determine whether to give the user more discounts based on the total amount of the purchase, or otherwise.
5.4 Testing of Querying and UIA Assistance

Testing is done in two phases. The first phase is designed to test the system's function in converting the user's input to SQL query and communicating to the database server through JDBC. In this phase, all the sixteen different query types mentioned in section 5.3.2.2 were tested under the assumption that the user had explicitly chosen all search fields (brands, categories, gender, age and price range) on the GUI. There was no assistance of the UIA at this stage. The test results showed that the search response set for each query type did match the user's selections. This phase of testing served as the starting point for further testing of UIA's capability to supplement missing information in the search query based on the user profile, which was done in the second phase. In this phase, the user is assumed to have not explicitly selected at least one search field in the input. The various query types were tested according to the following task sets:

Task set 1:
1.1 search the products without specifying interests, preferences, and/or constraints in the user profile

Task set 2:
2.1 specify interests, preferences and/or constraints in the user profile
2.2 do the search

Task set 3:
3.1 specify interests, preferences and/or constraints in the user profile
3.2 do the search
3.3 change the contents of the user profile
3.4 search the products database again

The test results for each task set are summarized in Table 4, from which we can see that the UIA is able to supply missing information at the input and this improves the retrieval performance.
<table>
<thead>
<tr>
<th>Task Set 1</th>
<th>Methods employed to supply missing information at the input</th>
<th>Test Results</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>The missing fields in the query were filled with default values in the user profile:</td>
<td>If the user had not chosen one particular age range, a message box would be popped up to alert the user to do so. This conforms to the constraint that the &quot;Age&quot; field must be specified for all sixteen query types (Table 3). The search response set included all products within one age range from the sample database.</td>
</tr>
<tr>
<td></td>
<td>-- all brands</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- all categories</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- all prices</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- for both genders</td>
<td></td>
</tr>
<tr>
<td>Task Set 2</td>
<td>The missing fields in the query were filled according to the contents of the user profile:</td>
<td>If the user had marked all the brands as &quot;not interested&quot;, a message box would be displayed to ask the user to choose at least one brand as &quot;interested&quot; or &quot;indifferent&quot;. The search results matched the user's interests and personal situation.</td>
</tr>
<tr>
<td></td>
<td>-- those brands marked as &quot;interested&quot; to the user</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- all categories</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- the user's preferred price range</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- the gender of the user's child</td>
<td></td>
</tr>
<tr>
<td></td>
<td>-- the age of the user's child</td>
<td></td>
</tr>
<tr>
<td>Task Set 3</td>
<td>The missing fields in the query were supplemented according to the user's latest changes in his user profile in the course of the shopping.</td>
<td>The user could change his user profile during the shopping process. UIA was able to keep track of the updated user profile. The search response sets reflected the changes in the user profile.</td>
</tr>
</tbody>
</table>

Table 4: Test results for different task sets
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We also test the recall and precision using the sixteen types of search queries. Recall is the proportion of all relevant documents that are actually retrieved as a result of a query. Precision is the proportion of a retrieved set of documents that is actually relevant [Belkin 92]. Because the size of our sample database is small, both the recall and the precision is 100% in our testing.

5.5 Testing of Shopping Cart Metaphor

Testing the shopping cart metaphor was conducted for the three features described below:

Feature 1:

The user clicks a button and adds the item to the shopping cart. It is possible that the user clicks the button twice (or more many times) by mistake or to make sure the item is added to the shopping cart. The implication here is that the shopping cart contains only “one” item for each product type.

Feature 2:

The user really wants more items of the same type, then he can edit the shopping cart directly.

Feature 3:

The contents of the shopping cart should be cleared when the user sends his order or logs off the current shopping session.

For feature 1, if the user’s selected item has not been added to the shopping cart before, it will be put there when the user clicks the “Add to shopping cart” button in his online shopping process (Figure 24). Otherwise, it will not be added to the shopping cart when the user clicks that button. The OSA system is able to detect whether the user’s selected items have already been in the shopping cart or not, thus release the user from memorizing the items he has already selected or looking back and forth to check with the contents of the shopping cart. The test results showed that the system acted as expected.
The default quantity for all the items in the shopping cart is "one". If the user needs to change the product quantity or remove an item from the shopping cart, he has the options to do so. For feature 2, the user can modify the shopping cart by typing his desired quantity in the "qty" field (Figure 28) for that item. If he types a zero, that item is automatically removed from the shopping cart. The test results showed that the user could easily modify the contents of the shopping cart. When the "qty" field was updated by the user, all other fields like "Amount", "Total", "GST", "QST", and "Grand Total" would also changed accordingly and correctly.

Testing for feature 3 was performed under the following three scenarios (Table 5):

1. The user clicks the "Send Order" button (Figure 28) to purchase the items in the shopping cart, and then continues to search for more product information and may place other orders in the current session.

2. The user clicks the "send Order" button to purchase the items in the shopping cart, finishes the current session, then logs on to the OSA system again to start another search session.

3. The user finishes the current search session without clicking the "Send Order" button, which means that he will not buy those items in the shopping cart. He then logs on to the OSA system again to start another search session.

<table>
<thead>
<tr>
<th>Scenario</th>
<th>Send order</th>
<th>Log off current session</th>
<th>Log on next session</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scenario 1</td>
<td>Yes</td>
<td>No</td>
<td>—</td>
</tr>
<tr>
<td>Scenario 2</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Scenario 3</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
</tbody>
</table>

**Table 5: Scenarios for testing the shopping cart**

The test results for feature 3 were satisfactory with all the fields in the shopping cart cleared properly in different situations mentioned above.
6. Summary and Conclusions

Electronic commerce opens up new opportunities and challenges in retail markets. More than ever before, consumers are able to compare an incredible amount of value added products without the need to leave their homes. However, current online businesses are faced with increasing competition for people’s time and attention. To be successful, electronic shopping systems need to provide “exceptional” value and service based on customer’s needs through personalized service to their customers. We believe that intelligent agents can help to create that kind of personalized service to help consumers effectively navigate the abundance of product information. These services may come in different forms such as delivering information to the customers according to their interests, meeting the time or resource constraints and expectations; personalized product recommendations; sales promotions tailored to individuals; and bargaining the price of a purchase. In this thesis, we have explored the use of an intelligent user interface agent that addresses one issue, namely providing personalized service to the user by knowing the user’s preferences.

6.1 Conclusions

The Consumer Buying Behavior (CBB) model from MIT media lab [Guttmann, 98] comprises the actions and decisions involved in various stages of buying and using goods and services from the commerce perspective. The CBB model consists of six different stages which are (1) Need identification (2) Product brokering (3) Merchant brokering (4) Negotiation (5) Purchase and delivery (6) Service and evaluation. These six stages represent an approximation and simplification of the complex buying behaviors. The thesis work is based on this CBB model. In order to provide personalized services in various stages of the CBB model, we have studied the customer’s buying behaviors. Users in their single shopping experience are categorized
into one of the three task-oriented groups: (I) Comparative Shopping (II) Planned Shopping (III) Browsing Based Shopping. Each group is relevant to different stages of the CBB model, and has different requirements and constraints.

To effectively assist the user, a user interface agent (UIA) should have a model of the user, which is an explicit representation of relevant properties of that user with regard to a priori known tasks. User models can be constructed based on application dependent and application independent attributes. Our user model focuses on three aspects: (1) User’s choices or preferences (2) constraints (3) facts asserted by and known to the user. This user model is used for the purpose of:

I. dealing with incompleteness and ambiguities that might arise in the search query and using context based substitution;
II. helping the UIA to decide when and what kind of proactive information to present to the user;
III. enabling the UIA to filter information and present the search response set to the user in an interactive way.

The UIA has been implemented as an operational prototype on a Java platform for electronic shopping. The UIA maintains a knowledge base in the form of a user’s personal profile. The user profile contains information about user’s shopping characteristics, choices, preferences, constraints and personal data. Such a profile is initially specified by the user and the user can also update his profile at any time during his interaction with the system. Users can search their interested products through a conventional GUI. The UIA then generates equivalent SQL queries and communicates with a remote product database. While generating SQL, the UIA is able to supplement missing information in the query or refine the user request according to the user profile. The UIA is designed to proactively assist the user, by making certain inferences based on the user’s needs and interactions with the system. The inferencing needed for this purpose is achieved by using a set of rules that are invoked by JESS, a Java based rule engine. The UIA contains a shopping cart metaphor that enables the user to easily review and modify the items he has chosen during his online shopping process. The UIA prototype provides an interface connecting with the vendor’s software sales agent
for price negotiations. A set of test cases were used for testing the sixteen types of search queries, and the UIA was formed to properly resolve the incompleteness in the queries, based on the contents of the user profile. The three purposes (I - III) mentioned above have been demonstrated by the prototype. This is expected to improve the effectiveness of a user interface for E-Commerce applications.

6.2 Future Work

The UIA prototype requires extensive usability testing in order to determine its usefulness in assisting users for e-commerce applications. Is the system useful, complete and friendly enough? Is the system efficient in retrieving and displaying information? These questions need to be answered in the usability testing.

The secondary cart (mentioned in section 4.3.2) relieves the user from repeatedly searching the products if he wants to buy items that have not been added to his shopping cart. It can be implemented as part of the shopping cart metaphor of the UIA prototype with minor efforts, if necessary.

Acquisition of the user model is an important issue to assist users in performing their tasks of selection, ordering and receiving of products or services in an electronic commerce environment. There are different ways to elicit the user model. In this thesis, we only introduce one approach — the use of a GUI-based user interface by a domain specialist to collect the user profile. However, to be more user-friendly and interactive, the needed information can be elicited through “dialogs” between the user and the UIA in an incremental fashion. The dialogs and conversations combined with natural language understanding, speech recognition and speech synthesis technologies will bring naturalness, flexibility and ultimately effective support to online shopping.

A learning agent can also help to build the user model implicitly by observing users’ behaviors. It will be beneficial to study under which situations learning can take place, and which learning algorithms are appropriate for e-commerce applications. The GUI
based user interface presented in this thesis can serve as a starting point to determine what items can be automatically learned by a software agent.

We have classified three different shopping types as well as different requirements for each shopping type in this thesis. The problem of how to create a user model for each shopping type according to the requirements and adapt the system's behavior based on the user model remains.
7. References


   URL: <http://www.mcrlab.uottawa.ca/research/CITR_98.htm>


8. [URL1 99] PersonaLogic URL: http://www.personalogic.com/

10. [URL3 99] BargainFinder URL: http://bf.cstar.ac.com/bf


25. [Desharnais2 99] P. Desharnais, in Preparation of Master’s Thesis about “Software Sales Agent for Price Negotiations”, Department of Computer Science, Concordia University, 1999

