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Abstract

ENHANCEMENT AND INTEGRATION for CINDI SYSTEM

By
Krishma Dutta

The CINDI system is an assembly of inter-related subsystems, working together as a digital library for academic documents in the field of computer science. These subsystems include the CINDI Robot, which downloads scientific documents including theses, technical reports, FAQ's, academic papers and discussion groups, the CINDI Conference system and the CINDI Registration and Upload subsystem, where authors upload academic documents. In addition, there is the Gleaning subsystem that converts the non-PDF documents to PDF format and filters out the documents that are more appropriate, the Automatic Semantic Header Generator which locates information about the author, title, keywords, subject and abstract from the documents, and the CINDI Search subsystem which enables users to search for resources in the CINDI repository.

This thesis is based on the techniques that were used for the integration of subsystems, which includes porting of the Document Converter from the Windows platform to Linux. Enhancements were made to the Registration and Upload subsystem to allow multiple file uploads and improvements were made to the Graphical User Interface. The CINDI Search subsystem was redesigned to improve functionality and its interface was made more user-friendly. We have also developed an Annotation subsystem allowing users to make comments on documents in the CINDI repository.
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Chapter 1

Introduction

1.1 Overview

Concordia Indexing and Discovery System (CINDI) is a digital library that consists of subsystems which includes the CINDI Robot (CndRobot), the Conference subsystem (ConfSys), the Gleaning subsystem consisting of File Conversion subsystem (FCS) and Document Filtering subsystem (DFS), Automatic Semantic Header Generator (ASHG), CINDI Registration and Upload subsystem, the Search subsystem and the Annotation subsystem. CINDI robot uses “pull” technique to download the research papers from the websites of universities, professors and uses the search engines such as Google and Alta Vista to initiate its search. The Conference subsystem and CINDI Registration and Upload subsystem make use of the “push” technique allowing the authors to submit their paper to the CINDI repository. The non-PDF documents in the CINDI repository are converted into PDF format by a File conversion subsystem, after conversion these documents are transferred to a Document Filtering subsystem. Document Filtering subsystem extracts the textual information from these documents and checks whether they belong to CINDI accepted list or not, if the documents are listed in DFS accepted DTD (Document Type Definition) they are transferred to accepted documents repository else they are thrown into CINDI trash. The ASHG subsystem downloads the accepted documents from DFS and extracts information regarding their title, author, abstract, keywords and subject. This information is now indexed by the search module and is used for information retrieval by CINDI Search subsystem [1, 2, 3, 4 and 5].
1.2 Statement of the Problem

Developing an effective digital library poses some serious challenges. In CINDI Digital Library Project the subsystems CINDI Robot (CndRobot), the Conference System (ConfSys), the Gleaning subsystem, Automatic Semantic header generator (ASHG), CINDI registration and Upload subsystem and the Search subsystem were required to be integrated. These components were created by previous students as a part of their graduate work and were developed in different programming languages on different platforms.

While testing the subsystems for performance and enhancement we found that all of the subsystems were developed on the Linux platform except File Conversion subsystem. FCS uses Omniformat and PDF995 third party software and runs on Windows platform to convert different documents (DOC, HTML, PS, LaTex, RTF, TXT and XML) into PDF. Here we found that there was lot of overhead when we transfer files from Linux platform to Windows and back to Linux.

The CINDI Registration and Upload subsystem provided limited functionality by allowing authors to upload one file at a time and restricted file size to 4 MB. This was serious drawback when author had more than one file to upload, the method becomes tedious. Hence we were required to modify the subsystem to allow increased size upload of file and allowing system to upload multiple files at one time. The search subsystem of CINDI needed modifications because the previous user interface was quite complex to be used by user.
1.3 Purposed Solution

All of the CINDI subsystems were developed separately and they needed to be integrated. Integrating subsystems into an operational system is a complex job. The small systems can be assembled and tested in one phase, but this could not be done for the integration of the CINDI as there are numerous subsystems which are depended on each other. CINDI System required many integration phases, beginning with assembling subsystems into a bigger subsystem like Document Filtering subsystem and the new Linux platform based Document Converting subsystem were integrated into The CINDI Gleaning Subsystem, and then this subsystem was integrated with CINDI Robot. For Integrating CINDI System we have used bottom up data integration strategy.

We ported the File Conversion subsystem to Linux platform by using some of Linux internal commands and OpenOffice Basic macro language. The CINDI Registration and Upload subsystem has been modified; the new interface provides authors to upload multiple files at a time and with an increased upload limit of file. The annotation subsystem has also been added to the CINDI Registration subsystem, so users can add annotations to the documents they download, this will increase the rank of the documents [Details in Chapter 5].

The Search subsystem is redesigned and so its graphical user interface is simpler and easy to use. We have made search available to non registered users and also we have added advanced search techniques including simpler Boolean and phrase searches.
1.4 Organization of thesis

This thesis is organized as follows. In Chapter 2 the background of the CINDI digital library is discussed which includes an insight of the subsystems and their working. Chapter 3, illustrates the approach to port the File Conversion subsystem from Windows to Linux platform and an overview of the Document Filtering subsystem. Chapter 4 presents the enhancements that were made to the CINDI Registration and Upload subsystem, Chapter 5 illustrates a new search subsystem and its improved Graphical User Interface. In Chapter 6 the Annotation subsystem and its working is discussed. Chapter 7 illustrates the design and the working of Administrative Panel for CINDI Registration and Annotation subsystem. In Chapter 8 illustrate the methods and the techniques used to integrate the CINDI system. The experiments and evaluations are performed in Chapter 9 and Chapter 10 presents the conclusion, contribution of this thesis, and suggestions for future research.
Chapter 2

Background

2.1 Existing Search Systems

2.1.1 Alta Vista Search [24]
The AltaVista search environment consists of several components that are important for analyzing queries: the engine itself, which is accessible from the web page www.altavista.com, and the query logs, which store information about what queries are made to the engine. AltaVista is based on weighted boolean search. The keyword or basic querying consists of a collection of words, which are ORed together. The information about the query is stored in query logs. A query log contains a timestamp, exact query terms, a cookie that tells if two queries come from same user, query type basic or advanced and submitter’s ip address. When a searcher submits a query, then views a document, and returns to the search engine, the Alta Vista server logs this second visit with the identical user identification and query, but with a new time (i.e., the time of the second visit). This is beneficial information in determining how many of the retrieved results pages the searcher visited from the search engine. The query is stemmed and is checked for spelling. The results are listed by the exact match followed by the stemmed words. The query can have maximum of 393 terms which are ORed in basic search. The query log is maintained for query that share similar query terms and a new query log is created when user submits a new query.
2.1.2 Citeseer Search [24, 25]

Citeseer is an autonomous citation indexing system which indexes academic literature in electronic format. Citeseer identifies citations from the body of documents and rank paper, author, journal, etc based on the number of citations. The CiteSeer supports keyword search queries only. Citeseer's keyword search returns a list of citations matching the query or a list of indexed articles. The articles can then be browsed by following the links between the articles made by citations. The result also shows a set of BibTeX entries that matches the query.

Citeseer offers an interface schema $ICiteSeer$ that allows keyword retrieval only: $ICiteSeer = (keyword)$. The result schema $RCiteSeer$ is more sophisticated, it is source of information based on $keyword \rightarrow (title, author, year, link, citations, and similar documents)$. There is no spell check available for query correction and strict stemming is not implemented as results are listed differently for walk, walking, walked, etc. Citeseer also does not use any "stop" words (such as common words like "the," which indexing typically excludes), so it is possible to search for phrases containing initials. When searching the full text of indexed articles, Citeseer returns the header for matching documents along with the context of the articles where the keywords occur. Users can order documents according to the number of citations to them, their citations of important articles, or by date. Citeseer can display details of particular documents, including the abstract, full text, list of citations, and an active bibliography of related documents.
2.1.3 Google Search [21, 22]

Google is the search tool of the world’s largest and most powerful search engine. Google is an incredible tool allowing users to locate a wide array of literature on the Web, including web pages, tutorials, journals, abstracts, articles, theses, dissertations, books, PowerPoint presentations and technical reports from websites, forums, groups, universities, academic institutions, professional societies, research groups, and preprint repositories around the world.

The heart of Google's search technology is PigeonRank, a system for ranking web pages developed by Google founders Larry Page and Sergey Brin at Stanford University. The whole process works as follows: the documents are first parsed into words, then the words are represented by their stems, for example ‘walk’, ‘walking’ and ‘walks’ would be represented by the stem ‘walk’. A stop list is used to reject very common words, such as ‘the’ and ‘an’, which occur in most documents and are therefore not discriminating for a particular document. The remaining words are then assigned a unique identifier, and each document is represented by a vector with components given by the frequency of occurrence of the words the document contains. In addition the components are weighted depending on the number of web pages linking to that particular page. All of the above steps are carried out in advance of actual retrieval, and the set of vectors representing all the documents in a corpus are organized as an inverted file to facilitate efficient retrieval.

The subsystem of Google that works for academic documents is Google Scholar. Google Scholar was developed by Anurag Acharya, an Indian-born computer scientist. It is tool allowing researchers to locate a wide array of scholarly literature on the Web, including scholarly journals, abstracts, peer reviewed articles, theses, dissertations, books,
PowerPoint presentations and technical reports from universities, academic institutions, professional societies, research groups, and preprint repositories around the world. What makes Google Scholar most useful is its citation index feature. Google Scholar consists of articles, with a list under each article of the subsequently published resources that cite the article. In Google Scholar, "papers with many citations are generally ranked highest, and they get a further boost if they are referenced by highly cited articles".

Google Scholar ranks search results by how relevant they are to a query, considering the title and the full text of each article as well as the publication in which the article appeared and how often it has been cited in other scholarly literature. Further Google Scholar lists the latest articles first i.e. it list results from present to past. The advance search of Google Scholar allows users to search for documents based on authors, publication, date and subject, anywhere in document and in title of document.

2.2 Existing Annotation Systems

2.2.1 ComMentor

ComMentor [30] is a Web-based annotation system developed by the Stanford Integrated Digital Library Project and written in Perl. This annotation system is implemented as a Web browser.

When a reader views an annotated document, the annotated text is highlighted and an icon is displayed after it. The icon serves as a link to the text of the annotation. If the reader clicks on the icon a new window displays the annotation. The reader can also view
the text of the annotation by passing the mouse over the icon. To add a new annotation, the reader can highlight text in an HTML document and choose annotate.

2.2.2 Annotator™

Annotator™ [31] is an annotation system based on the ideas of Annotation Technology developed in Java. Annotator™ requires the user to start at a particular URL and log into the annotation database. When the user chooses to add a new annotation, she must highlight the text she wants to annotate. The annotations are normally are inline except when annotations are longer than a few lines or text, they are not added to the document as in-line notes, since this disrupts the flow of the original document.

2.2.3 Amaya

Amaya [32] is developed in Visual C++; it allows annotations as comments, notes, explanations, questions, references, examples, advice, correction or any other type of external remark that can be attached to a Web document or a selected part of the document. As they are external, it is possible to annotate any Web document independently, without needing to edit that document. When the user is making the annotation, he is asked to give details about the annotation, which constitutes the attributes of the annotation i.e. title, source document, author of document, rating and annotation text. The user can also search for annotations belonging to a particular subject or annotations made by a particular user. They can go in for a simple search where they select the subject category and enter the keywords.
2.3 An overview to CINDI Subsystems

The CINDI (Concordia Indexing and DIscovering System) system was conceived in 1994 by Dr. B.C Desai [38]. The purpose of developing such a system is to allow users easy search for and access to resources available on the Internet. It provides fast, efficient and easy access to Web documents by using a standard indexing structure and building an expert system-based bibliographic system using standardized control definitions and terms [3]. This chapter provides an overview to the CINDI subsystems, their working and an overview of the existing systems which works in similar context to that of CINDI subsystems. The figure 2.1 shows the subsystems and repositories of CINDI system.
2.3.1 CINDI Robot System [5]

CINDI web robot is a focused crawler, which starts with a set of seed URLs generated by the Seed Finder which uses a number of manually generated initial web sites from which other trusted web sites are generated. CINDI Robot extracts and follows the hyper links from the Web pages, filters unwanted documents, downloads and indexes relevant
documents in different file formats to local repository. Figure 2.2 shows the architecture of the CINDI Robot.

![Diagram of CINDI Robot](image)

Figure 2.2 Architecture of CINDI Robot - CndRobot

- **Seed Finder**: The main task of seed finder is to search for research documents. CINDI robot uses Google and Alta Vista search engine to locate a set of well selected seed URL for crawling the web.

- **Link Analyzer**: The task of link analyzer is to identify possible irrelevant directory names based on previous crawling experiences and the filtering results for downloaded documents.

- **File Fetcher**: File fetcher eliminates duplicated files, filters files with undesired filenames and sizes and checks file for digital signatures.

- **Statistics Analyzer**: Analyzes the information gathered from previous crawling and feedback provided by CINDI filtering subsystem to acquire knowledge on crawling history and documents downloaded.

2.3.2 Conference System [36]

The Conference system (ConfSys) is an electronic paper collecting system that allows authors of the conference to submit papers. The ConfSys system includes six types of
users: administrators, authors, reviewers, program committee members, program chair, general chair and conference participants.

The administrator’s main duties are: initializing ConfSys for a new conference and to create a user for general chair. When papers are called for conference, author signs up to the ConfSys and get author ID. The people who submit paper in conference are termed as authors in ConfSys. Reviewers are program committee members are selected by the general chair. Reviews give their reviews on the papers submitted by the author in ConfSys. A general chair is in charge of general management tasks during the conference preparation. The main duties of general chair are setting up conference topics, nominate reviewers, setup conference registration parameters and arrange conference. The program chair is nominated by the general chair. The main tasks of program chair are to allocate papers automatically, oversee that reviewers finish their tasks on time and make final decision of all papers. The last group of users in ConfSys is participant. Participant is anyone who wants to be part of the conference.

All the documents that are submitted by the authors are stored in the ConfSys database. These documents are in PDF format and have an associated XML file that stores the information about the title of the document, keywords, author, abstract and other information provided by author at the time of submission of paper. While integrating ConfSys system into CINDI system we have used these XML files and associated documents.
2.3.3 Gleaning System [4]

The subsystem consists of two modules first Document Conversion subsystem to convert all the documents received by robot into one unified format PDF and second one is Document Filtering subsystem that filters out documents that are not academic documents.

In previous version the File Conversion subsystem was developed on Windows platform using third party software PDF95 and Omniformat. During the enhancement of CINDI system we have ported this subsystem to the Linux system. The current file conversion module converts files of different format doc, txt, text, latex, html, ps, xml and rtf into a unified PDF format.

The second part of this system is Document Filtering Subsystem. The main function of Document Filtering subsystem is to filter out irrelevant documents. The subsystem makes use of Document type definition (DTD) for thesis, forum, academic papers, technical reports and FAQ (frequently asked questions). The subsystem extracts text out of the PDF documents converted by Document Conversion subsystem and verifies if the document is desired or not.

2.3.4 ASHG Subsystem [3]

Automatic Semantic header Generation (ASHG) module is heart of CINDI system. Since the majority of searches begin with a title, name of one of the authors, subject and abstract, CINDI made the entry of these elements mandatory in the semantic header. The main tasks of ASHG are to extract Author, Title, Keywords, Abstract and Subject
Headings. The semantic header is extracted for documents that get passed by the Document Filtering system.

ASHG tries to extract the title, the abstract, the keywords, subject and author. In order to locate the title we first look for the pattern title and what follows if found will be assumed to be the title. However, if that pattern is not found, we then select the first sentence of the document. For locating the abstract we look for the pattern abstract and if found we select everything till we meet a tab, otherwise, we select the first paragraph. The keywords are located within document by selecting the first few sentences of all the paragraphs. These sentences are then used as input to the word extractor that extracts the keywords. To locate the author(s) we look for the patterns edited by or written by in the first couple of sentences or the last couple of sentences. The e-mail is extracted by the looking for the @ symbol. The information that ASHG tries to extract from a documents is as follows:

1. **Title**: Title is the required field. It is a name given to the resource by its creator.

2. **Authors**: For the author and other responsible agents (editor, compiler), the information includes fields such as name, telephone number, fax number, and email address. At least the name or the organization and address is required.

3. **Keywords**: This field contains a list of keywords used in the resource.

4. **Abstract**: The abstract of the documents is either provided by the author or generated by ASHG.

5. **Subject**: Subject field contains a list of possible subject classifications of the resource.
Figure 2.3 shows the Semantic header generated for the document; if the desired fields are found they are added to structure else the structure is left empty. An example of the syntax used in ASHG to govern the extraction is shown below [3]:

<semhdr>
  <title>
  Semantic Lexicon Construction: Learning from Unlabeled Data
  </title>
  <author>
  Rie Kubota Ando
  </author>
  <abstract>
  This paper considers the task of automatically collecting words with their entity class labels, starting from a small number of labeled examples ('seed' words). We show that spectral analysis is useful for compensating for the paucity of labeled examples by learning from unlabeled data. The proposed method significantly outperforms a number of methods that employ techniques such as EM and co-training.
  </abstract>
  <keywords>
  Baseline algorithms, Bootstrapping, Similarity
  </keywords>
</semhdr>

Figure 2.3 An Example of Semantic header generated by CINDI

2.3.5 CINDI Search Subsystem [37]

This is a user search interface to perform search on documents in CINDI repository. Search can be basic search where user entered query is broken down into keywords and is searched. User can also make use of advanced search module where user can search only
within title, abstract, author or other fields. The advanced search technique includes boolean operators, phrases, truncation and wildcard operators. This is further explained in Chapter 5 in this thesis.

2.3.6 CINDI Registration and Upload Subsystem [37]
This subsystem allows users of CINDI system to register with CINDI. Registered user can select either of one of two roles annotator or contributor. Annotator is allowed to make annotations on documents in CINDI repository and contributors are allowed to upload their documents to the CINDI registration and upload subsystem. These documents are then transferred to Document Conversion subsystem for conversion into PDF if their current format is non PDF. After that they are passed through Document Filtering subsystem and then by ASHG. Documents that do not meet the intension of CINDI are discarded.

2.3.7 CINDI Annotation Subsystem [37]
Annotation subsystem works hand in hand with CINDI registration and Upload subsystem. When a user is registered with CINDI system they are given permission to make annotation on the documents they have downloaded. These annotations can later, are searched with annotations search module and advance annotation search module.

2.4 Conclusion
Reviewing the literature we derived following conclusions:
Search Subsystem: We studied that the Google, Altavista and Citeseer have similar search systems. These systems have their own ranking techniques to rank the documents
i.e. there is no involvement of the users. They take number of citations to the documents to increase or decrease the page rank of the document. While developing CINDI search subsystem we took a different approach by allowing the user search to increase the rank of the documents. We have also provided users with advanced functionality allowing them to restrict their search only on title, author, abstract, keywords and subject.

Annotation Subsystem: We reviewed ComMentor, Annotator and Amaya annotation system to develop our CINDI annotation subsystem. These annotation subsystems allowed adding annotations within the document, attached to the document, and more. The documents in the CINDI repository consists of copyrighted work of authors hence we cannot allow them to add annotations within the document. Hence we have added annotation as separate notes that are linked to the parent document.

Integration: We studied all the existing subsystems of CINDI, and developed a bottom up integration strategy to create a unified system.
Chapter 3

File Conversion Subsystem

3.1 Overview of existing system

File Conversion subsystem (FCS) [4] is a part of CINDI Gleaning Subsystem [4]. The Gleaning subsystem consists of File Conversion subsystem and Document Filtering subsystem (DFS). CINDI system accepts documents in HTML, TXT, LaTeX, RTF, PS, DOC, XML, TEX and PDF format. These files format are converted into a unified PDF format by File Conversion subsystem and later is filtered by Document Filtering subsystem.

3.1.1 File Conversion subsystem

The purpose of File Conversion subsystem is to provide a single document format to facilitate document processing in the subsequent subsystems of CINDI. Since PDF is emerging as the current favorite format for electronic documents, it was chosen as the single format for CINDI. FCS was developed by Tong Zhang, in 2004 as a part of her graduate thesis. FCS checks for the CINDI robot database on Linux platform every 30 minutes. When CINDI robot adds non-PDF documents in its database, a daemon transfers the newly added documents securely and automatically from the non-PDF repository on Linux to repository on Windows platform for conversion. FCS employed third party software PDF995 and Omnifont to convert downloaded documents in PDF files. After conversion, FCS sends the PDF version of documents back to the temporary repository on the Linux platform for filtering.
3.1.2 Document Filtering Subsystem [4]

DFS is the other half of the Gleaning subsystems that filter out irrelevant documents from CINDI repository. DFS matches the document one by one with the DTD of theses, technical reports, academic papers, and FAQs. If the document matches one of them, DFS treats this file as an acceptable document and saves it in the permanent repository. If this document fails all of these DTDs, it is sent to the CINDI trash.

The documents downloaded from the Web by the CINDI Robot and CINDI registration and upload system are processed by DFS into two subsets: accepted and rejected as described in the following formulas; the former set contains documents which are accepted and the latter set contains files which are rejected. The academic documents like thesis, reports, paper and FAQ belongs to our accepted list.

\[ \text{downloads} = \text{accepted} \cup \text{rejected} \]

\[ \text{accepted} = \{ f : | f \land \text{downloads} \land ( f \in \text{thesis} \lor f \in \text{report} \lor f \in \text{paper} \lor f \in \text{faq} ) \} \]

\[ \text{rejected} = \{ f : | f \land \text{downloads} \land ( f \notin \text{thesis} \land f \notin \text{report} \land f \notin \text{paper} \land f \notin \text{faq} ) \} \]

If DFS finds a document \( d \in \text{accepted} \), then \( d \) will be accepted; in contrast, if \( d \notin \text{accepted} \), then DFS will reject this document and put it into the CINDI trash.

When DFS starts processing a document it assumes that it could be one of the acceptable types of documents and tries to match it to its Document type definition (DTD) that consists of front matter, body and back matter. The front matter has a title, abstract, table of contents and more, the body consists of paragraphs in particular format and the back matter is bibliography, references and appendix.
3.2 Statement of Problem

In order for CINDI system to grow and prosper, we need to broaden it usability and speed. While testing the File Conversion subsystem we discovered some drawbacks. These drawbacks are listed below.

3.2.1. Time Overhead: The File Conversion subsystem was wasting lot of time in downloading files from Linux platform to Windows platform and uploading the converted file to Linux server. The process was tedious because on average CINDI robot download thousands of documents every day and these documents needs to be converted. In order to download these documents and uploading back we have some serious overhead.

3.2.2. Linux Format files conversion problem: As the previous Document Converter uses Windows PDF converter i.e. PDDF995. FCS used another program to convert LaTex files into PDF.

In order to fix these problems we have ported the DFS to Linux machine. The next section discusses about how this system was ported to Linux and the challenges that we faced while developing DFS on Linux platform.

3.3 Purposed Solution

The CINDI Robot is a subsystem used for collecting significant documents related to the topics of interest for a particular CINDI file from the Web. It retrieves information from remote sites using standard HTTP protocols through graph-traversal algorithm. It first downloads an initial set of URLs and then parses the associated documents to extract additional URLs pointing to other documents. The documents
are categorized into two storage PDF and non-PDF. Non-PDF documents have one of these extensions TXT, PS, RTF, HTML, XML, DOC and LaTeX. We will begin step by step how we converted non-PDF files into PDF. Figure 3.1 shows the architecture of DFS.

![Diagram](image)

Figure 3.1 Architecture of Document Conversion Subsystem
3.4 Modified Subsystem

3.4.1 Converting TXT documents into PDF

The .txt is a filename extension for files consisting of text with very little formatting. To convert TXT file into PDF we have first converted TXT document into PS and then converted PS into PDF.

Step1: Convert TXT document into PS document, we make use of GNU a2ps [6] filter. GNU a2ps is a filter which generates PostScript from various formats, with strong support for many alphabets, and customizable layout. Calling a2ps is fairly simple and syntax is shown below:

Shell> a2ps [OPTION]... [FILE]...
Shell> a2ps doc.txt doc.ps

Now we have file doc.ps from our text file doc.txt. The second step is to convert this PS file into PDF. We have achieved this by making use of ps2pdf filter.

Step2: The ps2pdf filter converts PostScript to PDF using ghostscript [7]. The syntax of using ps2pdf is given below:

Shell> ps2pdf [options...] {input.[e]ps-} [output.pdf-]
Shell> ps2pdf [options...] {doc.ps-} [doc.pdf-]

The resultant document is now PDF named doc.pdf in our case.
3.4.2 Converting PS documents into PDF

To convert PS to PDF we have made use of ps2pdf filter. The procedure is same as described while converting text document step 2.

3.4.3 Converting LaTeX documents into PDF

There are two ways to convert Tex documents into PDF. These two ways are shown in figure 3.2.

![Diagram showing conversion process from LaTeX to PDF](image)

Figure 3.2 Ways to convert Tex into PDF

In figure 3.2 we see that one way to convert LaTeX documents into PDF is to convert .tex file into .dvi document using latex [8] filter and then convert .dvi file into .ps file using dvips filter, now convert ps document to PDF using ps2pdf filter. The second way is simpler i.e. to make use of pdflatex filter and convert TEX document to PDF in one step. We have made use of second approach i.e. pdflatex [9] filter to convert Tex files into PDF. The pdflatex filter is based on the original eTeX sources and Web2c, and has been successfully compiled on UNIX, Win32 and DOS systems. Latex only handles figures that are PS or EPS. Currently CINDI robot is not downloading associated PS or EPS files; therefore we are only converting LaTeX files with text only. The further
improvement can be to download all latex files into one directory and then convert them as one file. If the file argument has no extension, ".tex" will be appended to it. The syntax of the command is listed below:

Shell> pdflatex file.tex file.pdf

3.4.3 Converting DOC, RTF, XML and HTML documents into PDF

In order to convert Doc, RTF, XML and HTML documents into PDF we have made use of OpenOffice. We have developed macros in OpenOffice Basic language that convert these kinds of documents into PDF documents.

OpenOffice.org [10]

OpenOffice.org is an Open Source project which provides an office suite available for many operating systems including Linux, Microsoft Windows, MacOS X, Solaris, FreeBSD, OpenVMS and IRIX. OpenOffice.org aims to compete with Microsoft Office and emulate its look and feel where suitable. It can read and write most file formats found in Microsoft Office, and many other applications; an essential feature of the suite for many users. OpenOffice.org has been found to be able to open files of older versions of Microsoft Office and damaged files that newer versions of Microsoft Office itself cannot open without specified add-ons [11].

OpenOffice.org is a collection of applications [12] that work together closely to provide the features expected from a modern office suite. Many of the components are designed to mirror those available in Microsoft Office.
OpenOffice Basic [13]

OpenOffice.org Basic is a programming language similar to Microsoft Visual Basic for Applications (VBA) and is based on StarOffice Basic. OpenOffice.org Basic is available in the Writer and Calc applications. It is written in functions called subroutines or macros, with each macro performing a different task, such as counting the words in a paragraph. OpenOffice.org Basic is especially useful in doing repetitive tasks that have not been integrated in the program.

OpenOffice Basic is a macro language of OpenOffice. We can start up OpenOffice from the Linux or Windows command-line prompt with instructions to run a particular macro, and we can even pass a filename as a parameter to that macro. Adding the -invisible switch to the command line tells OpenOffice to start up without the graphical user interface (GUI). Putting all these features together and we can use a command line that can converts a Microsoft Office file to an OpenOffice file or an Acrobat file with no use of the GUI. To convert a hundred files, we can use a scripting language or a shell script to create a batch file. Below is the list of documents which have used this technique to convert parent form into PDF using OpenOffice Writer and OpenOffice Basic macro language.

3.4.4 Conversion of DOC documents into PDF: To convert DOC documents into PDF we have made use of OpenOffice macros. To create a macro module in OpenOffice to store these macros, pick Macros from the OpenOffice Tools menu and then pick Organize Macros, OpenOffice.org Basic, Organizer, and New to create a new module. Name the module DOCtoPDF and click the Close button. The new Module will show up
as /My Macros/Standard/DOCtoPDF in the macro module tree listing, as shown in figure 3.3.

![Figure 3.3 Module tree listing of Macro DOCtoPDF](image)

Now we select DOCtoPDF macro and then click Edit. Here we add following listing as code and save the module.

```vba
' Save document as an Acrobat PDF file.
Sub SaveAsPDF( cFile )
    cURL = ConvertToURL( cFile )
    oDoc = StarDesktop.loadComponentFromURL( cURL, "_blank", 0, _
        Array(MakePropertyValue( "Hidden", True ),))
    cFile = Left( cFile, Len( cFile ) - 4 ) + ".pdf"
    cURL = ConvertToURL( cFile )

    ' Save the document using a filter.
    oDoc.storeToURL( cURL, Array( 
        MakePropertyValue( "FilterName", "writer_pdf_Export" ),) 
    
    oDoc.close( True )
End Sub
```

Here have made use of “writer_pdf_Export” filter provided by OpenOffice to convert our doc document into PDF with the same filename and .pdf extension. This module runs as a part of a batch script from command line and when ever we find a doc file in our temp non-PDF directory we call this macro. The syntax to call this macro is listed below.
3.4.5 Conversion of XML, HTM and HTML documents into PDF

We have followed the same procedure describe above to convert XML, HTM and HTML files into PDF. We have created a macro HTMLtoPDF that converts these files into PDF.

The code for this macro is listed below.

```vbnet
Sub SaveAsHTML(cFile)
    cURL = ConvertToURL( cFile )
    oDoc = StarDesktop.loadComponentFromURL( cURL, "_blank", 0, _
        Array(MakePropertyValue( "FilterName", "HTML (StarWriter)" ),_
            MakePropertyValue("Hidden",True)) )

    cFile = Left( cFile, Len( cFile ) - 5 ) + ".pdf"
    cURL = ConvertToURL( cFile )

    ' Save the document using a filter.
    oDoc.storeToURL( cURL, Array( _
            MakePropertyValue( "FilterName", "writer_pdf_Export" ) ) )

    oDoc.close( True )
End Sub
```

The code for converting HTML and XML into PDF is similar to converting DOC into PDF except for use of HTML (StarWriter) filter that parses the HTML.

The call to this procedure is listed below.

```
ooffice-invisible
"macro://Standard.HTML.SaveAsHTML(/home/c_intgrt/temp/test.html)"
```
3.4.6 Conversion of RTF into PDF

Conversion of RTF document into PDF takes place in two steps. In first step we convert RTF document into OpenOffice document and in step two we convert the converted OpenOffice document into PDF.

Step 1: Convert RTF to OpenOffice format: This is achieved by creating another macro to convert RTF into OpenOffice format. The code for this macro is listed below.

' Save document as an OpenOffice file.

Sub SaveAsOOO( cFile )
    cURL = ConvertToURL( cFile )
    oDoc = StarDesktop.loadComponentFromURL( cURL, "_blank", 0, _
        Array(MakePropertyValue( "Hidden", True ,)),)

    Select Case LCase(Right(cFile,3))
        Case "doc"  ' Word file.
            cFileExt = "rtf"
        Case "rtf"  ' Rich Text Format File.
            cFileExt = "xxx"
    End Select

    cFile = Left( cFile, Len( cFile ) - 3 ) + cFileExt
    cURL = ConvertToURL( cFile )

    oDoc.storeAsURL( cURL, Array() )
    oDoc.close( True )

End Sub

Step 2: After the above macro convert RTF file into PDF file we can use the same conversion module used for converting DOC into PDF. The synax to achieve this conversion is listed below.

\texttt{ooffice -invisible}\n
"macro:///Standard.RTFtoOOF.SaveAsOOO(/home/c_intgrt/temp/test.rtf)"

\texttt{ooffice -invisible}\n
"macro:///Standard.DOCtoPDF.SaveAsPDF(/home/c_intgrt/temp/test.xxx)"

The above command will give out test.pdf as output file.
3.4.6 Conversion of Open office format into PDF

In order to convert OpenOffice files into PDF we can make use of same macro that we have created for converting DOCtoPDF. So, this conversion will be achieved in one step syntax is stated as follows.

```
ooffice -invisible
"macro:///Standard.DOCtoPDF.SaveAsPDF(/home/c_intgrt/temp/test.odt)"
```

Working of Document Conversion Subsystem

In the above section we discussed how we achieved to convert different types of files into the unified PDF format. In this section we will discuss how they are integrated together to work as CINDI converter. We have created a C++ daemon on Linux that monitors the non-PDF directory. This is achieved by creating Linux cron job. Cron is the name of program that enables UNIX or Linux users to execute commands or scripts automatically at a specified time/date. When cron job finds that there are files that are added by robot in the directory it following the procedure listed in algorithm below.

**Algorithm Convert into PDF**

**Input:** TXT, PS, RTF, HTML, XML, DOC and TeX documents

**Output:** PDF Documents

```
for file in /non-pdf repository
{
    do
        if
            // Text File
            {
                a2ps file.txt file.ps
                ps2pdf file.ps file.pdf
                mv file.pdf/pdf-repository
            }
        else if
            // LaTex File

```
Algorithm: Document Conversion CINDI Gleaning Subsystem
Chapter 4

CINDI Registration and Upload subsystem

4.1 Overview

The CINDI Registration and Upload subsystem [14] enrolls different kinds of users to become contributing authors of the CINDI system. These users play different roles while making use of CINDI search; they can choose their role to be a contributor or a user.

- Guest is a person who is allowed to make search and download documents from CINDI repository.
- User is a person with an authorized access to make annotations for the resources in the CINDI repository.
- Contributor is a person who is a potential contributor of academic document to CINDI system. A contributor can upload a document to the CINDI system; such documents are verified and if found suitable are added to the CINDI repository.

An unregistered user can register in the CINDI system by filling in a registration form. The form inputs number of fields and on successful completion of the form an email is sent giving a randomly generated password and the username which the user email is given in the time of registration. Once user is registered and has a username and password they can login into the CINDI system. The system checks whether the username and password are correct by sending information to the server, if the information is incorrect then an error message is displayed. If the username and password match the users get redirected to Search interface, as users can only search and
annotate, whereas if the user is contributor they are redirected to upload resource interface.

The figure 4.1 shows the architecture of the CINDI registration and Upload system.

![Figure 4.1 Architecture CINDI Registration and Upload Subsystem]

The architecture of the CINDI registration allows guests and registered users to search in CINDI repository without signing in. Authors can upload their resources into CINDI system by becoming contributors. When a document is uploaded into CINDI registration it is passed to File Conversion subsystem if it is not in PDF format it is converted and then document is filtered to verify if it fulfills the requirement to fit in CINDI repository. If the document gets accepted by filter it is added to CINDI else it is sent to trash. The contributor is not yet notified about the document getting accepted or rejected by the CINDI.
The contributor is allowed uploading the document in one of these formats HTML, RTF, DOC, PS, TXT, PDF and TEX. The PDF converter checks if these are in format other than PDF.

The registration and upload subsystem validation checks are developed using AJAX [15, 16] technology. The reason for using AJAX is to improve the user experience, faster response time and providing dynamic content without post backs some validation is required. The upload of the document module is redesigned from previous version developed by Y. Xiaome in 2001 as a part of master's major report, to select one or number of files to upload at one time. The upload module allows the contributor to upload files in batch mode. The files are uploaded to the CINDI directory from where it is picked up by PDF converter.

4.2 Problems

In this section, we will come across most common problems that were found while testing CINDI Registration and Upload subsystem. Some of these problems are development techniques, interface designing and others were modifications. Below is the list of problems that were found:

4.2.1. Upload Module: After contributors get validated they can upload their research paper. Incase user have more than one file to upload they need to upload one by one. This was tiring job when contributor has number of documents, besides there was no way by which user can cancel upload if by mistake he made selection to wrong file.

4.2.2. Unnecessary Post backs of Information: The old system makes use of PHP and MYSQL, which makes posting of whole webpage to do a small
validation check. This means if the username was already in use the user needs to click on submit button and now the page sends data to server which sends error that username in use. There are many other ways in which these posts back of information created long overheads while registering users/contributors.

4.2.3. **Forced Login:** The user/contributor was required to login to system in order to make a search.

4.3 Revision of Registration and Upload subsystem Interface

**Contributor/ User Interface:** The first step in order to become user/ contributor to CINDI system is to be registered. This is done by entering the registration form which is developed in PHP using AJAX techniques. The figure 4.2 shows the input for contributor registration form for registering to CINDI. The following information is required to be filled for getting registered into the CINDI registration system.

- **First Name:** First Name is the First Name of user/contributor; it is a mandatory field of information.
- **Last Name:** Last Name is the Last Name of user/contributor; it is a mandatory field of information.
- **Nickname:** Nickname is the screen name of user/contributor; it is a mandatory field of information, it has to be unique within CINDI system. This information is used by Annotation subsystem of CINDI to post annotations.
- **Email:** Email is the email address of the user/contributor; it is also used as login id for the CINDI registration and annotation system. It is a mandatory field of information.
• Country: This piece of information is required when user registers as a contributor. It is mandatory field in case of contributor, for normal users this option is not visible.

• Organization: This piece of information is selected by contributors stating their organization or institution. Organizations are listed only after country is selected as they vary from country to country. If the organization is not in CINDI database user can send an email to webmaster and come back later to register as contributor.

• Secret Question/ Answer: This information helps users to rest their password. If user forgets his password he needs to provide this information that allows him to reset password right away, otherwise he needs to reset it by providing his email.
The figure 4.2 shows that the nickname `cindi` is not available and asks user to select some different username and lists a few examples. The user can now either select from the listed provided by the system or try with some other username. When registration is successful an email is sent to user with information regarding username and password. Now user logs into the system by the welcome registration page. This page checks for username and password, if information provided is not correct XMLHttpRequest is returned with a value of false and an error message is displayed without any kind of post back. This can be seen in figure 4.3
Welcome to the CINDI System

The CINDI system is a virtual library that caters to academic and professional users and contributors; currently it is limited to the domain of Computing Science. The users are defined as those who search through the library virtual catalogers to find the information that they need and download it. The contributors are defined as those who classify and upload the information to enrich the library source.

If you would like to contribute high quality original articles, reports etc., please access Contributor Registration Now. If you would be interested in using our system, please Sign up for User Registration.

In case of any problems in registration you can contact webmaster.

©2006 - CINDI Research Group

Figure 4.3 showing login screen CINDI registration system

4.3.1 Upload Interface

The contributor after logging in to the system can upload files to CINDI repository, edit personal information, Search CINDI system and make annotations. The figure 4.4 shows the file upload module developed in PHP, HTML, JavaScript and AJAX allowing multiple file uploading. The reason for using AJAX is that the browser-based file uploads (used in previous registration and upload system) involves the HTML <input type="file"> tag. When uploading file size exceed 10MB it often causes a very poor user experience. Once a user submits the file, the browser will appear to be inactive while it attempts to upload the file to the server. While this is happening in the background, many impatient users would start to assume that the server has “hanged” and would try to submit the file again. This of course, only makes matters worse.
In an attempt to make uploading of files more user-friendly, many sites display an progress animation (such as a rotating icon) once the user submits the file. Although this technique may be useful in keeping the user distracted during the upload to the server, it offers very little information on the status of the file upload. Another attempt at solving the problem is to implement an ftp program that uploads the file to the server through FTP. The drawback with this solution is that it limits users to have knowledge of ftp software. Hence we have applied a fresh approach and implemented an AJAX-powered component that will upload the file to server, monitors the actual progress of a files upload request and allow multiple file upload.

![File Upload](image)

Figure 4.4: Showing multi file upload Contributor Interface

Steps to upload files to CINDI repository are as follows:

1. Contributor clicks on add button to add a document to upload list. More than one file can be added by clicking on add button and browsing the location of file.

2. The document can be removed from the list by clicking on remove link. All the files in the upload list can be uploaded in at batch by clicking on upload button or
individually by clicking on upload link. There is a progress bar for each file getting uploaded to the server providing information about the amount of file uploaded.

3. To clear previous uploaded list contributor can click clean button which refreshes the upload module and erases the history of Upload.

4.3.2 Personal Information Interface

We have provided interface to CINDI users to manage their personal information. Users can modify their personal information that they have entered at time of registration. This allows them to change their first name, last name or reset password.

If user doesn’t remember their password they can reset their password by receiving an email or answering the challenge question filed during time of registration. The user can delete their account from CINDI by filling unregister form.

The users and contributors can make annotations on documents in CINDI repository by making use of Search subsystem and Annotation subsystem explained in Chapter 5 and Chapter 6.
Chapter 5

CINDI Search Subsystem

Overview of Search in CINDI

While an immense amount of material is now easily accessible on the Web, locating specific information remains a difficult task. An inexperienced user may find it next to impossible to find the information she wants; even an experienced user may miss relevant Web pages. Due to the size of the World Wide Web and its inherent lack of structure, finding what one is looking for can be a challenge.

The CINDI system discovers research documents using the CINDI robot by a pull technique from websites and a push technique using the ConfSys and CINDI’s registration and Upload subsystem. All documents are converted to a unified format PDF and are passed though CINDI Filtering subsystem to delete inappropriate ones. These documents together form a repository for which CINDI search Module is built. The information about these documents is stored in MySql database.

5.1 Enhanced Search Subsystem

Due to the enormous amount of academic documents available in CINDI repository, the search module is essential for finding specific and appropriate information. We have made enhancement for Search module interface and backend functionality associated with it for implementing these features. We preserved features from old version and have implement them in manner that it fits into usability of present search module.
5.2 Architecture of Search Subsystem

The CINDI Search system architecture consists of three main components: (i) a document parser and database creator Automatic Semantic Header Generator (ASHG) [3], (ii) a module that locates the desired document, (iii) a database browser interface that supports search by keyword and browsing by similarity links. Figure 5.3 is the diagram of the architecture of CINDI search module.

![Diagram of CINDI Search Subsystem]

Figure 5.1 Architecture of CINDI Search subsystem

5.3 Automatic Semantic Header Generator (ASHG) Storage

The automatic semantic header database [3] consists of information about the documents that are parsed through automatic semantic header generator. The documents in CINDI repository are academic documents that are uploaded into repository in two ways:

4.3.1. Push Paradigm: means that the documents is submitted by authors

4.3.2. Pull Paradigm: means that the documents are fetched by the CINDI robot
These documents are parsed and title, authors, abstract, keywords and subject information is extracted and inserted into database. This information is located for all the documents and is inserted into the MYSQL database. This forms the final database that is used for searching and locating the information in the CINDI repository.

5.4 Full-text Index

A full text index consists of an entry for every occurrence of each word, and hence is generally the largest in size of the indexes discussed; the index also allows the highest accuracy (but not necessarily highest precision). This large index increases I/O needed for searching, but on the other hand there is no need to scan documents for stop words [17]. Hence a full-text index is implemented to meet the search goals of CINDI Search module.

Full-text index allows fast and flexible retrieval of keyword-based query of text data stored in a database. In contrast to the LIKE predicate, which only works on character patterns, full-text queries perform linguistic searches against this data, by operating on words and phrases based on rules of a particular language. The performance benefit of using full-text search can be best realized when querying against a large amount of unstructured text data. A LIKE query against millions of rows of text data can take minutes to return; whereas a full-text index query can take only seconds or less against the same data, depending on the number of rows that are returned.
The full-text indexes can be built on columns that contain char, varchar2, text, date and BLOB data. The full-text index provides easy implementation for advance querying, phrase querying and stop words elimination support [39].

We have created full-text index on ASHG database fields. Figure 5.2 shows database model of CINDI search database on which we have created full-text index.

![Database Model Diagram]

Figure: 5.2 Show database model of the search module

5.5 Graphical User Interface

Existing search system

In older version of CINDI system [2] the user needs to register to search to the repository. The graphical user interface of this search sub-system is shown in Figure 5.3 the registered users can input items such as: title, authors, keyword, and subject, sub-subject, and sub-subject of the resource. Alternatively, users can input only the fields that they know. The system uses three level subject hierarchy pulls down menu for searching by subject.
The system also had support for advanced search where users can specify conjunctive or disjunctive operations among the search items. The figure 5.4 shows the advanced search module for the older version of CINDI.
Two main search engine components are important to carry out a successful search [18]:

(I) The user interface, where the user types the query keywords and the search results are shown.

(II) The search process, which seeks the requested information and orders the results by relevance; and

Since individuals interact with the search tool to set up a search task and explore the results, it is essential that user interfaces be easy to use and accessible to all. Therefore designing a good graphical user interface is as important as developing the backend of the search module.

Common problems encountered in navigating in the results of searches can be summed as follows:

5.6.1. Lack of context – The user has access to only a small portion of the target documents i.e. only title and author are listed in search results with no details about the text within the document. A better approach would be to present the user an abstract or part of the introduction of the target documents.

5.6.2. Keyboard navigation – Some users prefer to use the keyboard over the use of mouse (i.e. pointing, scrolling, selecting, etc.); they move around the page using keyboard commands, such as Tab key, arrow keys, and so on.

5.6.3. Information overload – Portions of the information that is displayed when user makes search. For example rather than displaying information about whole documents it might be better to display only title and some abstract. This will help user to select detailed information when desired.
Taking into consideration the above issues and the interface of previous version we use the following principles in redesigning the interface for CINDI search module:

**Easy location:** - The objects are placed in specific locations and so that they can easily be noticed by the users. A search textbox on every webpage; this allows user to modify the search criteria from any webpage.

**Highlighting the search terms in the result:** - The task of the highlighter module is to highlight the search terms. The highlighter deletes stop words from query and only non stop words keywords.

**Arranging the results:** - The results are arranged in a tabular form according to their rank. Each webpage display thirty results per page with their title and abstract. The limit of number of results can be altered by the user by setting preferences. Whenever user finds some document of interest he can click on title to see the full abstract of the document and the number of hits for it.

**Help links** [19]: Interface has been assigned a scale of importance so that users can reach most important elements quickly. Help links are provided on each step so that user doesn’t feel lost in the middle of a search.

In order to refine older graphical user interface of CINDI search module we have used a graphical layout divided into three sections figure 5.5:

1. **Sign In and help:** Allows registered users to login in to CINDI system to upload resources or to make annotations. The help link provides the help manual for CINDI search.
2. Navigation Bar: The navigation bar consists of links that for advanced search, submit document and more.

3. Search box: This is the textbox where user enters the search terms.

![Concordia Indexing and Discovery System](image)

Figure 5.5 Logical sections of modified graphical layout of CINDI search

User inputs search terms in the textbox and submits the query by pressing return or the search button. The results of the query are displayed in tabular form shown in figure 5.6.

![Interface of results displayed by CINDI search module](image)

Figure 5.6 Interface of results displayed by CINDI search module
The user gets a brief summary for a document by clicking its title. Figure 5.7 shows the sample of the summary displayed when the user clicks on a title. The display shows the document title and abstract along with other information such as (number of times document has been downloaded by user), Pages (number of pages in the document), comments (number of comments made by other users on the document) and similar documents. User can click on the PDF image to download the document in PDF format.

**Overcoming the Majority Barrier in LargeScale Systems**

No. of comments added by users

Abstract of Document

Abstract: In asynchronous environments such as the Internet, the majority barrier prevents us from achieving consensus when more than half of the nodes fail. We argue that the majority barrier significantly limits the scalability of practical systems such as peer-to-peer systems. To overcome the barrier realistically, this paper proposes a witness model that probabilistically strengthens the traditional asynchronous model for largescale systems. The model is motivated by the prevalence of large partitions in today’s Internet, namely, reachability is far from trivial. Our assumptions in the model are strictly weaker than those in previous approaches. To show that the model is realistic, we carefully use real Internet measurements to validate... (cont.)

Similar documents recommended:

- Automating the Meta Theory of Database Systems — 50%
- Modeling Distance in LargeScale Networks — 50%
- Locating Data Sources in Large Distributed Systems — 50%
- Development of the Domain Name System™ — 50%

Similar documents based on text

Figure 5.7 shows the information displayed to user when user clicks desired document

In case the user wants to search for some terms appearing in the titles, or within the abstract of the paper. She can make use of CINDI advanced search. Figure 5.8 show the graphical layout of CINDI advanced Search.
When a user searches for the term "database" appearing in title only, then the result would be as shown in Figure 5.9.

Figure 5.8 CINDI Advanced search Interface

Figure 5.9 CINDI advanced search result for search 'database' in Title as mandatory parameter
5.6 Implementing Basic Search

The first query to the CINDI Search module is keyword search, which can be used to return a set of documents matching the query. One of the key advantages of keyword search is its simplicity – users do not have to learn a complex query language, and can issue queries without any prior knowledge about the structure of the underlying data. Since the keyword search query interface is very flexible, queries may not always be precise and can potentially return a large number of query results, especially in large document collections.

Keyword Query Results

We now define the results of keyword search queries for CINDI System. There are two possible semantics for keyword search queries. Under conjunctive keyword query semantics, elements that contain all of the query keywords are returned. Under disjunctive keyword [20] query semantics, elements that contain at least one of the query keywords are returned. In CINDI search the conjunctive keyword query are ranked higher than disjunctive keyword query. Hence the result will present documents that contain all of the keywords followed by document that contain some of the keywords.

Consider a keyword search query consisting of \( n \) keywords:

\[
Q = \{k_1 \ldots k_n\}. \text{ Let } R_0 \{v | v \in NE \land \forall k \in Q (\text{contains}^*(v, k))\} \text{ be the set of elements that}
\]
directly or indirectly contain all of the query keywords. Here \( NE \) is set of columns in database were keywords are to be searched; \( R_0 \) is the current record among list of record that is being search, \( v \) search term entered by user and \( k \) contains the keyword.
Result \((Q)\) thus contains the set of elements that contain at least one occurrence of all of the query keywords, after excluding the occurrences of the keywords in sub-elements that already contain all of the query keywords.

CINDI search

The query for the basic search starts when a user inputs some text in the search textbox. The text is broken down into tokens of separate words. Then CINDI search module eliminates stop words string. The remaining tokens are transformed using the porters stemming algorithm \([26]\) to get stemmed tokens. Now the weights are assigned to the tokens, the search terms (i.e. non truncated tokens) given by the user are assigned more weight than the truncated tokens. This query string is passed to CINDI search subsystem that locates relevant documents. Before displaying the results to the user the documents in the results are ranked based on the number of tokens found in each. If the query contains more than one term we perform AND operation \(K_1 \text{ AND } K_2\) (\(K_1\) and \(K_2\) are search terms) followed by results \(K_1 \text{ OR } K_2\) gets stored in List1. List2 is created by listing records in List1 in ascending order; by number of annotations and number of hits. This List1 is then merged with List2 of documents created by the popularity of the document. The rank value is added to documents in list 1 and the result is displayed in ascending order. The algorithm for keyword search is given below:

**Input:** Keywords \(\{k_1, \ldots, k_n\}\)

**Output:** Ranked documents containing keywords \(\{k_1, \ldots, k_n\}\)

\[
\text{list} \leftarrow \text{Tokenize} \text{ (keywords)}
\]
For each keyword in list do

If keyword \( k_i \) = stop words
then delete keyword

If keyword \( k_i \) != stemmed
then potters_algorithm(keyword)

new_list <- (keywords + stemmed keywords)

document_list <- ranking( all keywords > some keywords > stemmed keywords)

document_list <- max_hits_ascending(document_list)

return document_list

Algorithm CINDI Keywords Search in basic search module

In table 5.1 we compare the steps for a query CINDI search with Citeseer and Google Scholar.

<table>
<thead>
<tr>
<th></th>
<th>CINDI</th>
<th>Google Scholar</th>
<th>Citeseer</th>
</tr>
</thead>
<tbody>
<tr>
<td>Automatic Stemming</td>
<td>In CINDI we have used Porter stemmer to implement stemming</td>
<td>The Google scholar provides automatic stemming using Porter stemmer</td>
<td>The Citeseer does not implement any stemming</td>
</tr>
<tr>
<td>Implicit AND</td>
<td>The CINDI system makes use of Implicit AND for the keyword based search</td>
<td>This feature is provided by Google scholar</td>
<td>There are no advanced search features provided by Citeseer</td>
</tr>
<tr>
<td>Common-Word Exclusion</td>
<td>CINDI Search is using MySql stop words list to ignore stop words from the query.</td>
<td>Stop words are excluded from the search</td>
<td>Stop words are excluded</td>
</tr>
<tr>
<td>Word Limit</td>
<td>CINDI search is using MySql at the backend. Hence word limit is decided by max_allowed_packet which can be increased or decreased</td>
<td>The Google has search limit of 32 characters in the query entered by the user</td>
<td>There is no limit to the search query entered by user</td>
</tr>
<tr>
<td>Case Insensitivity</td>
<td>CINDI search is case-insensitive</td>
<td>search is case-insensitive</td>
<td>search is case-insensitive</td>
</tr>
<tr>
<td>Ignoring Punctuation</td>
<td>CINDI ignores punctuation, special characters and words whose length is shorter than 3 characters. For words shorter than 3 charters user needs to</td>
<td>ignores punctuation, special characters and words, but no minimum length</td>
<td>ignores punctuation, special characters and words, words whose length is shorter than 2 characters</td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>Spell Check and recommendations</th>
<th>This feature is not yet implemented in CINDI search.</th>
<th>Spell check is available</th>
<th>No spell check implemented</th>
</tr>
</thead>
<tbody>
<tr>
<td>Citations</td>
<td>This feature is not yet implemented in CINDI search.</td>
<td>This is implemented in Google Scholar</td>
<td>This is the heart of Citeeseer. The ranking is based on citations</td>
</tr>
<tr>
<td>Page Ranking</td>
<td>CINDI search page ranking is based on number of hits the document gets and number of annotations written for the document</td>
<td>Page ranking is based on Citations</td>
<td>Page ranking is based on citations</td>
</tr>
<tr>
<td>Advance Search</td>
<td>Advance search is provided to search: with all of the words, with the exact phrase, with at least one of the words, without the words within title, abstract, keywords and author. Subject will be provided shortly.</td>
<td>Advance search is provided to search: with all of the words, with the exact phrase, with at least one of the words, without the words within title, anywhere. Search for publication, subject and author is provided</td>
<td>No advance search provided</td>
</tr>
</tbody>
</table>

Table 5.1 Comparison between CINDI search with Google Scholar and Citeeseer.

5.7 Advanced Search

The CINDI advanced search allows users to search using Boolean operators. The most common Boolean operators are AND (you're looking for all terms), OR (you're looking for at least one of the terms), and NOT (you're excluding a term). Here is the syntax that is followed by CINDI Search module. These operators can be used in basic search module and for users who prefer graphical interface we have advanced search interface.

+ A leading plus sign indicates that this word must be present in every row returned.

- A leading minus sign indicates that this word must not be present in any row returned.
These two operators are used to change a word's contribution to the relevance value that is assigned to a row. The > operator increases the contribution and the < operator decreases it.

Parentheses are used to group words. Parenthesized groups can be nested.

A leading tilde acts as a negation operator, causing the word's contribution to the row relevance to be negative.

A phrase that is enclosed within double quote (""') characters matches only rows that contain the phrase literally, as it was typed.

A phrase that can have any ending after * is written (i.e. app* will result apples, apple, applause)

**Search Examples**

**database design** Find rows that contain at least one of the two words.

**+database +design** Find rows that contain both words.

**+database design** Find rows that contain the word “database”, but rank rows higher if they also contain “design”.

**+database –images** Find rows that contain the word “database” but not “images”.

**+database +(>design <images)** Find rows that contain the words “database” and “design”, or “database” and “images” (in any order), but rank “database design” higher than “database
images".

**data***
Find rows that contain words such as "database" or "data"

**"database design"**
Find rows that contain the exact phrase "database design"

CINDI users can easily create powerful queries by entering words into a combination of the text boxes in the advanced search interface.

**all of these words:** Documents must contain all of the words.

**this exact phrase:** Documents must contain these exact words in the order in which user have typed.

**any of these words:** Documents must contain at least one of the words.

**none of these words:** Documents that contain these words will be omitted from the result.

Besides CINDI advanced search also enables users to search the desired keywords within title, abstract and introduction. When user selects particular keyword within title, search subsystem checks only titles of the documents are found: this information is provided by ASHG. Below is the algorithm used in CINDI exact phrase search.

[1] For each word in the search phrase {
    [2] for each subsequent word in the search phrase {
        [3] is there a word that continues the match {
            Starting at current pointer, scan forward for a match in the same file;
            If no match found, go back to [1]
            Else, if we're looking at the last word {
                Accept the match
            }
        }
    }
    else {
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Example of Advanced Search

When a user search using CINDI advanced search for documents that contain images but not databases in abstract of documents. First of all the stop words in the query are deleted from the search string and then query will be locate documents that contain the keyword ‘image’ those documents from this set that contain the keyword ‘database’ are deleted from the set. Figure 5.10 shows the final result of query provided by the CINDI Search module.

Figure 5.10 Show result of query with “images” but not “databases” in document’s abstract
5.8 Similar documents

Finding similar documents in natural language document collections is a difficult task that requires general and domain-specific world knowledge, deep analysis of the documents, and inference. However, a large portion of the pairs of similar documents can be identified by simpler, purely word-based methods [27, 28]. In CINDI we have implemented this approach. In the preliminary processing step, we count the number of tokens in the title and the abstract of the document and remove the ‘stopwords’ from the token. At run-time, a query consisting of keywords is submitted to the system. The query is immediately converted to tokens (stopwords removed), expanded by stemming and then compared with the tokens extracted of each document. The steps for textual analysis of data are processed in two steps.

Step1: We select the title and abstract of the document selected by the user by clicking on the title of the document. The title and abstract of this document is stored in two strings $S_T$ and $S_A$.

Step2: We make use of full-text index and match these $S_T$ and $S_A$.

$$\text{convert\_lower}(S_T, S_A)$$

$$\text{delete\_stopwords}(S_T, S_A)$$

$$\text{list\_title}\rightarrow\text{search\_text\_title} (S_T, S_{TD}, \text{match\_value})$$

$$\text{list\_abstract}\rightarrow\text{search\_text\_abstract} (S_A, S_{AD}, \text{match\_value})$$
$S_{AD}$ and $S_{TD}$ are ASHG database title and abstract.

Step 3: Sort the list_title and list_abstract increasing order of their match_value. Each document receives an increment in their match_value if same token exist in $S_T$ and $S_{TD}$ or $S_A$ and $S_{AD}$. The match_value is then converted in percentage (matched tokens $S_{TD}$ or $S_{AD}$ / total number of tokens $S_A$ or $S_T$ * 100). Now we find final_list = list_title A list_abstract and the final_list is sorted in ascending order. This information is listed to user.

The figure 5.11 shows the interface and list of similar documents by title and abstract generated by CINDI search subsystem.

**Modeling Query Based Access to Text Databases**

![Page Break]

Abstract: Modeling Query Based Access to Text Databases Eugene Agichtein Paragpta Ipserads Lise Gravano Columbia University (eugene, p.paragpta) @cs.columbia.edu ABSTRACT

Searchable text databases abound on the web. Applications that require access to such databases often resort to querying to extract relevant documents because of two main reasons. First, some text databases on the web are not crawlable, and hence the only way to retrieve their documents is via querying. Second, applications often require only a small fraction of a database's contents, so returning relevant documents via querying is an attractive choice from an efficiency viewpoint, even for crawlable databases. Often an application's query based strategy starts with a small subset of

Similar document recommendations:

- Managing Access to Web Databases -- 65%
- Modeling and Maintaining Content Change in Text Databases -- 61%
- Overview Large Text Databases -- 61%
- Evaluating Top-Owning over Web Accessible Databases -- 59%
- Benchmark Queries for Temporal Databases -- 59%
- Querying Faceted Databases -- 58%
- Overview Faceted Databases -- 58%
- Consistent Query Answers in Inconsistent Databases -- 58%
- Reducing Storage Costs for Faceted Search of Text Databases -- 58%
- Modeling TID-based Internet Searches -- 58%
- String Edit Distance for Matching Databases -- 58%
- Cloud-Based Query for Wide Area Sensor Databases -- 58%

Figure 5.11 List of similar documents generated by CINDI Subsystem
Chapter 6

Annotation

6.1 Overview of Annotation

Annotation is a note that describes, explains, or evaluates a particular document. Annotations can be in form of comments, notes, explanations, questions, references, examples, advice, correction or any other type of external remark that can be attached to a document or a selected part of the document. As they are external, it is possible to annotate any document independently, without needing to edit that document. Annotations can be stored locally or in one or more servers. When a document is browsed, system queries each of these servers, requesting the annotations related to that document.

Annotation System Characteristics

Gramlich [29] identifies a number of issues related to WWW based public annotation systems. These issues were studied while developing the CINDI Annotation system and are discussed below:

1. Application

Annotation Systems are designed to cater to some particular type of application or systems. In our case it will be catering to the users who will be adding their comments to the CINDI documents.
2. Architecture

Annotation systems are developed using client/server architecture. We are developing it using same technique where our client side development is done in HTML, JavaScript and server side is in PHP and MYSQL.

3. Authentication

Every system needs to have some sort of authentication. In annotation systems annotators should be authenticated before they can add any sort of comments or edit existing comments. For CINDI Annotation System users need to be registered and logged in order to post any sort of comments to a document and only the system administrator after valid login can delete any comments.

4. Authoring

What is the support that system is going to be providing? How users add annotations to documents? Is the annotation is plain text or HTML.

5. Granularity

Course grained systems only allow annotations to the whole document. Stick them all on the end of the document.

Fine grained systems allow annotations to be added anywhere in the document.

For our CINDI Annotation system we are using partly course grained systems i.e. users can add annotation separate from the documents stored in annotation database.

6. Moderation

The control of the system needs to define while developing the annotation system. How is control of the system divided between the contributor, administrator and the users?
7. Notification

Some annotation systems notify contributors and users who have commented on
documents of the changes via email. We are not implementing this feature in our
system.

8. Visibility

Visibility refers to access of the system to normal users. Are comments visible to
users who are not registered or not. Some support allowed only to users with
particular rights. For CINDI Annotation systems visibility will be allowed to anyone
who browse the webpage, but posting will be limited to registered users.

9. Storage

Annotation systems store the annotations along side the original documents at the
server. The main exception to this is the use of referential annotations (user supplies
URL of annotation rather than annotation itself). We are storing our annotation
information on server separate from the documents but linked to them.

6.3 Architecture CINDI Annotation System

In this section, we describe the basic system structure, the user view of the annotation
system and the current interface design CINDI. The annotation subsystem works for
multiple independent authors and users of the CINDI system to add annotations for the
documents in the CINDI repository. These annotations are stored in annotation database
which is linked with the ASHG Search subsystem database. Users interact with a
browser to retrieve documents from ASHG Search database, depending on the context
searched by the user, the subsystem decides which annotations to retrieve and display the search results. The figure 6.1 shows the architecture of CINDI Annotation Subsystem.

![Diagram showing the architecture of CINDI Annotation Subsystem]

Figure 6.1. Architecture of the CINDI Annotation Subsystem

The CINDI Annotation Subsystem consists of registered users. Annotations can be made by users or contributors; for the annotation subsystem we refer to these users as annotators. Whenever an annotator adds an annotation to a document his nickname is associated with the annotation. This information is used by Annotation search module to search annotations by annotator nickname.

Whenever a user performs a search he gets a list of documents. Annotator can select any of these documents to annotate. These annotations are filtered for impolite expressions
and replaced them with ***. Below is the information that we record for each annotation.

Annotation Text: Annotation text is the description of the annotation provided by annotator.

Annotation Author: We use the nickname as the author of the annotation.

Target Document: This is information about document for which annotation is made.

6.4 User Interface of Annotation Subsystem

User can browse annotations associated with documents fetched by CINDI Search subsystem. The browsing of annotations does not require login to the CINDI system. When user selects a document for more information by clicking on the title of the document, they are redirected to the page similar to page as shown in figure 6.2.

Distributed Deadlock Detection

Abstract Distributed Deadlock Detection K. MANU CHANDY and University of Texas and LAURA M. HAAS IBM IYAYADEV MISRA Distributed deadlock models are presented for resource and communication deadlocks. Simple distributed algorithms for detection of these deadlocks are given. We show that all true deadlocks are detected and that no false deadlocks are reported. In our algorithms, no process maintains global information; all messages have an identifier and length. The algorithms can be applied in distributed database and other message communication systems. Categories and Subject Descriptions: C.2.4 [Computer Communication Networks] Distributed Systems: distributed applications; D.4.1 [Operating Systems] Process Management:deadlocks; synchronization; D.4.4 [... (cont.)]

Figure 6.2. Displaying current document has two annotations and a link to add new annotations.
To add an annotation to a document annotator needs to click on the ‘Add Comment’ link. The system finds out whether the annotator is logged in the CINDI Registration subsystem or not. If the user is not logged in he is redirected to login screen, to provide username and password. The unregistered user is required to register before she is allowed to make an annotation. Figure 6.3 shows interface to make annotations.

Annotations:

Description Logic Systems with Concrete

We present a first treatment dealing with the semantics of visual spatial query languages for geographic information systems using a suitable description logic. This decidable space logic is described and its usefulness for geographic information systems is exemplified.

Description Logic Systems with Concrete

Introduction For accessing spatial databases or geographic information systems (GIS), different query specification techniques have been proposed. For instance, the visual spatial query system VISCO developed in our group can be used to query a spatial database (GIS) in a visual way. In contrast to conventional textual query systems the use

Figure 6.3 Interface for making Annotations to CINDI system
Figure 6.4 shows the steps that user follows to make annotation

![Diagram]

Figure 6.4 CINDI annotation flow of information

6.5 Annotation Search

Annotation search module provides users search features for annotations made for documents in CINDI repository. Basic Annotation search is fundamentally based on keyword search, here users submit keywords to the search engine and a ranked list of matching documents with the words in the annotation is returned. The technique followed for development of keyword search is similar to the one discussed in search
module [Chapter 4]. It is implemented in CINDI search subsystem as a part of advance search module.

When user types some keywords, these keywords are searched in the annotation database and the results are sent to the browser. The figure 6.5 shows the results when user types database as a search string. The result includes the title of the target document, annotator nickname and annotation text. The user can click on the document title to view the document.

![CINDI Virtual Library](image)

Search results: 

<table>
<thead>
<tr>
<th>Title: XML and XML</th>
<th>Annotation text added by annotator</th>
</tr>
</thead>
<tbody>
<tr>
<td>Annotation:</td>
<td>There are two things in life that are difficult: XML and comedy. Fortunately, the author makes understanding XML far less difficult with his clear explanations and excellent aspects of XML. I have some experience with XML, but I literally read this paper because I have some research to do. Sometimes, the best use of your time is to learn something new. XML is not a mystery. Even though I have been through the paper, my understanding of XML is deepened and I intend to read the paper again, taking more time to understand the details of XML. This paper will not waste your time. The author is talented and is skilled in the art of instruction.</td>
</tr>
<tr>
<td>Annotator Nickname:</td>
<td>Credit</td>
</tr>
<tr>
<td>Annotator Nickname:</td>
<td>Credit</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Title: XML</th>
<th>Annotation:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Even though I have some experience with XML, I read the paper as an XML user, but I found the paper to be concise. Every new term was explained, and the examples were clear. The author presented the material in such a way that when I did all the quizzes and the final, there were no problems understanding the question or getting the right answer without re-reading the paper. I recommend the paper to anyone, whether they are just starting out as a XML user or have been doing XML for some time.</td>
<td></td>
</tr>
<tr>
<td>Annotator Nickname:</td>
<td>krishna</td>
</tr>
</tbody>
</table>

Figure 6.5 Annotation Search results displaying title of document and annotations
Chapter 7

Administration of CINDI Registration and Annotation Subsystem

Administrative Panel

The administrative subsystem provides the administrator of CINDI system to manage users and contributors of CINDI system, accept and delete annotations made by users, send mass email to group of CINDI users and view resources uploaded by the contributors. The figure 7.1 shows the interface of the CINDI Administrative Panel for the subsystem.

CINDI Administrative Panel

CONTROL PANEL

- Manage Users/Contributors: Allows administrator to manage existing users. Administrator can delete user, change role of user and displays personal information of CINDI Users/Contributors.
- Send Email: Allows administrator to send email to CINDI Users and Contributors.
- Manage Mailing Lists: Allows administrator to create new mailing lists and edit mailing lists by adding and deleting members.
- Review Annotations: Displays the annotations made by users. Allows Administrator to edit or delete the desired annotation.
- Add Administrator: Displays existing administrator accounts and allow to create and edit existing accounts.
- View Resources: Allows administrator to view the resources that are added by contributors of CINDI system. These resources will be picked up by PDF converter for conversion.

Figure 7.1 CINDI Administrative Panel and its features
The administrative system consists of following modules:

**Manage Users/Contributors:** Allow features to manage existing users. Administrator can delete user, change role of user and display their personal information of CINDI Users/Contributors. Figure 7.2 shows manage users/contributor interface.

**CINDI Administrative Panel**

CONTROL PANEL

![List of CINDI Users/Contributors](image)

<table>
<thead>
<tr>
<th>User Type</th>
<th>First Name</th>
<th>Last Name</th>
<th>Email</th>
</tr>
</thead>
<tbody>
<tr>
<td>Contributor</td>
<td>krishna</td>
<td>dutta</td>
<td><a href="mailto:k_dutta@alcor.concordia.ca">k_dutta@alcor.concordia.ca</a></td>
</tr>
<tr>
<td>Contributor</td>
<td>krishna</td>
<td>dutta</td>
<td><a href="mailto:k_dutta@alcor.concordia.ca">k_dutta@alcor.concordia.ca</a></td>
</tr>
<tr>
<td>Contributor</td>
<td>krishna</td>
<td>dutta</td>
<td><a href="mailto:k@css.com">k@css.com</a></td>
</tr>
<tr>
<td>Contributor</td>
<td>krishna</td>
<td>dutta</td>
<td><a href="mailto:k_dutta@mcg.concordia.ca">k_dutta@mcg.concordia.ca</a></td>
</tr>
<tr>
<td>User</td>
<td>sdfgdf</td>
<td>sdfgdf</td>
<td><a href="mailto:sdfgdf@sdfg.sdfg">sdfgdf@sdfg.sdfg</a></td>
</tr>
</tbody>
</table>

Figure 7.2 Manage user module Interface

**Manage Mailing Lists:** Allows administrator to create new mailing lists and modify mailing lists by adding and deleting members. These mailing lists can be used by administrator to send email to the users of CINDI system. Figure 7.12 shows interface to create mailing list using CINDI administrative panel.
Figure 7.3 Interface to create new mailing lists

Send Email: Allows administrator to send email to CINDI Users, Contributors and mailing lists created by manage mailing list module. The figure 7.4 shows interface to send email to contributors of CINDI system.

Figure 7.4 Administrative Interface for send email
Manage Resources: Allows administrator to view the resources that are added by contributors of CINDI system. Figure 7.5 shows interface of manage resources interface.

**CINDI Administrative Panel**

![Administrative Panel](image)

Figure 7.5 Administrative Interface for manage resources

Review Annotations: Display the annotations made by users. Allows Administrator to edit or delete the desired annotation. Add Administrator: Displays existing administrator accounts and allow creating and editing existing accounts. Figure 7.6 shows interface to view and delete annotations.
CINDI
Administrative Panel

CONTROL PANEL

List of Annotations

<table>
<thead>
<tr>
<th>Annotation Title</th>
<th>Annotation</th>
<th>User</th>
</tr>
</thead>
<tbody>
<tr>
<td>delete Deadlock</td>
<td>This is good paper...</td>
<td>cindi</td>
</tr>
<tr>
<td>delete Deadlock</td>
<td>Hi, I really liked author techniques :) Great work.</td>
<td>cindi</td>
</tr>
<tr>
<td></td>
<td>There are two things in life that are difficult: databases and comedy. Fortunately, the author makes understanding databases far less difficult with his clear explanations and examples. I confess that some aspects of a database (and I have some experience) are still a mystery, but I hurriedly read this paper because I have some much reading to do. Sometimes, the best use of your time is to slow down and let concepts sink in your mind. Even though I hurried through the paper, my understanding of databases deepened and I intend to read the paper again, taking more time to understand some of the concepts that are a little fuzzy. This paper will not waste your time. The author is talented and is skilled in the art of instruction. Even though I have some experience as a DBA, I tried to read the paper as a newcomer to the field. I found the paper to be concise. Every new term was explained, and the examples were more than adequate. The author presented the material in such a way that when I did all the quizzes and the final, there were no problems understanding the questions or getting the right answer without referring back to the text. I would recommend the paper to anyone, whether they are just starting out as a DBA or have been doing databases for some time.</td>
<td>krishna</td>
</tr>
<tr>
<td>delete Database</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 7.6 Interface to view and delete annotations

Search: Allows administrator of the CINDI system to search users and contributors and view their detailed information. The search module allows searching for users by their name, email, nickname and other information. The administrator can also search users for particular region by searching users via country or organization. Figure 7.7 shows the interface for search by name, email, first name or last name.
Figure 7.7 Search interface to search users by name, email and other information.

When user clicks on more info link listed in figure 7.7 he will be redirected to detailed information about the user. This is shown in figure 7.8.

Figure 7.8 Search interface when administrator asks for more information.

Here we see that following information is listed: email of the user, first name, last name, nickname, user type, country and organization.
Chapter 8

Integration

8.1 Overview of Integration

This chapter describes the integration of a number of subsystems into a unified system. There are four levels of integration User Interface Integration, Data Integration, Process Integration and Services Integration, for integration subsystems of CINDI we are addressing to data integration. Data integration occurs at the database and data source level within an organization. The integration is achieved by migrating data from one data source to another. The chapter provides an insight of the subsystems; the interface shared by the various subsystems, the working of each subsystem and the integrated CINDI system.

CINDI Robot Database

CINDI Robot creates and operates on 16 MYSQL database tables. These database tables contain the information about seeds, urls of documents downloaded, history, crawler information and more. The table that will be used in integrating other subsystems of CINDI with robot is DOWNLOAD_STATUS. This table consists of information as stated below in figure 8.1
<table>
<thead>
<tr>
<th>Field</th>
<th>Type</th>
<th>Null</th>
<th>Key</th>
<th>Default</th>
<th>Extra</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID</td>
<td>bigint(20) unsigned</td>
<td>YES</td>
<td>PRI</td>
<td>NULL</td>
<td>auto_increment</td>
</tr>
<tr>
<td>prefix_url</td>
<td>blob</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>orig_file_name</td>
<td>varchar(200)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>file_name</td>
<td>varchar(200)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>temp_location</td>
<td>varchar(100)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>final_location</td>
<td>varchar(100)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>date</td>
<td>date</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>size</td>
<td>int(10)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>file_type</td>
<td>varchar(20)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>level</td>
<td>int(10)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>pdf_flag</td>
<td>smallint(1)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>ashg_flag</td>
<td>smallint(1)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>filter_flag</td>
<td>smallint(1)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>is_diff_format</td>
<td>smallint(1)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>is_renamed</td>
<td>smallint(1)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>parentID</td>
<td>bigint(20) unsigned</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>num_ref_by</td>
<td>int(100)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
</tbody>
</table>

Figure 8.1 Table schema showing fields from DOWNLOAD_STATUS

In above information prefix_url is url of the website from where the file has been downloaded, orig_file_name is the filename of file when it got downloaded, file_name is the filename renamed by CINDI robot, temp_location is location address for files if they are non pdf, final_location is location of files if they are PDF, ddate, size, file_type is the date of download, size of file and type of file. The attributes pdf_flag, ashg_flag, filter_flag is used by CINDI Converter, Automatic Semantic Header Generator and Document Filter subsystems. Attribute is_diff_format gives information about if the file is downloaded file in different format, if the file is rename is_renamed is set, parentID is the ID of the webpage and num_ref_by is number of times the document is referred in other websites. We have used this information while integrating CINDI Robot with File Conversion and Document Filtering System.

File Conversion Storage

The file conversion subsystem enters information listed in figure 8.2 after converting files into PDF. We have used this information while integrating File Conversion subsystem
with Document Filtering subsystem and Automatic Semantic Header Generation subsystem.

<table>
<thead>
<tr>
<th>Field</th>
<th>Type</th>
<th>Null</th>
<th>Key</th>
<th>Default</th>
<th>Extra</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID</td>
<td>int(50)</td>
<td></td>
<td>PRI</td>
<td>NULL</td>
<td>auto_increment</td>
</tr>
<tr>
<td>docID</td>
<td>bigint(20) unsigned</td>
<td></td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>filename</td>
<td>varchar(100)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>convert_date</td>
<td>date</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>location_pdf</td>
<td>varchar(100)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
</tbody>
</table>

Figure 8.2 Schema of information stored about PDF converted document

8.2 Data Integration of CINDI

In integrating CINDI system we have used the bottom-up approach, therefore data integration of lowest level modules were performed at first level. For example the FCS and DFS subsystems were integrated into a File Conversion Subsystem.

8.2.1. Data integration of File Conversion Module and Document Filtering Subsystem:

The File Conversion subsystem is system that converts non PDF documents TXT, PS, HTML, DOC, LATEX, TEX, RTF and XML into PDF documents. In earlier system this was performed on windows system using Omniformat and PDF995. During module testing it was found that Omniformat doesn’t convert RTF, TEX and LATEX into PDF format as these extensions are not supported by windows operating system. Modifications were made and the new File conversion module was ported to the Linux platform. Since DFS was already implemented for Linux. The ported File Conversion module was integrated with DFS for the new File Conversion Module and Document Filtering Subsystem. The File conversion module picks up documents from robot database and transfers it to its own database. There are two types of files PDF and non
PDF; one of PDF the files get transferred to final PDF directory. The non PDF documents are transferred to non PDF directory for conversion. The conversion is performed using combination of openoffice PDF API, ps2pdf, text2pdf and pdflatex. After conversion is done these files are transferred to Final PDF directory and CONVERT_PDF table is populated with the information about filename, location and conversion date. After this converter updates pdf flag in DOWNLOAD_STATUS table that verifies corresponding file is now PDF. The final PDF directory is further passed to filter directory where filter picks up these files and extracts corresponding information from CONVERT_PDF table. This procedure is explained underneath figure 8.3

Figure 8.3 Integration of Document Filter and File Conversion module

The DFS extracts text out these documents and verifies if the document is academic. If the document is accepted filter flag in DOWNLOAD_STATUS table is set to 1 else it is set to 2 i.e. rejected documents.
8.2.2. **Data integration of CINDI Robot and Gleaning Subsystem:** CINDI Robot and Gleaning system data integration was the next step as they share same database tables which are further used by ASHG and ASHG Search subsystem. The data integration took place in two steps, first the data from the Document filtering and Document Conversion subsystem was integrated together and then this information was integrated with the data from CINDI robot. The figure 8.4 shows the data integration process between both the subsystems.

![Diagram showing data integration process](image)

Here we can see that as we have made use of bottom up data integration for Document Filtering and File Conversion Subsystem and then we moved up in hierarchy integrating CINDI robot to the system. The database table shared by CINDI Gleaning subsystem and CndRobot is `DOWNLOAD_STATUS`. `DOWNLOAD_STATUS` table is create by the CndRobot, it basically consist of all the information required by the Document Conversion module to download the documents from robot repository. Figure 8.2 shows the schema of the fields present in the table. When CndRobot downloads a document it
adds corresponding description in this table hence data integration is achieved by creating a watch to the table. Whenever a new entry is added to table, Conversion subsystem downloads the document and further passes it to DFS.

8.2.3. Data integration of ASHG and Document Filtering Subsystem: The Automatic Semantic Header Generator receives its input data from Document Filter Subsystem. When DFS filters out documents that are research papers, these documents are picked up by ASHG to generate semantics. Semantics include locating information about document’s Title, Author, Keywords, Abstract, Introduction and Subject hierarchy shown in figure 8.5.

![Figure 8.5 Integration of Document Filtering Subsystem and ASHG](image)

The figure 8.5 shows that textual information from Document Filtering Subsystem is required by ASHG which is further broken down into semantics that will be used by ASHG Search Subsystem. When Document Filtering subsystem accepts a paper it sets filter flag to 1 in DONWLOAD_STATUS table. This information is used by ASHG along with the information CONVERT_PDF about the location of the file.
8.2.4. Data integration of ASHG and ConfSys Subsystem:

ConfSys manages academic documents submitted by various authors during conference. The documents are uploaded to ConfSys with associative information regarding the document. The author inputs title, authors, abstract, subject and keywords that describes the document. When ConfSys transfers the documents from ConfSys database to ASHG it sends the information inputted by the author in a XML file. This file is picked up by ASHG and is inserted into Document table, figure 8.6 shows details about the table.

<table>
<thead>
<tr>
<th>Field</th>
<th>Type</th>
<th>Null</th>
<th>Key</th>
<th>Default</th>
<th>Extra</th>
</tr>
</thead>
<tbody>
<tr>
<td>title</td>
<td>varchar(256)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>author</td>
<td>varchar(256)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>abstract</td>
<td>varchar(512)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>keyword</td>
<td>varchar(256)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>subject</td>
<td>varchar(512)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>filename</td>
<td>varchar(128)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>directory</td>
<td>varchar(128)</td>
<td>NO</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>publisher</td>
<td>varchar(64)</td>
<td>YES</td>
<td></td>
<td>NULL</td>
<td></td>
</tr>
<tr>
<td>numOffPage</td>
<td>smallint(6)</td>
<td>NO</td>
<td></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>numOffHit</td>
<td>smallint(6)</td>
<td>NO</td>
<td></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>dId</td>
<td>int(10)</td>
<td>NO</td>
<td>PRI</td>
<td>NULL</td>
<td>auto_increment</td>
</tr>
</tbody>
</table>

Figure 8.6 ASHG inputs information into table Document in MYSQL database

In the figure 8.6 structure of table consists of title of the document, author of the document, abstract of the document, subject of the document, name of the document file, directory in which document is located, publisher if available, number of pages in document, number of times document gets downloaded and unique id for each document.

8.2.5. Data integration of ASHG and ASHG Search Subsystem: As explained above ASHG extracts information from the documents downloaded by CINDI robot and ConfSys. This information is added to database which is used by the CINDI Search Subsystem. CINDI Search Subsystem performs search on various criteria so, it is
important to extract this information to fasten up the seeking time. The data integration of ASHG and Search Subsystem was achieved in one phase integration. The Figure 8.7 shows the information that is used by CINDI Search Subsystem for integrating the two systems together.

![Diagram of ASHG and Search Subsystem integration](image)

Figure 8.7 Integration of ASHG and Search Subsystem

CINDI Search subsystem creates a full-text index on the information provided by the ASHG and use the index to locate information in the document. The keywords and authors are separated by comma (,). The search module explodes the string whenever it get comma in either of these columns.

8.2.4. **ASHG Search Subsystem, CINDI registration and Upload Subsystem and Annotation Subsystem**: CINDI ASHG Search subsystem is parent module of CINDI Registration and Upload and Annotation subsystem. The search module allows users of CINDI system to search for documents in CINDI repository. The users can make annotations on the documents that they download, but to make annotation they need to register with CINDI Registration and Upload subsystem. The users can be contributor, users with this role are allowed to upload documents and make annotations or users who are allowed to make annotations to the Search subsystem documents. The information
about the registered users in CINDI system is shared by these three subsystems. While integrating the three subsystems took place in two steps: First ASHG Search subsystem was integrated with the CINDI Registration and Upload module and then this integrated system was integrated with CINDI Annotation subsystem. CINDI annotation system is integrated with search module and registration module by storing the document information and user who made annotation for every annotation made.

Integrated Architecture of CINDI system

The architecture consists of the subsystems of CINDI and their corresponding databases in which they store information at each step. The final working model of the integrated CINDI is shown in figure 8.8.

The revised architecture in figure 8.8 works as follows:

Step 1: CINDI system receives documents from CndRobot, ConfSys and Registration and Upload subsystem.

Step 2: Documents from CndRobot and Registration and Upload system are verified for their format. If they are in PDF format are sent to Final PDF repository else they are sent to non PDF repository for conversion into PDF.

Documents from ConfSys are in PDF format and have an associated XML file stating their title, author and other details. These documents are sent to ASHG, where they get inserted into ASHG database.
Step 3: Documents from Final PDF repository are then fetched by Document Filtering subsystem which extracts their text and verifies if the document is academic or not. If they are academic they are sent to ASHG else they are sent to trash.

Step4: ASHG extracts title, author, abstract, subject and keywords for the documents sent by filter. This information is recorded in ASHG database.

Step5: Search Subsystem makes use of ASHG database and performs search and displays results to the users.
Chapter 9

Experiments and Results

The CINDI system subsystems are developed in various programming languages. CndRobot, File Conversion subsystem and ConfSys are developed in Java, Document filtering subsystem and ASHG is developed in C++, Registration and Upload and CINDI search subsystem is developed in PHP, JavaScript and AJAX. We have used free source MySql as the backend database for these subsystems.

In this chapter we will illustrate the performance of CINDI system after it has been integrated into a single system. We will test each subsystem and the information retrieved by the CINDI Search subsystem.

9.1 File Conversion Subsystem

Statistics of File Conversion subsystem shows enhancement in progress when we ported the system from Windows to Linux platform we have save lot of time over head. The old FCS subsystem downloaded documents from Linux platform to Windows, converted the documents in batch mode and uploaded the converted documents to Linux. So, the total time of conversion is calculated by summing up download time, conversion time and upload time. For the modified FCS subsystem there we don’t have downloading and uploading step. Hence conversion time is the only time to be calculated. The table 9.1 shows results of time overhead of old FCS and modified FCS. Note that we have tested this against old FCS which is in working condition. The number of files consists of files in different format converted by old FCS and modified FCS.
<table>
<thead>
<tr>
<th>Number of Files</th>
<th>size of files</th>
<th>Time using Old FCS (Download File time + Conversion time + Upload File time) in seconds</th>
<th>Time using New FCS (Conversion time) in seconds</th>
</tr>
</thead>
<tbody>
<tr>
<td>4</td>
<td>6MB</td>
<td>$10 + 18 + 9.2 = 37.2$</td>
<td>18.6</td>
</tr>
<tr>
<td>2</td>
<td>3.83 MB</td>
<td>$6.3 + 8 + 5.2 = 19.5$</td>
<td>7.6</td>
</tr>
<tr>
<td>1</td>
<td>22.20 KB</td>
<td>$2 + 4 + 1.6 = 7.6$</td>
<td>3</td>
</tr>
<tr>
<td>8</td>
<td>24 MB</td>
<td>$32 + 54 + 30.3 = 116.3$</td>
<td>54.3</td>
</tr>
<tr>
<td>12</td>
<td>12 MB</td>
<td>$23.5 + 36.3 + 22.8 = 82.6$</td>
<td>35.9</td>
</tr>
<tr>
<td>10</td>
<td>10 MB</td>
<td>$21 + 32.7 + 20.3 = 74$</td>
<td>27</td>
</tr>
<tr>
<td>20</td>
<td>32 MB</td>
<td>$38 + 61 + 41.2 = 140.2$</td>
<td>62.2</td>
</tr>
<tr>
<td>22</td>
<td>11 MB</td>
<td>$22 + 34 + 21.8 = 77.8$</td>
<td>32.1</td>
</tr>
<tr>
<td>4</td>
<td>150 KB</td>
<td>$4 + 5.2 + 3.8 = 13$</td>
<td>4</td>
</tr>
<tr>
<td>32</td>
<td>152 MB</td>
<td>$68 + 72.3 + 69.3 = 209.6$</td>
<td>83</td>
</tr>
<tr>
<td>12</td>
<td>3.80 MB</td>
<td>$6.3 + 8 + 5.6 = 19.9$</td>
<td>7.9</td>
</tr>
<tr>
<td>2</td>
<td>22.20 KB</td>
<td>$2 + 4.2 + 1.6 = 7.8$</td>
<td>3.3</td>
</tr>
<tr>
<td>4</td>
<td>22 MB</td>
<td>$30 + 54 + 30.3 = 114.3$</td>
<td>52.1</td>
</tr>
<tr>
<td>8</td>
<td>12 MB</td>
<td>$23.5 + 39.3 + 22.8 = 85.6$</td>
<td>37.6</td>
</tr>
<tr>
<td>4</td>
<td>12 MB</td>
<td>$24 + 32.7 + 20.3 = 74$</td>
<td>32</td>
</tr>
<tr>
<td>12</td>
<td>11 MB</td>
<td>$24 + 34 + 21.8 = 79.8$</td>
<td>34.2</td>
</tr>
</tbody>
</table>

Table 9.1 Time overhead saved by porting FCS from Windows to Linux Platform
9.2 Registration and Upload subsystem

The registration and upload subsystem had been modified to support multiple file upload. In order to test the feasibility of the module we conducted tests to and performed multiple file upload in different set of batches. The table 9.2 shows the different number of files uploaded in batch, time taken in seconds and the total size of each upload.

<table>
<thead>
<tr>
<th>Number of Files Uploaded</th>
<th>Time (seconds)</th>
<th>Total size of files</th>
</tr>
</thead>
<tbody>
<tr>
<td>3</td>
<td>3.6</td>
<td>1.83 MB</td>
</tr>
<tr>
<td>6</td>
<td>6.0</td>
<td>2.26 MB</td>
</tr>
<tr>
<td>17</td>
<td>17.2</td>
<td>8.46 MB</td>
</tr>
<tr>
<td>20</td>
<td>19.8</td>
<td>9.98 MB</td>
</tr>
<tr>
<td>22</td>
<td>21.3</td>
<td>10.83 MB</td>
</tr>
<tr>
<td>48</td>
<td>47.2</td>
<td>22.86 MB</td>
</tr>
<tr>
<td>52</td>
<td>51.0</td>
<td>28.72 MB</td>
</tr>
<tr>
<td>68</td>
<td>56.2</td>
<td>33.54 MB</td>
</tr>
<tr>
<td>72</td>
<td>58.5</td>
<td>35.17 MB</td>
</tr>
<tr>
<td>80</td>
<td>60.2</td>
<td>40.12 MB</td>
</tr>
<tr>
<td>92</td>
<td>56.5</td>
<td>32.17 MB</td>
</tr>
<tr>
<td>100</td>
<td>62.2</td>
<td>40MB</td>
</tr>
</tbody>
</table>

Table 9.2 Statistics of number of files uploaded, time taken to file upload and the total size of files
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9.3 Search Subsystem

Basic Search

The experiments and testing was conducted on the CINDI search subsystem to test the query response time for the different search terms entered by the users. The Query term in table refers to the keyword entered to test the search subsystem, time refers to time taken to execute the query and results refer to number of results that were fetched. The table 9.3 provides the statistics of the search terms with respect to time taken to fetch results and the number of results fetched for Basic Search module.

<table>
<thead>
<tr>
<th>Query term</th>
<th>Time (seconds)</th>
<th>Number of Results</th>
</tr>
</thead>
<tbody>
<tr>
<td>database</td>
<td>.58</td>
<td>555</td>
</tr>
<tr>
<td>database –image</td>
<td>.60</td>
<td>525</td>
</tr>
<tr>
<td>database –image +text</td>
<td>.60</td>
<td>416</td>
</tr>
<tr>
<td>data*</td>
<td>.80</td>
<td>3296</td>
</tr>
<tr>
<td>“database retrieval”</td>
<td>.56</td>
<td>160</td>
</tr>
<tr>
<td>+database +(design &lt;image)</td>
<td>.57</td>
<td>190</td>
</tr>
<tr>
<td>database design</td>
<td>.74</td>
<td>1978</td>
</tr>
<tr>
<td>fuzz* retrieval</td>
<td>.59</td>
<td>330</td>
</tr>
<tr>
<td>fuz* retrieval -image -text</td>
<td>.59</td>
<td>242</td>
</tr>
<tr>
<td>“image retrieval” – database</td>
<td>.58</td>
<td>120</td>
</tr>
</tbody>
</table>

Table 9.3 Statistics of query term searched, time take to process and number of results fetched
Advance search

Advanced search module provides users to search within title, author, abstract, keywords and subject of the documents. We conducted tests on advanced search module to test retrieval of desired query term in the ‘title of document’. Experiments were conducted to test the retrieval of query term “image” within the title of documents. Table 9.4 shows the title of the first 30 documents retrieved and whether they contained the term “image” in their title. Note that the results are case insensitive i.e image, IMAGE or iMage are all weighted same. The first column is the title of the document retrieved by the CINDI advanced search and the second column states whether we were able to find the queried term.

<table>
<thead>
<tr>
<th>Title of Document</th>
<th>Results appropriate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Combining Local and Global Image Features for Object Class Recognition</td>
<td>Yes</td>
</tr>
<tr>
<td>Jigsaw Image Mosaics</td>
<td>Yes</td>
</tr>
<tr>
<td>Automatic Image Annotation and Retrieval using</td>
<td>Yes</td>
</tr>
<tr>
<td>IEEE TRANSACTIONS ON IMAGE PROCESSING, VOL. 6, NO. 1, JANUARY 1997 103</td>
<td>Yes</td>
</tr>
<tr>
<td>DESIGN AND IMPLEMENTATION OF A SINGLE SYSTEM IMAGE</td>
<td>Yes</td>
</tr>
<tr>
<td>SuperResolution from Image Sequences A Review</td>
<td>Yes</td>
</tr>
<tr>
<td>A TwoPass Realistic Image Synthesis Method for</td>
<td>Yes</td>
</tr>
<tr>
<td>The Reyes Image Rendering Architecture</td>
<td>Yes</td>
</tr>
<tr>
<td>COLORSPATIAL IMAGE INDEXING AND APPLICATIONS</td>
<td>Yes</td>
</tr>
<tr>
<td>DIGIPAPER: A VERSATILE COLOR DOCUMENT IMAGE REPRESENTATION</td>
<td>Yes</td>
</tr>
<tr>
<td>Fast and Inexpensive Color Image Segmentation for Interactive Robots</td>
<td>Yes</td>
</tr>
<tr>
<td>Title</td>
<td>Result</td>
</tr>
<tr>
<td>---------------------------------------------------------------------</td>
<td>--------</td>
</tr>
<tr>
<td>An Automatic Hierarchical <strong>Image</strong> Classification Scheme</td>
<td>Yes</td>
</tr>
<tr>
<td>Efficient GraphBased <strong>Image</strong> Segmentation</td>
<td>Yes</td>
</tr>
<tr>
<td>Histogram Refinement for ContentBased <strong>Image</strong> Retrieval</td>
<td>Yes</td>
</tr>
<tr>
<td>SATBased <strong>Image</strong> Computation</td>
<td>Yes</td>
</tr>
<tr>
<td>Using SAT based <strong>Image</strong> Computation for Reachability</td>
<td>Yes</td>
</tr>
<tr>
<td>Fast and Cheap Color <strong>Image</strong> Segmentation for Interactive Robots</td>
<td>Yes</td>
</tr>
<tr>
<td>Automatic <strong>Image</strong> Captioning*</td>
<td>Yes</td>
</tr>
<tr>
<td>Unsupervised <strong>Image</strong> Classification, Segmentation,</td>
<td>Yes</td>
</tr>
<tr>
<td>GCap: Graphbased Automatic <strong>Image</strong> Captioning</td>
<td>Yes</td>
</tr>
<tr>
<td>746 IEEE TRANSACTIONS ON <strong>IMAGE</strong> PROCESSING, VOL. 11, NO. 7, JULY 2002</td>
<td>Yes</td>
</tr>
<tr>
<td><strong>IMAGE</strong> PROCESSING WITH CRAYONS</td>
<td>Yes</td>
</tr>
<tr>
<td>Motion estimation from <strong>image</strong> and inertial</td>
<td>Yes</td>
</tr>
<tr>
<td>Feature Selection in Example Based <strong>Image</strong> Retrieval Systems</td>
<td>Yes</td>
</tr>
<tr>
<td>266 IEEE TRANSACTIONS ON <strong>IMAGE</strong> PROCESSING, VOL. 10, NO. 2, FEBRUARY 2001</td>
<td>Yes</td>
</tr>
<tr>
<td>Pictorial Query Trees for Query Specification in <strong>Image</strong> Databases</td>
<td>Yes</td>
</tr>
<tr>
<td>IEEE TRANSACTIONS ON <strong>IMAGE</strong> PROCESSING, VOL. XX, NO. Y, MONTH ZZZZ</td>
<td>Yes</td>
</tr>
<tr>
<td>Parallel Lossless <strong>Image</strong> Compression</td>
<td>Yes</td>
</tr>
<tr>
<td>IEEE TRANSACTIONS ON <strong>IMAGE</strong> PROCESSING, VOL. 10, NO. 10, OCTOBER 2001</td>
<td>Yes</td>
</tr>
<tr>
<td>CAMEL: Concept Annotated <strong>Image</strong> Libraries</td>
<td>Yes</td>
</tr>
</tbody>
</table>

Table 9.4 List of first 30 results of the query term “database” searched within title of documents
We performed tests to retrieve the authors of the documents in CINDI repository. For the first experiment we searched for author named “desai”. Table 9.5 lists the results that were retrieved by CINDI advanced search.

<table>
<thead>
<tr>
<th>Title of Document</th>
<th>Authors</th>
<th>Results appropriate</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASHG: Automatic Semantic Header Generator</td>
<td>S. Haddad</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>B. Desai</td>
<td></td>
</tr>
<tr>
<td>Safe Inflight Mobile Telephony</td>
<td>Aditya Dua</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Aman Kansal</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Arjunan R</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Sumitra Ganesh</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Vivek Raghunathan</td>
<td></td>
</tr>
<tr>
<td></td>
<td>U.B Desai</td>
<td></td>
</tr>
<tr>
<td>Bidirectional Expansion For Keyword Search on Graph Databases</td>
<td>Varun Kacholia</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Shashank Pandit</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Soumen Chakrabarti S. Sudarshan</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Rushi Desai</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Hrishikesh Karambelkar</td>
<td></td>
</tr>
</tbody>
</table>

Table 9.5 Search of author “desai” by using CINDI advance search within Author column in database

Similarity

In all our experiments, some pre-processing of the text was done first. We decapitalised the tokens and removed punctuation and stop words. These tokens were matched against the title and abstract of the target document. Table 9.6 provides the statistics of testing the similarity generated by the CINDI search subsystem and human similarity value tested on 15 documents. The target document title is “On Similarity-Based Queries for Time Series Data” and the result of similar document is listed in Title of Document and Similarity generated by CINDI Search subsystem columns.
<table>
<thead>
<tr>
<th>Title of Document</th>
<th>Human Similarity Value</th>
<th>Similarity generated by CINDI Search subsystem (percentage)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Similarity Search for Web Services</td>
<td>7/10</td>
<td>65</td>
</tr>
<tr>
<td>Similarity Search Over Time-Series Data Using Wavelets</td>
<td>8/10</td>
<td>62</td>
</tr>
<tr>
<td>Benchmark Queries for Temporal Databases</td>
<td>6/10</td>
<td>58</td>
</tr>
<tr>
<td>Implicit Queries for Email</td>
<td>4/10</td>
<td>53</td>
</tr>
<tr>
<td>A novel architecture for active service</td>
<td>4/10</td>
<td>52</td>
</tr>
<tr>
<td>Generating Hierarchical Summaries for Web Searches</td>
<td>5/10</td>
<td>52</td>
</tr>
<tr>
<td>Cache and Query for Wide Area Sensor Databases</td>
<td>5/10</td>
<td>51</td>
</tr>
<tr>
<td>Similarity-based Multilingual Multi-Document Summarization</td>
<td>4/10</td>
<td>51</td>
</tr>
<tr>
<td>Entropy-Based Bounds for Online Algorithms</td>
<td>4/10</td>
<td>51</td>
</tr>
<tr>
<td>Generating Hierarchical Summaries for Web Searches</td>
<td>5/10</td>
<td>51</td>
</tr>
<tr>
<td>Streaming Queries over Streaming Data</td>
<td>5/10</td>
<td>51</td>
</tr>
<tr>
<td>Optimization Strategies for Instance Retrieval</td>
<td>4/10</td>
<td>50</td>
</tr>
<tr>
<td>Efficient Visibility-Based Algorithms for Interactive</td>
<td>6/10</td>
<td>50</td>
</tr>
<tr>
<td>Protein Similarity from Knot Theory</td>
<td>4/10</td>
<td>50</td>
</tr>
</tbody>
</table>

Table 9.6 Similarity matching of document title and abstract generated by search subsystem compared with human similarity value

The experimenting and testing showed that search subsystem is able to extract most of the fields such as title, author name, abstract and keywords.
Chapter 10

Conclusions and Future works

9.1 Conclusions

While conducting the literature review we found out that the CINDI subsystems were required to be integrated into a unified system, the search subsystem was required to be modified to provide advance features and usability. This thesis provides insight to data integration of various systems and enhancements made to the CINDI system. We have discussed integration testing techniques that were performed while integrating subsystems of CINDI which includes: the CINDI Robot, the ConfSys, the Registration and Upload subsystem, the Annotation subsystem, the Gleaning subsystem, the Automatic Semantic Header Generation subsystem and the Search subsystem into a unified system called CINDI digital library. We made enhancements to File Conversion subsystem by porting it to Linux platform, hence reducing a substantial time overhead.

We have enhanced the Search subsystem which now provides enhanced search techniques to the users to find desired information from CINDI Repository; users can make use of advanced search system to search within or any combination of title, abstract, keywords, subject and author of the documents. The annotation system works hand in hand with the Search subsystem providing CINDI users to annotate the documents that they download and thereby increasing page rank. The graphical user interface for Registration and Upload subsystem has been modified to provide better usability. We have designed and implemented Administrative panel to manage information of the Registration and Upload subsystem and the Annotation
subsystem. The overall enhancement to CINDI system shows promising results from statically tests provided in chapter 8.

9.2 Contribution of thesis

The key objective of this thesis to enhance the functionality of the subsystems in CINDI digital library and integrate them into a unified system. This thesis presents an integrated architecture of CINDI system designed to overcome the challenges of interoperability, extensibility and scalability of the old subsystems. It is completely a new architecture that is utilizing an enriched data model. The File Conversion subsystem of CINDI has made use of freely available Linux commands and OpenOffice. This clearly meets criteria of a free PDF converter on Linux platform. The porting of PDF converter from Windows platform to Linux helped the system to achieve same functionality provided by old FCS with minimized conversion time.

We have presented design, implementation and evaluation of the CINDI Search subsystem for keyword, phrase and advance search. The CINDI Search subsystem takes into account (a) User reviews and clicks to increase the rank of the document, (b) provides an interface to search within title, abstract, author and keywords of document by use of automatic semantic header generator. Our experiments and evaluations show the query evaluations and performance gains by making use of full text index. Our observations are based on evaluations in Chapter 8 showing that CINDI Search subsystem is practical to use on moderately large databases and the results are intuitive and useful.

We have enhanced the usability of Graphical User Interface of the old subsystems. We have achieved this by modifying the complex web interfaces in the Registration and
Upload subsystem and Search subsystem into simpler and easy to understandable interfaces. We structured the User Interface in logical sections and grouped the interface elements by their functionality.

9.3 Future Work and Suggestions

Based on the working prototype of integrated system, future investigations will go into several directions. For instance, we have currently taken into consideration searching within title, author, abstract, keywords and subject. However the literature study showed that similar academic search systems make use of documents citations to increase ranking of documents. The spell check can be introduced for query input by the user. Enhancements can be performed to the query parser to provide queries like title: ‘abc’ or author: ‘james’ in search textbox. Query expansion and relevance feedback can be implemented to increase number of results. Enhancements can be made to annotation subsystem by allowing annotators to comment on particular paragraph, formula or figure within the PDF document.
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### Appendix A: Stop Word List

<table>
<thead>
<tr>
<th>a</th>
<th>ago</th>
<th>always</th>
<th>another</th>
</tr>
</thead>
<tbody>
<tr>
<td>been</td>
<td>but</td>
<td>cannot</td>
<td>do</td>
</tr>
<tr>
<td>get</td>
<td>going</td>
<td>had</td>
<td>he</td>
</tr>
<tr>
<td>least</td>
<td>like</td>
<td>maybe</td>
<td>most</td>
</tr>
<tr>
<td>our</td>
<td>per</td>
<td>saw</td>
<td>she</td>
</tr>
<tr>
<td>them</td>
<td>they</td>
<td>till</td>
<td>unless</td>
</tr>
<tr>
<td>whether</td>
<td>whoever</td>
<td>will</td>
<td>won't</td>
</tr>
<tr>
<td>about</td>
<td>all</td>
<td>am</td>
<td>any</td>
</tr>
<tr>
<td>before</td>
<td>by</td>
<td>come</td>
<td>does</td>
</tr>
<tr>
<td>getting</td>
<td>gone</td>
<td>has</td>
<td>her</td>
</tr>
<tr>
<td>left</td>
<td>make</td>
<td>me</td>
<td>much</td>
</tr>
<tr>
<td>ourselves</td>
<td>put</td>
<td>see</td>
<td>should</td>
</tr>
<tr>
<td>then</td>
<td>this</td>
<td>to</td>
<td>until</td>
</tr>
<tr>
<td>which</td>
<td>whom</td>
<td>with</td>
<td>would</td>
</tr>
<tr>
<td>after</td>
<td>almost</td>
<td>an</td>
<td>anybody</td>
</tr>
<tr>
<td>being</td>
<td>came</td>
<td>could</td>
<td>doing</td>
</tr>
<tr>
<td>go</td>
<td>got</td>
<td>have</td>
<td>here</td>
</tr>
<tr>
<td>less</td>
<td>many</td>
<td>mine</td>
<td>my</td>
</tr>
<tr>
<td>out</td>
<td>putting</td>
<td>seen</td>
<td>so</td>
</tr>
<tr>
<td>there</td>
<td>those</td>
<td>too</td>
<td>up</td>
</tr>
<tr>
<td>while</td>
<td>whose</td>
<td>within</td>
<td>wouldn't</td>
</tr>
<tr>
<td>again</td>
<td>also</td>
<td>and</td>
<td>anyhow</td>
</tr>
<tr>
<td>between</td>
<td>can</td>
<td>did</td>
<td>done</td>
</tr>
<tr>
<td>goes</td>
<td>gotten</td>
<td>having</td>
<td>him</td>
</tr>
<tr>
<td>let</td>
<td>may</td>
<td>more</td>
<td>myself</td>
</tr>
<tr>
<td>over</td>
<td>same</td>
<td>shall</td>
<td>some</td>
</tr>
<tr>
<td>these</td>
<td>through</td>
<td>two</td>
<td>upon</td>
</tr>
<tr>
<td>who</td>
<td>why</td>
<td>without</td>
<td>yet</td>
</tr>
<tr>
<td>anyone</td>
<td>i</td>
<td>at</td>
<td>than</td>
</tr>
<tr>
<td>---------</td>
<td>-------</td>
<td>-------</td>
<td>------</td>
</tr>
<tr>
<td>down</td>
<td>none</td>
<td>every</td>
<td>whatever</td>
</tr>
<tr>
<td>his</td>
<td>something</td>
<td>into</td>
<td>be</td>
</tr>
<tr>
<td>never</td>
<td>was</td>
<td>of</td>
<td>for</td>
</tr>
<tr>
<td>somebody</td>
<td>are</td>
<td>sure</td>
<td>it</td>
</tr>
<tr>
<td>us</td>
<td>even</td>
<td>were</td>
<td>one</td>
</tr>
<tr>
<td>you</td>
<td>if</td>
<td>away</td>
<td>that</td>
</tr>
<tr>
<td>anything</td>
<td>not</td>
<td>everyone</td>
<td>what's</td>
</tr>
<tr>
<td>each</td>
<td>stand</td>
<td>is</td>
<td>became</td>
</tr>
<tr>
<td>how</td>
<td>we</td>
<td>off</td>
<td>from</td>
</tr>
<tr>
<td>no</td>
<td>as</td>
<td>take</td>
<td>just</td>
</tr>
<tr>
<td>someone</td>
<td>ever</td>
<td>what</td>
<td>onto</td>
</tr>
<tr>
<td>very</td>
<td>in</td>
<td>back</td>
<td>the</td>
</tr>
<tr>
<td>your</td>
<td>now</td>
<td>everything</td>
<td>when</td>
</tr>
<tr>
<td>anyway</td>
<td>such</td>
<td>isn't</td>
<td>because</td>
</tr>
<tr>
<td>else</td>
<td>went</td>
<td>on</td>
<td>front</td>
</tr>
</tbody>
</table>
# Appendix B: Impolite Words List

<table>
<thead>
<tr>
<th>English</th>
<th>Spanish</th>
<th>French</th>
<th>German</th>
</tr>
</thead>
<tbody>
<tr>
<td>shit</td>
<td>ejakulate</td>
<td>pusse</td>
<td>pussy</td>
</tr>
<tr>
<td>bitch</td>
<td>fatass</td>
<td>scrotum</td>
<td>sh!t</td>
</tr>
<tr>
<td>blowjob</td>
<td>fcuk</td>
<td>shemale</td>
<td>shit</td>
</tr>
<tr>
<td>clit</td>
<td>fuk</td>
<td>hore</td>
<td>shit+</td>
</tr>
<tr>
<td>fuck</td>
<td>fuxr</td>
<td>hoer</td>
<td>sh!+</td>
</tr>
<tr>
<td>ass</td>
<td>li+ch</td>
<td>hore</td>
<td>slut</td>
</tr>
<tr>
<td>asshole</td>
<td>lesbian</td>
<td>hore</td>
<td>smut</td>
</tr>
<tr>
<td>b!tch</td>
<td>masturbate</td>
<td>jism</td>
<td>shi+</td>
</tr>
<tr>
<td>bch</td>
<td>masterbat*</td>
<td>kawk</td>
<td>slut</td>
</tr>
<tr>
<td>btch</td>
<td>masterbat</td>
<td>litch</td>
<td>smut</td>
</tr>
<tr>
<td>bastard</td>
<td>li+ch</td>
<td>teets</td>
<td>teets</td>
</tr>
<tr>
<td>bi+ch</td>
<td>lesbian</td>
<td>tits</td>
<td>tits</td>
</tr>
<tr>
<td>boiolas</td>
<td>masturbate</td>
<td>mofo</td>
<td>tits</td>
</tr>
<tr>
<td>buceta</td>
<td>masterbat*</td>
<td>nazi</td>
<td>wse</td>
</tr>
<tr>
<td>cck</td>
<td>masterbat</td>
<td>nigga</td>
<td>wse</td>
</tr>
<tr>
<td>cawk</td>
<td>motherfucker</td>
<td>nigger</td>
<td>wse</td>
</tr>
<tr>
<td>chink</td>
<td>s.o.b.</td>
<td>nutsack</td>
<td>whoar</td>
</tr>
<tr>
<td>cipa</td>
<td>mofo</td>
<td>phuck</td>
<td>whor</td>
</tr>
<tr>
<td>clits</td>
<td>nazi</td>
<td>pimpis</td>
<td>f***</td>
</tr>
<tr>
<td>cock</td>
<td>nigga</td>
<td>fu**</td>
<td>f***</td>
</tr>
<tr>
<td>cum</td>
<td>nigger</td>
<td></td>
<td>f***</td>
</tr>
<tr>
<td>cunt</td>
<td>nutsack</td>
<td></td>
<td>f***</td>
</tr>
<tr>
<td>dildo</td>
<td>phuck</td>
<td></td>
<td>f***</td>
</tr>
<tr>
<td>dirsa</td>
<td>pimpis</td>
<td></td>
<td>f***</td>
</tr>
</tbody>
</table>