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Abstract

Software Testing Using Context Maps Test Cases (CMTC)

Farooq Ali Khan

In software industry the greatest amount of expenditure is in maintaining software developed poorly or specifications not met properly, this result in failures, budget overruns and unmet timelines. Software testing, if carried out properly, could actually resolve or mitigate these issues. However, in many cases the testing methodologies as well as the testing tools consider testing as a post development effort, which is conducted in isolation of the analysis and worse still, development itself. The efficacy of the testing as a guard against software and project failure is therefore not always realized, partly because of the absence of a tool based support for test cases, a tool which could be simple and yet effective.

We propose that contexts should be considered for testing and as such testing should not be considered as an isolated activity, but an umbrella or integrated activity, intrinsically linked and uses the output from different phases of software development lifecycle. For instance, the fact that context for testing is present in the test case would only make the testing easy and will help in creating a role for non testing teams including the users to participate in the success of the tests and a better product.

We use Context Maps to create Context Maps Test Cases (CMTC), for User Acceptance Testing in small customization projects to test defect fixes and enhancements in already developed software. CMTC helped in contriving the test case artifacts like test data, expected and actual output not just by testing team on the basis of documents, but also provide a role or channel for the end users as well as other stakeholders to share their thoughts, as to what constitute the best data to test the product with.
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Chapter 1

Introduction

1.1 Introduction

Most businesses need software for their daily operations, from hospitals to universities there is hardly a business environment that can operate in this day and age without software tools. It is important that these tools are tested properly for the business to continue its daily operations. Software testing is perhaps the most important phase of software development life cycle [14, 17]. It is an assurance that the software will meet the requirements and function properly. Because of the complex nature of communication between the technical and business professionals, requirement gathering is never a simple task and often the requirements are not properly documented. In such a situation proving that the resulting software is fulfilling the business requirements is difficult. Testing or more precisely user acceptance testing [17] is supposed to prove that the software fulfills the requirements of the business for which the software is being developed. This is not a reclusive or remote problem but is one that various studies have pointed out [1, 2, 3, 4, 5, 6 and 13] and almost all software organizations are familiar with. Many studies point out that the major cost in a software project is software maintenance [7, 8, and 13]; one factor that can reduce this cost is proper testing.
Figure 1.1 Results from Agitar Study [13]: Most of the defects are a direct result of the software not matching the real requirements

**Context and Contextualized Testing**

There is a very important relation between the test cases, the system being tested, related systems and the people who would identify the contents of the test cases, this relationship could be identified as the context of the test. There are studies that have pointed out the efficacy of contexts in systems analysis and design, such as the fish eye view [9, 10], however, there is little mention of software testing.

For the purpose of this thesis we define Context as, “the multiple Complex dynamic systems in which the project is situated”.

The emphasis in contextualized testing is to encompass the relationships that exist in everything that goes on in a software development process which has a bearing on the effectiveness and value of the software. It is important for testing to be integrated in the software life cycle [15, 16, and 31] for testing process to be mature and for testing to be contextualized.
According to the IEEE Standard for Software Test Documentation: IEEE Standard 829-1998 [33], the test case document should have the following information

- An identifier to uniquely identify the documents from others
- Items to be tested
- Input / Output Specifications
- Hardware / Software environmental needs
- Test case specific procedure requirements e.g. setup, execution, cleanup
- Related test cases or pre requisites, which must be executed prior to the implementation of this test case

We observed from studying projects that the standard has the following very important information missing, which prevents it from capturing the contexts properly in the test case documents

- The programmer, user / business analyst, test analyst or managers have an important role respectively, in creating the above mentioned contextual elements of a test case document, **the roles are missing**.

- Also a tool that will help each one of the roles (mentioned in 1) to participate in identifying and documenting these related or contextual information, in a way so that the relation could be preserved and presented, **tool is missing**.

- At what stage in the testing life cycle each of these artifacts is documented, a **temporal dimension** is missing.
There are various tools from different vendors that help capture the context for software testing and defect tracking. Examples of such tool suites are IBM Rational (ClearQuest for Defect Tracking, Test manager for test case management and authoring, Manual Tester for test case authoring), Microsoft Team Systems and Tenrox among others [10, 19 and 34]; we will discuss our work with these tool suites in Chapter 3.

During our research we worked with customization departments of software companies, such as Perfapps, Visual 2000, Tenrox and Liberty Mutual, for user acceptance testing [17] on projects related to defect fixes and small enhancements. While testing these short term and small user acceptance testing projects, we found the current set of defect tracking, test case management and authoring tools to be inadequate because of the information related to the test is spread across various tools and within each tool across various tabs. We found that in order to compare the information the tester must browse through these tabs and tools, it is also time consuming to trace the data used for testing to the requirements or to identify the participants, such as Business Analysts or Programmers who could help understand or add the information available to create test cases. For instance, with our experience of working with a company where IBM Rational tool suite is being used, the defect tracking information is stored in IBM Rational ClearQuest whereas the test case itself or the input specification and output behavior of the system is captured using tools, such as IBM Rational Test Manager. There were incidents in which the business analysts did not capture or transferred all the information from IBM Rational Requisite Pro (used to document requirements by business analysts in that company) to the attached requirement documents in the ClearQuest (used as a defect tracking
tool), and when testing of the defect started the Analyst was on his vacations, so a test that would have finished in a day took a week to finish.

The discussion highlights the need of a simple tool that could help in both documenting test cases and defect tracking especially for user acceptance testing in small customization projects; this will eliminate the need to use multiple testing tools with many tabs to capture information for test cases in small customization projects effectively saving time and will also reduce the cost of testing by replacing the more expensive testing tool suites. Such a testing tool will also help Business Analysts, End Users and Programmers to add or review the test case contents easily without much help from test team members to understand the structure and mechanism of the tool.

This is our motivation in this research to study the aforementioned issues and develop a tool to support software testing needs in small and short term customization projects.

1.2 Scope of Our Work

We use Context Maps Test Case (CMTC), will be introduced in chapter 2, for documenting test cases to test customizations in existing projects. These customizations could be a result of defects found in existing software or a small enhancement required to fulfill the needs of the client or business using the software.

The main area of study in our thesis is the user acceptance testing [14, 15 and 17] along with regression testing [3, 14] usually carried out using Black Box Testing technique [17]. The customization projects we participated during our thesis are small customization projects for testing enhancement in current functionality and defect fixing; as a result the test cases were rather small in terms of the input and output data specification, which usually constitutes an important part of any software test case document [33]. Therefore scalability of the test case document was not an
important issue as we use Context Maps to create test case documents. However, a tool Context + [12] could be used to address the scalability of the CMTC in case where the Context Maps are larger and difficult to read.

1.3 Contributions of the thesis

This thesis offers the following contributions:

- It proposes a new approach to test customizations in existing projects, with a tool called CMTC (CMTC will be discussed in the next chapter). CMTC can present both defect tracking and testing information in one simple map without the need to browse across various testing and defect tracking tools and their respective tabs to compare the related information. This simple presentation of information also facilitates management control, especially in small scale customization projects for testing defect fixes and enhancements.

(The customizations in existing projects that are being tested could be a result of defects found in existing software or minor enhancements to fulfill the need of the customer. The main area of study in our research is the user acceptance testing [14, 15 and 17], which is usually carried out using Black Box Testing [17]).

- It provides CMTC as a simple tool which is easy to use and helps integrate user acceptance test planning and execution in the software development process [16] for small customization projects. This integration coupled with simple presentation format, which will be discussed in the next chapter, helps participants from various phases of Software Development Lifecycle [14] to participate in development of test case documents. For example, End user and business analyst during the requirement specification phase [15] could add information, such as which error or defect is more severe. Similarly, the programmer could specify the input data (like testing boundary
value conditions) which he might have overlooked during unit testing [14] because of
time constraints.

We found that CMTC prevents ignorance towards testing and as such we consider the
following points as contribution of our thesis though they also point out why CMTC
are difficult to implement in some companies

- In small customization projects for testing defects and minor enhancements,
the CMTC provide a way to create complete test cases with accurate information, and
help organizations to follow the testing life cycle, which extends from software
specification to successful software delivery [17, 18].
- Many organizations don’t want to spend on training their people, effectively
obviating the training aspect of the most important of four Ps (People, Process,
Product, Project) [20]. CMTC require people to be at least familiar with the Context
Maps terminology and gain a certain level of proficiency in using it, hence underlying
the importance of training People.
- CMTC contradict a widely held belief that software metrics as well as testing
results are not to be used for appraisals of various members involved in software
development [20] as it might create a negative competition, for instance,
programmers might start counting or writing more comments in source code just to be
considered more productive. However, the CMTC do not just give the error but the
precise and complete context. We found that the context makes it easy to identify and
correct the problem.
1.4 Thesis Outline

The thesis is organized as follows

- Chapter 2 provides the background, the chapter introduces Context Maps and CMTC, with explanation and references to help the reader read Context Maps based CMTC.

- Chapter 3 presents related work and our work with other testing and defect tracking tools. This chapter highlights the problems and provides the motivation.

- Chapter 4 compares CMTC with the related work presented in Chapter 3, and presents our solution.

- Chapter 5 presents the CMTC documents that were created for various projects with their explanation as well as the results obtained. It also compares the effectiveness of CMTC and other related tools that we used in our work, with the help of graphs.

- Chapter 6 includes an insight as to what we think is the future of Context Maps in software testing and what needs to be done to further facilitate the usage of Context Maps as a software testing tool, this chapter also includes a summary of the thesis results.
Chapter 2

Introduction to Context Maps

In this chapter we describe the background, concepts and techniques used in the development of Context Maps. We will also show how to read Context Maps.

Context Maps is defined as follows:

Context Maps is a set of sets that describe information and enable visualization. The relationship among the set members is delineated through the Map with the help of notations (as will be described later in the chapter).

Context Maps is a collection of disparate knowledge components. These components are brought together in a logical way to form a map and to present contextual information to the user.

Based on Context Maps technology, separate but related pieces of knowledge can be merged into one view, which could be read horizontally and vertically to elicit different pieces of information.
Context Maps allow the capture of contexts, as described in Chapter 1, as well as the modeling of these concepts, making them ideal for presenting information in groups. The application of Context Maps could include

- All phases of software development life cycle
- Software process improvement
- Software Testing and Debugging
- Software Team Management
- Risk Management and Quality Assurance
- Measurement and estimation of software projects
- Data comprehension and conversion techniques

In the next section we will discuss how to read Context Maps. We will discuss the notation set, the terminology and what constitutes the Context Maps by illustrating a Context Map used to describe the different types of team structures and the projects that best suits each type.
2.1 How to read Context Maps

2.1.1 Context Maps Terminology

Besides some changes in the notation set, which we felt were necessary to support the software testing, the Context Maps terms used in this thesis are the same as in previous works [11, 12, 21]. These terms include the following definitions, acronyms and abbreviations. We will describe these terms with an example in section 2.1.3.

- **Context Tuple**: A generic association of set members cast in roles.
- **Sets**: Sets are shown inside curly brackets “{}” in the leftmost column of a Context Map.
- **Set Member**: The members under each set are the Set Members.
- **Set Roles**: the upper case letters in spreadsheet cells.
- **Set Member Roles**: the lower case letters in spreadsheet cells.
- **Cardinality of Roles**: the amount of non empty Roles in every row.
- **Cardinality of Set Member**: the amount of set members under each set.
2.1.2 Context Maps Notations

Context Maps provide a very flexible and adaptable set of notations. This set is expandable and editable, depending on the underlying business. This is one of the benefits of Context Maps and is similar to the tags in XML, which are defined and customized according to the underlying business. During our research, which used Context Maps to create CMTCs, we added some more notations to the existing notation set of the Context Maps [11, 12, 21], to help us better capture and represent the concepts involved in software testing (like state of the system before testing starts or pre-state, input data, output data, incorrect output, severity level of a problem or bugs found during testing). The additions are listed in bold in the following table and will be described in greater detail as we will use them in chapters 4 and 5.

Some symbols can be associated with multiple concepts [12]; similarly different users can define symbols by themselves. This is because the defined regulations are flexible.
<table>
<thead>
<tr>
<th>Category</th>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Notation of sets</td>
<td>A</td>
<td>(A)ggregation of columns - context tuples</td>
</tr>
<tr>
<td></td>
<td>E</td>
<td>- (E)dge properties</td>
</tr>
<tr>
<td></td>
<td>F</td>
<td>- (F)low graph nodes</td>
</tr>
<tr>
<td></td>
<td>L</td>
<td>- (L)ow graph with cycles</td>
</tr>
<tr>
<td></td>
<td>N</td>
<td>- (N)ode properties</td>
</tr>
<tr>
<td></td>
<td>V</td>
<td>- (V)alue</td>
</tr>
<tr>
<td></td>
<td>S</td>
<td>- (S)equence</td>
</tr>
<tr>
<td></td>
<td>G</td>
<td>- (G)uard</td>
</tr>
<tr>
<td></td>
<td>R</td>
<td>- (R)esource</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>- (O)bject</td>
</tr>
<tr>
<td></td>
<td>I</td>
<td>- (I)dentifier</td>
</tr>
<tr>
<td></td>
<td>X</td>
<td>- Cartesian Product</td>
</tr>
<tr>
<td></td>
<td>T</td>
<td>- Test Cases</td>
</tr>
<tr>
<td></td>
<td>P</td>
<td>- Pre State of system (before testing starts)</td>
</tr>
<tr>
<td></td>
<td>B</td>
<td>Business Rule</td>
</tr>
<tr>
<td></td>
<td>I</td>
<td>Input Data</td>
</tr>
<tr>
<td></td>
<td>E</td>
<td>Expected Output</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Actual Output</td>
</tr>
<tr>
<td></td>
<td>?</td>
<td>- unknown value</td>
</tr>
<tr>
<td>Notation of set members</td>
<td>V</td>
<td>- marker</td>
</tr>
<tr>
<td></td>
<td>?</td>
<td>- unknown value</td>
</tr>
<tr>
<td></td>
<td>M</td>
<td>- (m)iddle of 'arrow'</td>
</tr>
<tr>
<td></td>
<td>F</td>
<td>- tail of 'arrow'</td>
</tr>
<tr>
<td></td>
<td>T</td>
<td>- head of 'arrow'</td>
</tr>
<tr>
<td></td>
<td>B</td>
<td>- both f/t</td>
</tr>
<tr>
<td></td>
<td>F</td>
<td>- (f)rom node</td>
</tr>
<tr>
<td></td>
<td>T</td>
<td>- (t)o node</td>
</tr>
<tr>
<td></td>
<td>L</td>
<td>- (l)oop</td>
</tr>
<tr>
<td></td>
<td>B</td>
<td>- f/t - both nodes component</td>
</tr>
<tr>
<td></td>
<td>F</td>
<td>- (f)rom node component</td>
</tr>
<tr>
<td>T</td>
<td>- (t)o node component</td>
<td></td>
</tr>
<tr>
<td>-----</td>
<td>-----------------------</td>
<td></td>
</tr>
<tr>
<td>L</td>
<td>- (l)oop node component</td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>- yes</td>
<td></td>
</tr>
<tr>
<td>O</td>
<td>- otherwise</td>
<td></td>
</tr>
<tr>
<td>I</td>
<td>- input item</td>
<td></td>
</tr>
<tr>
<td>OE</td>
<td>- Expected Output</td>
<td></td>
</tr>
<tr>
<td>OC</td>
<td>- Correct Output</td>
<td></td>
</tr>
<tr>
<td>OX</td>
<td>- Incorrect Output</td>
<td></td>
</tr>
<tr>
<td>G</td>
<td>- Bugs</td>
<td></td>
</tr>
<tr>
<td>R</td>
<td>- (r)ead</td>
<td></td>
</tr>
<tr>
<td>U</td>
<td>- (u)pdate</td>
<td></td>
</tr>
<tr>
<td>D</td>
<td>- (d)elete</td>
<td></td>
</tr>
<tr>
<td>X</td>
<td>- component of Cartesian Product</td>
<td></td>
</tr>
<tr>
<td>C</td>
<td>- concurrence</td>
<td></td>
</tr>
<tr>
<td>J</td>
<td>- (J)oin from fork</td>
<td></td>
</tr>
<tr>
<td>K</td>
<td>- (K)ey</td>
<td></td>
</tr>
</tbody>
</table>

*Table 2.1 Context Maps Notation*

### 2.1.3 An Example

In order to explain Context Maps terminology and how to read the Context Maps we will present the Context Map shown in Figure 2.1. The Context Map of Figure 2.1 was developed to define the organization policy describing the relation between team structure and project type at Perfapps Solutions, a company that provides business software solutions.
<table>
<thead>
<tr>
<th>Set</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Sets</strong></td>
<td>3 (Team Type)</td>
<td>2 (Team Structure)</td>
<td>2 (Team Member Type)</td>
<td>4 (Project Type)</td>
<td>3 (Team Character)</td>
<td>2 (Communication Structure)</td>
<td>2 (Communication Options)</td>
<td>8 (Communication Types)</td>
</tr>
<tr>
<td><strong>Team Type</strong></td>
<td>PD</td>
<td>CD</td>
<td>CC</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td><strong>Team Structure</strong></td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td><strong>Team Member Type</strong></td>
<td>Generalists</td>
<td>Specialists</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td><strong>Project Type</strong></td>
<td>Complex</td>
<td>Simple</td>
<td>Long</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td><strong>Team Character</strong></td>
<td>Physical Proximity</td>
<td>Temporal Proximity</td>
<td>Amicability</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td><strong>Communication Structure</strong></td>
<td>horizontal</td>
<td>vertical</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td><strong>Communication Options</strong></td>
<td>Modeling</td>
<td>Documentation</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td><strong>Communication Types</strong></td>
<td>Face-to-Face</td>
<td>Video Conversation</td>
<td>Phone Conversation</td>
<td>MSN Messenger (netmeeting etc)</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td><strong>Team Size</strong></td>
<td>Large</td>
<td>Small</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td><strong>Author</strong></td>
<td>Syntax and Patterns © by W.M. Jaw</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
<td>7</td>
</tr>
</tbody>
</table>

**Cardinality of set members**

**Cardinality of Roles**

*Figure 2.1 Context Maps for Software Team*
1. We used the appropriate notations based on the basic elements of Context Maps notation set. The choice of which notation is to be used for a set or set member is up to the discretion of the creator of the Map.

2. We expand each set by filling in its members. The following describes the syntax of the Context Maps:
   - The bold terms in column 2 within curly brackets {} are called sets, such as {Team Type}
   - The elements under the set in column 3 are called set members, such as “DD” and “CC”.
   - The contents in columns (5-8) are called Context Tuples.
   - The single uppercase capital letters in Context Tuples are Set Roles, such as the letter R, A, N, and L
   - The lower case letters or digits in Context Tuples are Set Member Roles, such as f, m, t, v, and b
   - The column 4 with numbers is the count of the set member roles.
   - The column 1 with numbers is the count of the set members.

For every value in the spreadsheet, user can read up or down a column to see related values and towards the left of the map to find which set member the value is referring to. Now we will see how to read the Context Map in Figure 2.1.
2.1.4 Reading Context Maps

To explain how to read the Context Maps in Figure 2.1, let us consider the sets Project Type and Communication Structure.

- In Row 16, “Project Type” is represented with “N” or as a Node in the map, as mentioned earlier, it is up to the creator of the Map to decide which notation to use, much like the column names in the Database table or tag names in XML. Project Type could be represented as a resource, “R”, but the creator of this Context Map chooses Project Type as a Node in the Context Map to be represented as “N”.

In Rows 17-20, the set members of this set are “Complex”, “Simple”, “Long” and “Short” type of projects. In the map these set members are considered as values or “v”. Observe that the notation for set members is in lower case and for sets in uppercase.

- In Row 25, “Communication Structure” represents iterative communication between project team members and end users to clarify the project requirements. In order to capture this iterative nature of communication, the creator of the Context Map in Figure 2.1 choose loop or “L” as a notation to represent Communication Structure in the Map.

The set member of this set are “horizontal” and “vertical”, also represented as loop or “l”, pointing out the iterative nature of communication whether the communication is horizontal (team members are free to communicate) or vertical (communication among member of different teams is through the managers only)
Figure 2.2 Context Maps for Software Teams
The relation between the set members could be read by reading in the map vertically. For example, when we read the set “Project Type” and the member of this set “Complex”, we see the notation “v” in this row (row # 17 of the Context Map) appears in the 5th column in the Context Map. Similarly when we read the set “Communication Structure” and the member of this set “horizontal”, we see the notation “1” in this row (row # 26 of the Context Map) appears in the 5th and 7th column of the Context Map. The fact that both Project Type “Complex” and Communication Structure “horizontal” have values in the map under the same column (i.e. 5th column) shows the relation between these two sets. The relation could be read as, “when the Project type is Complex the Communication Structure is horizontal” or when it is a complex project, the organizational policy is that the communication among the team members and among different teams is allowed without any management restriction or control; this open communication will reduce the complexity of the problem. The relation between Project Type “Complex” and Communication Structure “horizontal” is further explained in the following Figure 2.3 (an excerpt of Figure 2.1).

Figure 2.3 Relation between set members
In the above Figure 2.3, the notation “v” appears only once in the row where the Project Type “Complex” appears, therefore, the Cardinality of set member in this row (row # 17) under the column 4 is 1, as shown in the following Figure 2.4. Whereas the notation “l” appears twice in the row where the Communication Structure “horizontal” appears, therefore, the Cardinality of set member in this row (row # 26) under the column 4 (of Figure 2.4) is 2. This provides another way of checking if in actuality the set member is showing these many relations to other set members in the Context Map, which helps keep the Map consistent.

![Cardinality of set members](image)

**Figure 2.4 Cardinality of set members**
2.2 Context Maps Test Case

In this thesis research we use Context Maps to develop Context Maps Test Case (CMTC). The developed CMTC, their comparison with other testing tools, and the benefits obtained from their usage will be discussed in Chapter 4 and 5.

The requirements for a software project are not necessarily understood in the beginning of the project. At every phase of the Software Development Life Cycle (SDLC) [14, 17] the requirements are clarified by the people who are involved. For instance, in one of the projects the programmer identified that the space to replace special characters asked by the user to use in the search criteria of a form, was creating problems when the special character is adjacent to a space itself. The programmer identified that the requirements be modified and instead of space a wild card like "\%" should be replacing the space. This shows how the Requirements are clarified as we move from one phase of SDLC to another. The user acceptance testing [17] which is conducted at the end of the testing life cycle and provides validation that the resulting software fulfills the requirements, needs test case documents which are developed throughout the SDLC and across its various phases with input from the participants of each phase as the requirements are understood in greater detail.

Therefore, in user acceptance testing it is important to provide a structure for the test cases that is easy to understand. This will help the participants, not necessarily testers but also end users, programmers and managers, to fully participate and comment on the decisions taken, like choosing the proper data with which to test the application.
Since these stakeholders are not always technically equipped to handle complex tools, they might not be able to handle complex interfaces to read or change the test cases, for instance, those provided by toolsets like IBM’s Rational or Borland’s Silktest. The simple Spreadsheet-like structure of the CMTC and the knowledge that it imparts by browsing through it, without the need to click any tabs or open various windows, makes CMTC easy for those involved to understand the information presented through the test cases. As oppose to creating a diagram to delineate a test case or merely describing a test case, one of the benefits we observe of using CMTC is that they are not just easy to create but also easy to read and update. Moreover, the information presented in the form of sets could be related easily to other sets within the map and more information could be added easily without changing the current Map Structure.

From the management perspective, the managers get all the information related to the test they would require by simply browsing through one simple map. In our experience by virtue of CMTC, managers were able to identify the number of errors, the related module, the version or build being tested, the programmer to assign the issue for debugging, the end user or business analyst to contact for clarification of the problem. The presence of all this information in one simple map helps managers with limited time to make important management decisions without wasting time to gather information from across the various tabs of test management and defect tracking tools. The CMTC and the resulting benefits will be presented in greater detail in Chapters 4 and 5.
Chapter 3

Problems with testing and testing tools

In this chapter, we look at contextualized testing. Testing or, more specifically, user acceptance testing is considered as an umbrella activity of the software process. As such, it starts from the beginning of the software process, and involves participants from all phases of Software Development Life Cycle (SDLC) [14]. We will also discuss various existing approaches and tools for software testing. We will show how we use them during our research, and the results we obtained. We will see the problems in existing approaches and tools while performing user acceptance testing.

3.1 Testing Process

Many authors and researchers have recognized that testing should not be considered as an activity but a process, which starts with software specification and requirements gathering [2, 15, 16, 17, 22, 23, 24, and 25]. During the initial phase of a Project, that is, Requirements gathering, testing activities include determining verification approaches (black box or white box [14, 17]), generating test data and identifying a test plan which will result in clearer and fewer test case documents.
There are several testing processes specified by different researchers, Figure 3.1 shows a typical testing process.

→ Specification (acceptance test plan)
  → Design (system and sub system integration test plan)
  → Implementation (integration and unit testing)
  → Testing (acceptance testing)

*Figure 3.1 A typical testing process*

The test process in Figure 3.1 shows that testing phases are dependent on SDLC phases, such as ‘planning user acceptance testing’, depends on ‘requirement elicitation’ phase of SDLC. According to these testing processes [2, 3, 4, 5, 14, and 17] during the requirement gathering the test case document for the user acceptance testing is prepared. Each testing phase has participants from the adjacent SDLC phase, who work with test team members to develop test case documents and monitor the results of testing. In user acceptance testing the end user should be able to identify the input and expected output, as well as elaborating the User Interface.

Now we will present examples of software test processes and will analyze how these processes help in user acceptance testing and the problems that need to be addressed.
3.1.1 The V Model

The V Model captures the testing process: see Figure 3.2 [15].

![Diagram of the V Model]

\[Figure\ 3.2\ The\ V\ Model\]

According to Black test team is not isolated in their efforts to develop test case documents, and should work with participants from other phases as shown in Figure 3.2. The V Model and some other testing life cycle models [15, 17] suggest that user acceptance testing is carried out after the software has been developed. The model also suggests that the planning for user acceptance testing should be in the beginning of SDLC, while capturing the requirements. The planning for user acceptance testing involves activities, such as preparation of test case documents and identifying test data. Similarly, the Integration test plan is prepared during the design of the system, and the component and unit test plan is prepared during the implementation of the system as shown in Figure 3.2.
The authors of models similar to the V Model identify that user acceptance testing is an effort not only of software test team members, but also of those who are participating in capturing requirements such as end users and business analysts [2,5,17]. However, the V Model does not identify a role for developers and designers to help create user acceptance test case documents. In other words the V Model does not see the user acceptance test case planning beyond the requirement gathering phase of the SDLC and into the later phases such as Design and Implementation.

The model in Figure 3.2 shows that user acceptance test plans are developed while requirements are captured in the beginning of the SDLC. This view is similar to the deprecated waterfall model [14] where the requirement elicitation is a phase which is in the beginning of the software development process. However, just as requirements are refined and reviewed throughout the software development lifecycle in the more recent and accepted SDLC models such as the Prototyping, Iterative, and Evolutionary models [14, 17], the user acceptance test case document (which is validating the requirements against the developed software product) should also be planned and reviewed throughout the different phases of SDLC with the participation of members from each phase.

Often the developers while implementing the requirements uncover problems that could change the requirements; consequently the user acceptance test case document should change too. The business analysts and end users might ignore some details as implicit requirements or trivial. However, the testers and developers because of lack of business knowledge might not be able to readily understand certain issues; they might add more details to the requirements or in some cases even change the requirements.
In one of our experiences, we tested a search engine, which was searching for a string provided by the user. The search was against a database of customer names. The search engine (before searching for the string in the database) was replacing special characters in the string, such as “\", “", ;, {, }, ?, &” with a space character. This is due to the fact that the business policy does not allow special characters in the customer names. However, there was a problem when the special character in the search string was adjacent to a space itself, for example “P & G”, as this makes the search string “P G”, that is, a customer name where P and G are separated with two spaces between them. To fix this problem the developer change the search criteria, and replaces “space” character used to swap special characters like “\", “", ;, {, }, ?, &” in the search string with the wild card “%”. In this way a string like “P & G” would be replaced with “P % G” and as such the search result would include all names with P and G within them. In this case, if the developer won’t change user acceptance test plan, the test case will fail as the tester will assume that special characters are being replaced with “space” rather than “%”. This example illustrates that it is important that user acceptance test case documentation should be viewed, like requirements gathering, as an umbrella activity of SDLC, and participants of any SDLC phase should be able to update or review the user acceptance test plan.

### 3.1.2 Testing Maturity Model

Burnstein [16, 31] suggests testing as a sub process within the software development process. She suggests that testing should be improved in levels following the paradigm set by SEI through Capability Maturity Model (CMM) [14] and proposes Testing Maturity Model (TMM) to improve the process of testing.
Level 5: Optimization
   Test process optimization
   Quality control
   Application of process data for defect prevention

Level 4: Management and Measurement
   Software quality evaluation
   Establish test measurement program
   Establish organization wide review program

Level 3: Integration
   Control and monitor the testing process
   Integrate testing into software life cycle
   Establish a technical training program
   Establish a software test organization

Level 2: Phase Definition
   Institutionalize basic testing techniques and methods
   Initiate a test planning process
   Develop testing and debugging goals

Level 1: Initial

Figure 3.3 the TMM

Level three of the model suggests key process areas (KPAs) such as ‘integration of testing into software lifecycle’, and ‘establishing a software test organization’. This shows how according to her model testing is considered an umbrella activity of SDLC, and needs to be integrated in the software life cycle.
3.1.3 Fisheye views

There have been attempts such as the fisheye views [9] to underline the importance of contexts in which a system lies — for example, its software, hardware environment and related modules. The model suggests that only by considering contextual information (that is, related modules and components) that a system could be studied properly, and even though the emphasis could be on one specific module or sub-system, but this should not lead to the isolated study of the module. However, fisheye views is focused on software analysis and design only, and suggests nothing that highlights the importance of contextualized testing.

Integration of software testing into the software lifecycle process should be viewed in the same way as fisheye views. Different phases of SDLC and their participants should be perceived as providing the contextual information for test case documents, so that software testing won't be carried out in isolation by software test team members.

3.1.4 A Standard for Software Test Case Documentation

IEEE Standard 829-1998 for software test documentation [33] defines the scripted testing approach. The Standard defines a set of eight documents for software testing; among these documents is the test case specification document. IEEE Standard 829-1998 suggests that the test case specification document should be composed of the following sections
• An identifier to uniquely identify the documents from others
• Items to be tested
• Input / Output Specifications
• Hardware / Software environmental needs
• Test case specific procedure requirements e.g. setup, execution, cleanup
• Related test cases or pre requisites, which must be executed prior to the implementation of this test case.

The IEEE standard stipulates that contextual elements such as ‘Hardware/Software environment’, and ‘related test cases’ should be mentioned in the test case document for it to be comprehensive and complete. The addition of the names of responsible people in the test case document will complement the test case further, as it will help in the traceability, debugging, error correction, and will also save time and resources.

We observed from studying projects that the IEEE Standard 829-1998 has the following very important information missing, which prevents it from capturing the contexts properly in the test case documents:

• The programmer, user / business analyst, test analyst or managers have an important role respectively, in creating the above mentioned contextual elements of a test case document, the roles are missing.

• At what stage in the testing life cycle each of these artifacts is documented, a temporal dimension is missing.
There is also a need for a tool that will help each one of the roles (mentioned in 1) to participate in identifying and documenting the above mentioned contextual or related information, in a way that the relation could be preserved and presented.

3.2 Testing Tools

Tools make methods more efficient [20]. Testing methods include documenting test case, specifying test data, reporting errors, identifying the severity of a problem, tracking defects, assigning and monitoring roles and responsibilities of those involved in testing. Testing tools help in effective and efficient completion of these testing methods. However, the efficacy of software testing tools depends on how mature the organization is in implementing the testing process. As we have seen in Section 3.1, testing is an umbrella activity in a software project. Therefore, it is important for testing tools to be accessible by not just test team members, but also by analysts, end users, and developers, for the tools to be useful. As all these stakeholders are documenting requirements and defining constraints, as discussed in Section 3.1, they should be able to verify the data used for testing by accessing the testing tools themselves.

We will now present our research on currently available software testing tools.
3.2.1 Criteria for Testing Tools

Software testing tools should be evaluated according to the following criteria [16]:

- **Ease of Use and Insertion**
- Functionality, Power and Robustness
- Quality of Support
- Cost of the tool, Organizational value

A good testing tool is one which is easy to use so those who are involved in testing could use the tool without the help of expert users. This is more important in small customization projects for defect fixing and small enhancements, as users do not have time to learn complex tools. A good testing tool also helps user to insert and retrieve data easily from test case documents. This will help members from other phases of SDLC, including Business Analysts, End Users, Programmers, and Managers, to add their input, as well as review the contents of test cases. This inter-phase communication while developing the test cases, will improve chances of finding errors and testing remote and hidden scenarios.

3.2.2 Defect tracking tool (Rational ClearQuest)

Defect tracking tools log and keep track of defects and their status [16]. We studied Rational ClearQuest as a defect tracking and test case management tool along with Rational Test Manager as a test case authoring tool. In the company we worked
Rational ClearQuest was used to keep track of test cases being tested by Development Support and User Acceptance test teams, for small enhancements and defects. Rational ClearQuest allows monitoring the status of the test, as to how much of it is has been completed, who it is currently assigned to, and who passed or failed it, along with other related information and test cases. It also helps in identifying the importance of the test case in terms of severity and priority of the issue, as shown in Figure 3.4 and Figure 3.5.

![Figure 3.4 Rational ClearQuest – the Main tab](image-url)
Figure 3.5 Rational ClearQuest – the Actions dropdown

Figure 3.6 Rational ClearQuest – the Notes Tab
Rational ClearQuest also helps in documenting and relating information in hierarchic way by categorizing test cases as parent and child test cases as well as by using tabs within a test case as shown in Figure 3.6. Related documents could be associated through ‘Attachments’ tab. Reports and Requirement Specification documents could be added by Business Analysts, usually using some other tool such as Rational RequisitePro. All these features and tools help the user to look at the test case within its context, and also enable the user to drilldown or rollup, according to the amount of information user needs. However, the information is dispersed across the tabs or property pages, and it is difficult to compare and view the information across these different pages and tools, especially in small projects where there is no need to present information in such a scattered way. Moreover, the test cases themselves are documented using other Rational tools, such as IBM Rational Test Manager or IBM Rational Manual Tester, and, in the case of automated testing, IBM Rational Functional tester. This means that comparison with the requirements is very difficult because of the involvement of various tools. Similarly, because of the involvement of different tools (and within each tool different tabs and property pages) to capture related information, it won’t be easy for the test case or the result of the test case to be associated with the programmer who has developed the program being tested, or the business analyst who has specified the requirements for which the program is developed. This means that traceability and error tracking (in case of the test case resulting in identification of a bug) to the source would involve considerable effort. Moreover, managers need information such as ‘identifying or assigning the resources needed for testing or defect fixing’, ‘assess the severity or priority of an issue’, and ‘history of related defects’ without depending on the test team to provide them with
this information. However, because of the information spread across multiple tabs and tools as shown in Figures 3.4, 3.5 and 3.6, it is difficult for the managers with little time to extract the information they need from tools such as Rational ClearQuest. In Chapter 4 we will see how these problems could be resolved using CMTC.

3.2.3 IBM Rational Manual Tester

The IBM Rational Manual Tester covers many aspects of the Testing Maturity Model (TMM) [16], as it helps organizations to institutionalize basic testing techniques and methods, and help them control the testing process as well as help them in integration of testing in software life cycle. The following study specifies the various aspects of IBM Rational Manual Tester (RMT) [19] as a manual testing tool, and in the next chapter we will compare its functionality with the CMTC.

The IBM Rational Manual Tester provides the following features,

- Test planner
- Requirement recorder
- Requirement to test tracer
- Test case reuse

We used the tool in the testing of a Repair management system while working for a software company. The following screenshots explain some of the features of RMT.
Figure 3.7 Test case for Customer form

Figure 3.7 shows how IBM Rational Manual Tester helps in classifying the various statements in the test case as steps, verification points, or reporting points.

In test case preparation using IBM Rational Manual Tester, a step is merely an action to be completed during the test, whereas the success or failure of the test depends on the successful execution of a verification point. The verification point makes it possible for the user to easily compare the expected output with the actual output and to observe if the verification passed or failed. A reporting point becomes part of the final report at the end of the test case execution. Rational Manual Tester adds to the report the verification point which results in identification of a bug. In this way the Rational Manual Tester provides some contextual information about the error found, such as the input data along with some additional information in the report about the bug. Testing team members have to communicate with the business analysts and end users to find out what exactly needs to be verified to identify steps as verification points. Also the test team members need to communicate with the stakeholders and
business executives to find out what needs to be reported as the reporting point. In this way RMT ensures communication between test team members and members from other phases of SDLC as well as integration of testing in the SDLC, as required by level three of TMM (discussed in 3.1.2).

Another problem in using the Rational test suite for small projects is that Rational Manual Tester and ClearQuest store information in different formats. The requirement documents in ClearQuest are not stored as steps, verification points, and reporting points as the test case documents are in Rational Manual Tester. Therefore, it is difficult to map input and output data used during testing with the requirements using Rational Manual tester, especially in small customization projects for defect fixing and minor enhancements.

Figure 3.8 shows how IBM Rational Manual tester helps in test case execution. As it allows execute the steps in the test case with the application execution. This helps in visualizing and comparing the expected output with the actual output behavior of the application.

Figure 3.8 executing the test with the application
Figure 3.9 shows a test case that was created to test a module related to a customer search.

Figure 3.9 test case for searching an existing customer

The RMT also generates a report of the test case showing the bugs or assertions, as shown in figure 3.10. The report gives a brief description of the test and highlights the steps or verification points which cause the test to fail, in case of a failure. These reports are kept in the log for future reference.
Figure 3.10 test case result summary

The result report also mentions the reason for the failure, as well as the step where the bug appears so that locating the bug would be easy.

RMT helps in reuse of the test cases, as well as documenting the results or actual outcome of the tests and matching them with the specification and expected outcome. However, the RMT provides little to link test cases to other relevant aspects of the project, including developers, testers, modules, and other test cases, in a way that is easy to understand. It does, however, provide an option of adding information through the property window with each step in the test case, by adding details in the description textbox of the property page as shown in Figure 3.10.

In short, RMT is a tool that helps capture related information to support contextualized testing with the help of tools such as Rational ClearQuest; however,
there is no direct effort to include the context in the test cases, or to motivate the test case designers to do so. The problem would be more severe in integration testing, as in integration testing different test cases need to be compared for better understanding of the testing environment, to do so with RMT multiple screens or documents need to be analyzed. We find the following weaknesses in our application of RMT

1) It is difficult to identify responsible people, for example, the programmers, or to identify sources of error, for example the failing module, without checking related details using another defect tracking tool.

2) To reuse the test cases is also a problem. Past test case scripts could be reused by including them into the test case script. However, the test cases could not be categorized or identified based on some grouping criteria, for instance, test cases for ‘form validation routine’.

3) It needs a defect tracking tool such as ClearQuest to track or manage the test case. Rational ClearQuest was discussed in section 3.2.2.

In chapter 4 we will compare IBM Rational Manual Tester with CMTC.
3.2.4 Defect tracking tool (Tenrox)

![Image of Tenrox software interface]

**Figure 3.11 Tenrox – Defect Tracking Software**

Tenrox defect tracking software [34] allows management of test cases, and also some contextual information to be preserved in the test case. This information includes the creator and other stakeholders of the test case, the version related information of the module being tested, and timelines. It also allows associating related documents to the test case as well as adding notes. However, one drawback of the Tenrox test case creation and management tool is that it is difficult to compare input and output data, other than the status changing to pass or fail for the entire test case. In order to write the test case document some other spreadsheet such as Excel is used. We will compare Tenrox with CMTC as a defect tracking and testing tool in chapter 4.
Chapter 4

CMTC as a testing tool

In the previous chapter we looked at various software testing tools and we discussed our application of these tools. In this chapter we will present CMTC as a tool for software test case management and authoring. Furthermore, we will compare CMTC documents with the tools we discussed in the previous chapter.

4.1 CMTC and the Testing Process

There are several testing processes specified by different researchers, Figure 4.1 shows a typical testing process [17].

→ Specification (acceptance test plan)
   → Design (system and sub system integration test plan)
      → Implementation (integration and unit testing)
         → Testing (acceptance testing)

Figure 4.1 A typical testing process
The phases in Figure 4.1 are further described in Table 4.1.

<table>
<thead>
<tr>
<th>Development Phase</th>
<th>Testing Activity</th>
<th>Participants/Stakeholders</th>
</tr>
</thead>
<tbody>
<tr>
<td>Specification</td>
<td>Acceptance testing plan</td>
<td>Analyst / Domain Experts</td>
</tr>
<tr>
<td>Design</td>
<td>Integration test plan</td>
<td>Designers/SystemArchitects</td>
</tr>
<tr>
<td>Implementation</td>
<td>Unit testing</td>
<td>Coders / Developers</td>
</tr>
<tr>
<td>Testing</td>
<td>Acceptance testing</td>
<td>Installers / End Users</td>
</tr>
</tbody>
</table>

*Table 4.1 A typical testing process along with stakeholders*

We applied CMTC while testing various projects. CMTC documents were helpful for all the participants of the testing process. Participants of the testing process are described in Table 4.1. The participants were able to understand the test cases, add information, and manage testing easily with the help of CMTC documents, as we will see later in this chapter. The CMTC documents presents all aspects of testing including test data, test results, severity of errors, failures discovered, the names of people involved and their roles, in a single screen. As a result of this presentation, the final CMTC documents were used as reports of the testing activity. The presentation of information in one screen also helped the management to make more informed decisions, according to our findings this is especially the case in small customization projects where managers have little time to browse across various tools to gather information. Figure 4.2 shows the CMTC that we used to test a customization project.
<table>
<thead>
<tr>
<th>Test Case</th>
<th>Test Case Sequence</th>
<th>Input Data</th>
<th>Expected Output</th>
<th>Actual Output</th>
<th>Severity</th>
<th>Author</th>
</tr>
</thead>
<tbody>
<tr>
<td>Time entry</td>
<td>6:30</td>
<td>6:30</td>
<td>Time entry</td>
<td>Time entry</td>
<td>Catastrophic</td>
<td>W.M. Jaworski</td>
</tr>
</tbody>
</table>

Figure 4.2 CMTC used at Tenrox to manage and document the testing on a project
The CMTC in Figure 4.2 models elements of software test case document as sets, and represents the relationship that exists among the members of these sets with the help of notations in the map. The concepts used and how to read Context Maps was described earlier in Chapter 2 of this report.

The CMTC in Figure 4.2 represents the sets ‘System’ and ‘Module’ as resources, represented by ‘R’, emphasizing that the system being tested is a resource to the organization. Modules are also represented as resources. Similarly, the CMTC represents ‘versions’ of the software being tested as Sequence or ‘S’, emphasizing at the existence of a sequence in the release of various versions. The CMTC in Figure 4.2 uses some new notations introduced to support testing, discussed in Chapter 2. The set ‘test case’ is represented as ‘T’, and the input data, expected and actual output for the test cases are represented with ‘I’, ‘E’ and ‘O’ respectively. There is a sequence that exists between the various members of the input and output data sets, and as such they could also be represented with ‘S’; it is up to the discretion of the author of the CMTC document to choose the most appropriate notation. Similar to the sets in the CMTC the Context Tuples or the set members are represented with symbols or notations too. In order to make it easy for the reader, the notation set used for set members is without capitals, and for sets the notation set is with capitals.

Figure 4.3 CMTC describes the people and their roles as part of the test case document
To read the relation between the members of the sets, the reader is expected to browse vertically down the column, and match the notations used, as shown in Figure 4.3. In this figure, when we compare the set “team members” with the set “Roles”, we observe that “Farooq Khan” from the set “team members” is related to the member “QAS” of set “Roles”, indicating that his role in this testing effort is of QA Specialist. The set “actual output” identifies the correct output from the incorrect output. The notation “oc” is used to represent correct output, while “ox” is used for incorrect output. It is easy to observe the relation that exist among the members of sets ‘Module’, ‘test case’, and ‘test data’, and in case of an error or incorrect output, ‘the severity of the error’. The presentation of all this information in one single screen is useful for management of small projects. It helps managers to identify and allocate resources to fix a problem and to estimate the severity of the problem without having to browse and extract information from various tools and their tabs.

<table>
<thead>
<tr>
<th>1 (System)</th>
<th>7 (R:R:R:R:R:R:R)</th>
<th>7 (V:V:V:V:V:V:V)</th>
</tr>
</thead>
<tbody>
<tr>
<td>tenex in/out timesheet</td>
<td>7 (S:S:S:S:S:S:S)</td>
<td>6 (A:R:A:A:A:A)</td>
</tr>
<tr>
<td>1 (Version)</td>
<td>7 (R:R:R:R:R:R:R)</td>
<td>7 (V:V:V:V:V:V:V)</td>
</tr>
<tr>
<td>6.7 build 3586 (SP1) and any other service packs or patches applied to Synteract’s environments</td>
<td>7 (V:V:V:V:V:V:V)</td>
<td>6 (A:R:A:A:A:A)</td>
</tr>
</tbody>
</table>

Figure 4.4 CMTC documents and helps relate the test case related information

The managers also find all the information, such as the system, build, and module being tested as part of the test case as shown in Figure 4.4. The information is available to the managers along with the input data used for testing and output
behavior of the system in the same screen. This is very helpful in small customization projects with limited time for management to analyze the situation and make decisions. This simple presentation of data is in contrast with the Rational test suite, which we studied in the previous chapter.

In Rational test suite the information, such as the names of participants, responsibilities and ownership, history, data used, and results of the test are dispersed across various tabs and tools. In order to elicit the information from Rational test suite, managers must browse and extract information from these different tools and tabs. This makes comparing information for decision making even more difficult. The problem with Rational test suite is even more acute in situations in which different test cases need to be compared, as multiple sessions need to be opened to compare the data. This problem of comparing various related test cases in small customization projects is mitigated by the use of CMTC, as shown in Figure 4.2, which presents multiple related test cases in one CMTC document.

The CMTC supports developing test cases gradually, and throughout the testing lifecycle. For instance, in the project planning phase the team members and their roles are specified in the CMTC document. During the requirements gathering the input and expected output data is described and is added to the CMTC document. During the design and development the actual output is added to the CMTC document. If there is a discrepancy between the expected and actual output then the severity level of the problem is assigned and is added to the CMTC document. We find that throughout this process, because of the consistent set based structure of CMTC, it is easy for the participants to read and add information to the test case documents. The result or the final CMTC as shown in the Figure 4.2 helps in reporting all important aspects of the testing effort.
CMTC supports KPAs introduced in the following Testing Maturity Model (TMM) by Ilene Burnstein.

**Level 5: Optimization**

- Test process optimization
- Quality control
  - Application of process data for defect prevention

**Level 4: Management and Measurement**

- Software quality evaluation
- Establish test measurement program
- Establish organization wide review program

**Level 3: Integration**

- Control and monitor the testing process
- Integrate testing into software life cycle
- Establish a technical training program
- Establish a software test organization

**Level 2: Phase Definition**

- Institutionalize basic testing techniques and methods
- Initiate a test planning process
- Develop testing and debugging goals

**Level 1: Initial**

*Figure 4.5 the TMM*

At level 3, the TMM specifies control and monitoring of the testing process. The CMTC in Figure 4.2 helps the participants to easily view the test cases as well as helping them to update the test cases, in this way giving the participants control of the
testing process. Figure 4.2 shows how CMTC helps visualize the relation between input data and output data along with monitoring the difference between the expected and actual output. The CMTC also shows test case related information in the same document, where the input and output data is presented. All this information in the same CMTC document makes management and monitoring of the testing process easy, as it eliminates the need for the user to browse across various tabs. This simple presentation is important in small customization projects where the managers due to time constraints find it difficult to browse and search for information.

The level 3 in Figure 4.5 specifies the integration of testing in the software process as a KPA. Because of the intuitive set based interface of the CMTC, the CMTC that we discussed in Figure 4.2 makes it possible for participants from other phases of SDLC to develop the test case document. This participation ensures integration of testing in the software process. During project planning those involved in planning could add information in the CMTC document as shown in Figure 4.3, where the project team and the roles were described. Similarly, in later phases such as requirement specification the data used for testing is added to the CMTC. In this way CMTC with its simple set based structure where information is added as sets and set members, provides tool based support to integrate testing into the software process. Moreover, because of the same set based interface used throughout the software process to develop the CMTC document, the test case is readable by those involved and also easy for users to add information to; this is in contrast with the Rational test suite where different tools are used for software test case authoring, defect tracking and test management. Rational test suite was discussed in Chapter 3.
4.2 CMTC and Organization Test Planning

We also use Context Maps to document and identify test planning policies. Figure 4.6 identifies the organizational rules suggesting which type and structure of team is ideal for a project, depending on project characteristics. The Context Maps in Figure 4.6 specifies the communication structure to be used for a team type [10, 32]. This is helpful because unlike the Rational Tool Suite, we studied in Chapter 3, the same tool is used for planning, policy specification and test case documentation. This consistent interface helps stakeholders and participants to easily understand all related aspects of testing.

![Figure 4.6 Context Maps showing organizational team structure](image-url)
Figure 4.6 defines the organizational policies related to software team structure. The sets in the Context Maps of Figure 4.6 explain the important aspects to be considered while forming a test team for software projects. These sets include Team Type, Team Structure, Project Type, Communication Structure and Team Size. Team type is considered as a resource while planning for the project, it is represented with an “R”, the members in this set are shown to be closely related to members of other sets and are represented with “f” or the arrow tail. Team Structure is shown as an aggregate of team members and is represented with “A”; its members are simply considered as values and are represented as “v”. We can already read the relation among the set members of Figure 4.6 and the organizational policies regarding team formation with these few context tuples. The “DD” (democratic decentralized) team type when used has decentralized team structure, contrariwise, the “CC” (controlled centralized) team structure has a formal team structure. Set member from both these sets can be related to Project Type represented as a node “N” in the above Map. For instance, it can be easily discerned by the reader that DD team type with no formal team structure is ideal for complex or long Projects. Since complex projects would require discussions, as oppose to simple or short projects where the discipline of CC team type and a formal team structure would be beneficial. Also the CMTC in Figure 4.6 shows that the DD team type with no team structure and complex project is best suited for a communication structure which is horizontal. The communication structure is represented with “L”, specifying iterative communication between participants. The use of Context Maps for both organizational policy documentation (as in Figure 4.6) and for CMTC documents, makes it easy for the participants in the testing process to understand the policies as well as the test cases without learning different tools.
4.3 Testing Tools

We have applied various software testing tools while testing in different organizations as discussed in the previous chapter. Now we will discuss our application of the CMTC as a test case management and authoring tool and compare it with other tools.

4.3.1 Comparing CMTC with Defect tracking and test case management tools

Tenrox

The Timesheet customization project for Synteract involves extending the normal timesheet module, so that the in/out combinations could be preserved within the timesheet. The timesheet module needs to follow certain business rules, such as the total number of hours should not exceed 24 for a given day, overlapping time entries should be prevented, certain number of in/out combinations should be allowed for a given timesheet entry date. We used Tenrox’s defect management software [34] as well as CMTC to manage and document the test cases for this project.

Figures 4.7 and 4.8 show the software permitted a timesheet entry of more than 24 hours for a single day. This behavior of the software violates the business rule that the total time for a given day should not exceed 24 hours. Another business rule suggests that the time out should not exceed 11:59 pm, as at 12 am a different day will start, which stipulates a different timesheet entry for the new day.
Figure 4.7 Synteract Customization testing

Figure 4.8 Synteract Customization testing
Figure 4.9 shows the existence of another bug in the software, one which allows overlapping in/out timesheet entries for a single employee. This Figure shows the first set of in/out time entry ends at 9 pm, whereas the second set of in/out time entry starts at 5 pm (which is before the end of the first time entry). This is clearly an abnormal behavior of the software and needs to be corrected.

![Time sheet image]

Figure 4.9 Synteract Customization testing
Figure 4.10 Tenrox Defect Management tracking software

Figure 4.10 shows how Tenrox workflow-based software was used in order to document and track the bug related to the in/out timesheet module, which we discussed earlier in this section. We find that Tenrox helps in tracking information such as error description, the name of responsible or owner, priority and current state of the issue being tested. It also tracks temporal information (such as date created, duration for which the issue is in a particular state, deadlines), as well as version or build of the software being tested. The ownership determines the ability to update a ticket, which helps to prevent accidental changes. In Tenrox, the ownership can be changed through the Action menu. The tool does not provide a way to look at the history of the issue or the participants and their roles. However, this information can
be added as text to the additional notes or the description. The test case specific
information such as the input and output data needs to be documented separately and
can be attached to the issue using the attachment tab.

Figure 4.11 CMTC used to test Syneract customization project
Besides Tenrox Defect tracking and test case documentation software, we also used CMTC to create test case scripts, and track defects for the customization of Synteract in/out timesheet module. The CMTC provides a simple way of not just tracking and managing the defects, but also preparing and documenting the test case, which makes it easy for participants to understand the testing process. In Section 4.1 we have discussed how CMTC is used for tracking and managing defects, as well as preparing and documenting the test cases.

The CMTC in Figure 4.11 explains the test case designed to test the Synteract in/out timesheet modifications. The CMTC describes sets such as team members as aggregates “A” and the members of this set as values “v”. Roles describes the role that the team member plays in the project and is represented as “N” or node in the CMTC, its members are represented as values “v”. In order to read the relation between the members of the two sets, one must browse vertically up or down the symbol “v” used for the set members in the set “team members” and wherever the “v” meets a symbol in another set such as Roles, that row shows related member in that set; such as the team member “Farooq Khan” is the Quality Assurance Specialist (QAS), “Claude Lacomte” is the Developer. “Systems” is considered a resource and is referred to as “R”. Different versions of software are considered as part of a sequence and are represented as “S”, the members of both these sets are considered as values in the CMTC of Figure 4.11. The CMTC further identifies the existence of two different roles of users, “Exempt” and “Non Exempt”. There are various test cases identified in the set “Test Case” represented with the notation “T”. The sequence of tests is represented with “S” and its members are represented with “v”. The CMTC also explains the data, errors found and the severity of errors. The presence of all this
information in the same map makes it easy to identify various related aspects and compare them with potential or actual problems.

The input data is represented with “I”, expected and actual output with “oe” and “oc”, whereas in order to identify incorrect output “ox” is used. Furthermore, the set “Severity” is used especially in order to assign the incorrect output a severity level, represented in the map with “I” (loop). According to the participants, the severity level can be represented with “I”, because it alludes towards the iterative nature of problem solving and regression testing. As was specified earlier the usage of these notations is up to the discretion of the involved participants and there might be more than one correct solution, which can be used for a single entity in the CMTC.

The CMTC in Figure 4.11 is documenting various test cases, such as the different timesheet views, which is primarily a regression test to check if all the views and reports are working normally after the customization. The other test cases in the CMTC are more directly related to the customization itself. For instance, testing the maximum number of in/out timesheet entries allowed, checking the maximum number of hours allowed for a day, and overlapping timesheet entries. All these revealed errors as shown by the presence of both expected output “oe” in set Expected Output “E” and incorrect output “ox” in set Actual Output “O” in the same column. The severity in all these cases is assigned a level of critical, which can be read by browsing vertically down from each “ox” in set “O” to the corresponding “I” in the set “Severity”. So the test data is presented in a way that it is easy to compare and also in case of a discrepancy the relevant programmer or business analyst can be identified without the need to browse across multiple tools or tabs. The same tasks with a tool like Tenrox would need browsing across the tabs, and in order to compare the actual testing steps another tool needs to be looked at.
Rational ClearQuest

We used Rational ClearQuest as a defect tracking and test management tool. It is integrated with Rational Test Manager, which is used for test case authoring. Rational ClearQuest helps in defining the scope and ownership of the test case. It allows the user to control the flow of the test case and provides configuration management by preventing accidental changes, because of multiple users accessing or modifying the test case at the same time. For instance, a user working on a test case has complete control over it until he/she modifies the ownership or changes the status, by choosing an action, such as test case rejected or validated. Once the status has been modified the test case will be assigned to a different person or department. In our case, while working as production support at Software testing department of a company, whenever we passed the ticket it usually goes to User Acceptance Testing or UAT, which is a group of users testing the application with their own test cases. Rational ClearQuest keeps track of events, history, and other related information as notes and attachments. Rational ClearQuest also keeps a hierarchy of related test cases and shows them as child or parent tickets (test cases). However, the tab based structure of documenting information for test cases has some problems, which could be resolved with a tool like CMTC.
Figure 4.12 IBM Rational ClearQuest – Notes tab

Figure 4.12 shows the related information stored in the notes tab. The author is trying to show the relationship that exists between the test case being studied and three other test cases. However, using ClearQuest it is not possible to relate the contents of these test cases in the same screen. In order to compare related test cases and their contents, the user has to browse different screens in separate documents. We found that using CMTC this problem could be resolved. As in Figure 4.13 two different but related test cases are documented in the same CMTC (Pricing Bug and Available Quantity), so it is easy to compare their contents.
**Figure 4.13 CMTC compared with IBM Rational ClearQuest**

In Figure 4.13 the set of test cases represented with notation “T” has two members, that is, Pricing Bug and Available Quantity, represented by set member role “g”. The CMTC provides a simple way of relating the two test cases and efficiently reusing what is common in them, such as the input data. In addition, it presents related
information, so the test case could be viewed in its proper context, and comparisons could be made easily between the input data with expected and actual output. Browsing down the map the defects could further be related to severity of the problem, as well as the system and module being tested by the test case. The names of team members and their respective roles are also documented in the CMTC document, so the assignment of responsibility is not difficult (that is, if an error is found, who should be correcting the error). The identification of members involved and their respective roles also helps in avoiding accidental changes as the roles are clearly declared. By extending the notations in the notation set presented in Chapter 2, the CMTC in Figure 4.13 could be extended to include the rights of team members to view and/or update the test case document. For instance, instead of using "v" different notations could be used to specify the access rights for the team members, for instance, "r" could be used for users with read access to the CMTC. However, in the test case documented in Figure 4.13, it was not a requirement to define access rights, as the participants involved were working in a democratic decentralized team structure, where everyone was participating fully without any restrictions to their access of the CMTC. (Figure 4.13, is explained in detail in the next chapter where we look closely at our implementation of CMTC.)
Figure 4.14 IBM Rational ClearQuest – Main tab

Figure 4.14 shows the main tab of the ClearQuest ticket. The main tab group together information, such as names of people involved including name of the submitter of the issue, current state, the date when the issue reached its current state, ownership, keywords, description etc. A problem with this type of test case documentation tool is lack of extensibility; the keyword field is used in order to mention any additional information. In Figure 4.14 the keyword field is used to mention the module name that is being tested. Figure 4.13 shows that CMTC doesn’t have to work with this bottleneck of lack of extensibility. All the related modules are grouped explicitly in the set named “Module”, this clarity and consistency in presenting information makes it easy for those who are not test team members to read the test case easily. This also shows that the set based structure of the CMTC can be extended to include more information at any stage of test case planning.
Figure 4.15 IBM Rational ClearQuest – History tab

Figure 4.14 shows only the current state and the information related to the current state for other related aspects another tab needs to be clicked, as shown in Figure 4.15, which shows only a brief summary of the assignments and some temporal information such as duration of the state. However, the information related to various states is lost, whereas in CMTC all the states are preserved. This is because in CMTC the information is added gradually throughout the testing lifecycle. In the CMTC shown in Figure 4.13, data and other related information of four different modules is preserved. The testing of these modules was performed not necessarily at the same time, as such the CMTC in Figure 4.13 is also an example of various states of information preserved within one test case.
Figure 4.16 IBM Rational Test Manager

In the Rational Tool Suite the test case itself is documented in a separate tool, which is similar to Test Manager or Manual Tester, as shown in Figure 4.16. In order to compare the test case steps, data used, expected and actual output, with other related information, such as the severity of a defect, the user has to browse unnecessarily between various tabs and tools. The problem is more severe in small projects for defect and enhancement testing. CMTC addresses this problem by showing the entire test case along with all related information in one screen, grouping the information using sets. The resulting test case allows the user to compare various aspects of the test, as well as managing the testing process as information is more readily available.
Figure 4.17 IBM Rational ClearQuest – Changing state

Figure 4.17 shows that in Rational ClearQuest information related to the transition of the state is not readily visible to the viewer. Moreover, once the test case moves from one state to another, the attributes of the previous states are not preserved, as discussed before. In CMTC the transition of state is not accompanied with hiding information, CMTC adds information to the test case document so the states are visible and reader could compare the information across various states.
IBM Rational Manual Tester

IBM Rational Manual Tester (RMT) is used to document test cases and to show the result of testing. It saves test cases so they can be added to test case documents, in future testing efforts. We used RMT in a Software firm while testing invoice management system; we also use CMTC in this project. The RMT helped us write test cases and identify steps which are crucial for the success or failure of the test.

An advantage of the IBM RMT as shown in Figures 4.18 and 4.19 is that it allows the test case to be linked with the application so the steps of the test case can be viewed as the application is being executed. It can also integrate with the application and provide a degree of automation, so the tester doesn’t have to fill the form manually as shown in Figure 4.18, 4.19.

![IBM Rational Manual Tester](image)

*Figure 4.18 executing the test with the application*
Figure 4.19 Test case for searching an existing customer

Figure 4.20 Test case for Customer form
Figure 4.20 shows IBM Rational Manual Tester uses verification points marked as ✓. If the verification point fails the test fails. The reporting points are marked as ≈ and are used as the points to be included in reports as shown in Figure 4.21.

![IBM Rational Manual Tester](image)

**Figure 4.21 Test case result summary**

With every ‘step’, ‘verification point’, or ‘reporting point’, additional information can be added such as file attachments, textual description etc. We find this helpful as we can attach screenshots or functionality description with every step, as additional information. However, this additional information is only visible when the step to which the information belongs is active or highlighted; this is a limitation in the tool as comparing details is difficult. From our application of CMTC on the same project as shown in Figure 4.22, we find that CMTC helps compare the details of the test case,
as all related information is visible without having to select any record or step in the test case.
Figure 4.22 CMTC for Customer form

The project that we used IBM RMT has two forms, one involving customer information as in Figure 4.23. The other form has information related to the product being repaired and the tracking of the product along with the cost and tax calculation, as shown in Figure 4.24. The reports are all filtered depending on the criteria selected as shown in Figure 4.25. The application though small has a lot of embedded functionality, to move from one form to another F2 key is pressed, to add a new record F3 key is pressed; the tax calculation depends on the provinces and countries.

When we used IBM RMT to write test cases, it was mostly a sequence of steps that we wrote. The steps were identified as verification points as shown in Figure 4.20. If F2 key is pressed the verification point is “the Work Order form is opened”, if the verification point is not executed properly then the test case failed and an error is found. Similarly, those points which need to be reported in the report are marked as reporting points. For instance, when the tab is used to move across different fields
within the form the tab order must be correct. The result of this step is not just causing the test case to pass or fail, but also needs to be reported in the final report as shown in Figure 4.21.

Figure 4.20 shows that in IBM RMT the input data used for testing and the output specification are embedded within the steps to be executed for testing. As a result the relationship between the modules being tested, the steps and the errors is not clear. The relationship between the other related aspects of the test case such as the participants involved, the metaphors (text boxes, msgboxes, command buttons etc), their labels, and their relation with the error in case of a user interface error, is also difficult to identify.

![Customer Form](image)

*Figure 4.23 Customer Form*
Figure 4.24 Work Order Form

Figure 4.25 Filter for the report
When we use CMTC in the same project to test it, we find that the results helped understanding, reporting and identifying the related aspects of the test case, as well as documenting the data, and classifying it as input, output or incorrect output. Figure 4.22 shows various sets in the CMTC used for this project including team members, their roles, modules, test cases, test case sequence, metaphors, test data, expected and actual output and the severity of the discrepancy in case of a mismatch between the expected and actual output. Test cases are represented as “I”, whereas the set members are represented as guard or “g”. The participants decided to use this suggestive notation to emphasise that a proper test case is a guard against software that creates problems. Test case sequence is represented with “S” a notation used to describe a set that has a sequential nature. Metaphors are also considered in this test case and are represented with “R” or a resource type. It is important to look at the relation between the user interface artifacts used and the data being used to test the application, as it points to the extensibility of the CMTC. This shows how CMTC can be used to add new details to the test case without jeopardizing the readability of the Test Case. Such additions are not easy, if at all possible, in tools discussed earlier.

The CMTC of Figure 4.22 describes test cases related to how the price is calculated and taxes included as the status changes (status options are shown in Figure 4.24), Figure 4.22 also includes test cases to test the invoice printing. The test case ‘Province and country check on taxes’ shows how the taxes are calculated on the basis of provinces or countries selected as shown in Figure 4.18. Figure 4.22 shows CMTC which is related to the test case sequence that has the steps “change to Alberta” and further down in the map in the set “Metaphors” we can see the effected metaphor is “Province Combo”, “Cost Textbox”, “GST and Total Labels”. This means that when the province Alberta is selected the metaphors that appear on the
screen are Cost Textbox, GST and the total cost, while the Provincial tax labeled as QST is not relevant. The test case further documents the “input data” that should be used; in this case it is 0.9 to be used as the cost. In Figure 4.21, the “i” for “input data” appears in the same column where the notation appears for the “cost textbox” (in the set “metaphor”). The “output” set, if we continue vertically in the same column as the “i” (in the set “test data”) has “oe” for the value or set member 0.9, the reader of this CMTC can easily see that there is no discrepancy between the test data and actual output and this is also shown by the notation “oe” (in the set “expected output”). Similarly, it can be seen that other calculated values for GST and total cost are also as expected. However, if you read the column where “ox” appeared (in the set “expected output”) in upward direction and matching the members of various sets; it can be noticed that the test case related to invoice items where the invoice item is deleted has failed. As according to the business policy the invoiced items should not get deleted, instead, a message box with warning that invoice items cannot be deleted should appear.
Chapter 5

Application of CMTC in Testing Projects

In this chapter we will present the results from our application of CMTC in different projects and organizations. Later in this chapter we will compare CMTC with various test case authoring and defect tracking tools.

We worked on different projects and software companies to apply the concepts we propose in this report. Some of the organizations were already using testing tools such as IBM Rational Manual Tester, IBM Rational Test Manager, IBM Rational ClearQuest, or Tenrox Workflow based management software for software testing and defect management and tracking; others were not sure whether they want to pursue software testing as a separate activity because of the cost involved. However, CMTC was easy and not costly for even small organizations to implement as we will see in this chapter. We now present our study from the application of CMTC in various organizations.
5.1 Using Context Maps during Team Formation and Resource Planning

Context Maps can be used to model and describe any process or activity. This is useful in applying Context Maps for testing as related processes such as team organization, team communication and resource allocation can be described and modeled using the same tool, which is used for test case authoring and defect tracking. The usage of the same tool for test case authoring, management and describing related processes makes it easy for the participants of the software testing process to understand all aspects of software testing.
Figure 5.1 Context Maps for software team organization
We applied Context Maps to document resource allocation as well as team coordination and communication issues, while working at a software company. The following Figures 5.1 and 5.2 show the results. We found that Context Maps are helpful to introduce software process in small organizations because of their ease of use and low cost. The maps in Figures 5.1 and 5.2 describe organizational policies used in forming teams and modeling issues concerning team communication and coordination.

The Context Maps in Figure 5.1 presents the organizational policy regarding team formation for different types of projects. Team related sets are ‘Team Type’, ‘Team Structure’, ‘Team Organization’, ‘Team Character’ and ‘Team Size’. The set ‘Project Type’ identifies different type of projects. The communication issues are presented in sets such as ‘Communication Structure’, ‘Communication Options’ and ‘Communication Types’.

To read the Context Maps of Figure 5.1 we can look at a set and its member. For example, in the set “Team Type” the member democratic decentralized (DD) is represented with “f” or the tail of the arrow, suggesting that it is a pointer that relates the team type “DD” to other set members. If we read vertically down Column 5, the column which associates “f” with “DD”, we can notice it is related to the Team Structure “none”. This mapping means that for the democratic decentralized team type there is no strict hierarchy of control, unlike the formal team structure for controlled centralized (or CC) team type. If we read further down the same column, we see that the team organization for this team type is also horizontal and the team members are Generalists. The notations used for these sets and set members were based on the participants’ judgment, just like the statements used in a test case using Rational Manual tester, or any other test case authoring tool. Further down we see
that if the Project Type is complex which is denoted by a “v” in front of the row
where the set member “Complex” is, or if the Project Type is “Long”, the project
share the same attributes, such as the Team Type “DD” and Team Size “small”.

Figure 5.1 describes how the management of a company we worked with views team
organization, team communication issues, and the relation among different aspects of
a team. It shows the conditions which identify the type of communication and
coordination among team members. The Context Maps uses the notation set presented
in Chapter 2 to identify the relation among the sets presented in Figure 5.1. This is a
design and there is no one correct design, it depends on the creator of these Context
Maps as to which notation he selects for a set or a set member. In Figure 5.1 Team
Type is considered as a resource represented with “R”. This is because the
organization considers the identification of various team types as a resource. The
team type and other related sets in Figure 5.1 show the organization’s readiness to
work in different situations where a team type, for instance, Democratic
Decentralized is best. However, it is not wrong to consider Team Type as a Node N,
as the type of team can be considered as a node in its relation with other sets or
concepts being presented in the Context Maps of Figure 5.1.

The Context Maps in Figure 5.1 presents the information that an organization needs
in order to plan the team type for a project type, along with information related to
each type of team. For example, the team type Democratic Decentralized (DD) as
opposed to Controlled Centralized represents a more loose management structure as
can be viewed from the values of various related set members, such as team
organization being horizontal rather than vertical. The team type DD is used for
projects which are complex and relatively long, so the communication as well as team
organization is horizontal and people can discuss more among themselves to reduce the complexity of the problem. Controlled Centralized (CC) structure is preferred for simple and short projects. These projects involve more vertical structure or control for both team as well as communication. The policies explained in the Context Maps of Figure 5.1 are applicable to testing teams just as effectively as they are for software development teams.

![Context Maps for Resource Allocation](image)

*Figure 5.2 Context Maps for Resource Allocation*

Figure 5.2 explains the resource allocation within the organization for a project that we worked on. As the resources should be managed efficiently to reduce losses, it is important to identify the resources needed for a particular phase of the project and the time when they are needed.

Figure 5.2 considers three resources hardware, software and people; the set itself is represented with the notation “R”, whereas the set members are represented with “v” or values in the Context Maps. This Context Maps shows that the project analysis phase will take place during the month of May (i.e., during May resources will be
used by members of Analysis phase) and design will take place during the month of June, whereas the testing will be carried out as an umbrella activity throughout the entirety of the project. It considers the Project Months as nodes “N” and the months themselves as loop “I” during which the activity goes on iteratively.

5.2 Using CMTC
Figure 5.3 CMTC used to debug the SFA

The CMTC in Figure 5.3 was used during the testing and debugging of an ERP’s web module. In order to read the CMTC the reader should consider any set member then read horizontally along the same row. The column in which the reader finds a notation, the reader should read along that column vertically up or down. Then the reader should match the notation found with any notation in any other set (in the same column of the map). For instance, in Figure 5.3 in the set “team members” both Farooq Khan and Lin Jing showed “v” in front of them, if we read along the same column we will see “v” in the set ‘Roles’ against the set member ‘Programmer’, this suggests that these two are programmers for the project being tested, whereas “Wade” is the test engineer for this project.

In the CMTC of Figure 5.3, the error can be read as a discrepancy between the related members of the sets “expected output” and “actual output”. If we look at the set member “1” in the expected output, it is vertically above the set member “6” in the set actual output. The difference between the two suggests that there is an error. If we browse further up the same map in the set module we see it intersects the notation “f” in front of the set members PO (Purchase Order) and web report. This indicates that
the error is related to the modules PO and web report. In the set Systems we can see the same column lead us to notation “t” in front of SFA, which is the web module of the application.

The customers of the ERP were using the light weight web version of the ERP as they travel. It was important for them not to show the available stocks as negative if they have sold more than they have. The system should use 0 as remaining stocks instead of negative values. However the system was not behaving according to the business rule and was adding newly added stocks to 0 instead of negative values in cases where the stocks were negative. Understanding these business details would have been difficult especially for people from various different teams. With the help of CMTC though the relation between the various aspects of the problems such as related modules, stakeholders and their roles, data use to capture and locate the problem was clearly demonstrated and as such understood by all involved. Moreover, the final CMTC as presented in Figure 5.3 was also helpful in regression testing and as a report of the testing activity itself.

Figure 5.3 considers the team members involved in various activities of the project as values “v” and the set team members as the aggregation “A” of these values. Moreover the CMTC relates the members with the systems considered as resources by the participants of the testing activities (such as identification of test data for testing) and represented with “R”. Most of the modules are related to or execute both the test cases “Pricing Bug” and “Available Quantity”. However, PO will not execute the unrelated Pricing Bug test case. In order to read this information from the CMTC of Figure 5.3, one must traverse horizontally in the row where the PO is mentioned under the set “Modules” and pick the second “f” in the row. The reader then browse vertically down the same column where the “f” is located and reaches the members of
the set “Test Case”, where the blank in the row of “Pricing Bug” shows it is not related with the Module “PO”. Similarly, customer special pricing will not execute the test case Available Quantity. The CMTC further explains how the test cases are associated with the data, and also shows the actual behavior of the system against the data as well as the severity level of the discrepancy or bug if one is found. For example, test case ‘available quantity’ when run against the module web report, under the business rule constraint “if the value or quantity is negative than it will appear as 0 on the report” is creating some problems. The pre-state or the available quantity being -5 and the report shows 0 in accordance with the business rule. The input value or addition to the quantity is 6, which should result in the new value being 1. However, the expected value appears as 6 and not 1, suggesting the system is calculating on the basis of the appeared value on the report instead of the actual value. The CMTC helps not only in identifying the defect and its all related aspects but also in identifying who is best suited to work on the defect, as well as associating a level of severity to the defect.

The following CMTC was used during testing at a software company called Perfapps for the repair management and sales system. In this CMTC we have used new notations added to the current Context Maps notation set to facilitate software testing; the notation set is discussed in Chapter 2.
Figure 5.4 Context Maps used during testing of sales and repair management system

The CMTC in Figure 5.4 was developed to support the testing of the sales and repair management system at Perfapps Montreal. The CMTC helped in understanding the project being tested by presenting those involved in the project, their roles and responsibilities, modules, User interface components, test cases prepared, input data, expected output, actual behavior of the system, and in case of a bug the severity of the problem. The CMTC provide a simple way of relating the input data with the
expected and actual output. All of this helps in detecting the errors easily and improves understanding of the test case as well as the product being tested.

The CMTC presents Programmers, roles and the modules as well as their relationship, so it is easy to find the responsible person. For instance, if the problem is related to the reports module the programmer responsible is Fahad, whereas if it is related to the Work Order and/or Customer modules the programmers responsible are Haseeb or Halim. This makes finding and associating tasks and responsibilities (to fix defects) easy and transparent. The notations used are at the discretion of the Context Maps creator and can change, for example, the set modules is considered as a resource represented as ‘R’ in the CMTC, but this set could also be considered as a Node in the CMTC. Unlike the CMTC of Figure 5.3, the CMTC in Figure 5.4 also captures the metaphor such as text boxes, combo or dropdown lists, message boxes, command buttons and check boxes, identified as a resource (R). The set members are represented with the read notation “r”, since there values are read from the software application forms. The presence of Metaphors in Figure 5.4 makes it less important to consult the application while trying to understand the test case. Furthermore, the CMTC uses three sets ‘test case category’, ‘test cases within each category’ and the ‘sequence of steps to be followed to complete each test case’ for the proper understanding of the test case hierarchy. The notation set of the Context Maps is extended to include “T” as representative of test cases. Test case sequence is represented as “S”. Steps in the sequence are associated with input, expected and actual output data. The notation set is extended to deal with testing peculiarities, for example the input data, expected output, and actual output are represented with “I”, “E”, and “O” respectively. The set members for these sets are “i”, “oe” and “oc” respectively. In case of a discrepancy between the expected and actual output “ox” is
used to represent actual output, this also shows how the notation set of the CMTC can be extended to model various concepts. The set “Severity” represented with notation “V” is used to measure the impact of the problem. For example, the only incorrect output revealed in the CMTC of Figure 5.4 is for the test case New Customer and the test case sequence “addnewrecord” as shown in the following Figure 5.4 (b).
Figure 5.4 (b) Context Maps for testing of sales and repair management system

(To read this CMTC please use the same method as described in the previous CMTC in this chapter and explained in Chapter 2)

Figure 5.5 Work Order Form
Figure 5.6 Context Maps used during debugging of sales and repair management system

The CMTC of Figure 5.6 describes test cases related to the effect of status change on price and tax calculation (statuses are shown in Figure 5.5). The CMTC also includes test cases to test the invoice printing. For instance, the Province and country check on taxes shows how the taxes are calculated on the basis of provinces or countries selected for the customer in the Customer form, discussed in Chapter 4. This test case (follow the set member notation used “g” vertically down to the set of test case sequence) is related to the test case sequence that has the steps “change to Alberta”
and further down this we can see the effected metaphor is “Province Combo” which is changed to Alberta and also the cost textbox, GST Label as well as total label are related to this test case sequence. This means that when the province Alberta is selected the metaphors that appear on the screen are Cost of the repair, GST, and the total cost. For Alberta the Provincial tax labeled as QST is not relevant. The test case further documents the input data that should be used; in this case it is 0.9 to be used as the cost as the “i” for input data appears right under the cost textbox (in the set of metaphor). The output set, if we continue vertically in the same column as the “i” in the set “test data”, has “oe” for the value or set member 0.9. The reader of this CMTC can easily see that there is no discrepancy between the test data and actual output and this is also shown by the notation “oe” (representing expected output). Similarly, it can be read easily that other calculated values for GST and total cost are also as expected. However, within the same set “actual output”, if the reader sees the “ox” in upward direction keeping an eye on the same column and matching the members of various sets, the test case related to invoice items where the invoice item is deleted has failed. This is because to the invoiced items should not get deleted; instead, a message box with warning that invoice items cannot be deleted should appear. By virtue of the CMTC and the presence of the related information it can be elicited that to confirm this aberration Customer “Eric Goldberg” is to be contacted and Programmer “Halim Najmi” is to rectify the problem.
Figure 5.7 Context Maps used during debugging of web based product display system

Figure 5.7 illustrates how CMTC and the notation set of the CMTC can be used to represent iterations involved in a task. Digits are used as set member roles to emphasis on the fact that the task is recursive or iterative. By using digits as set member roles the number of times the particular task is performed during the process is shown.
The maps were used to debug the problems surfaced by virtue of limited download space and involve a third party besides the software vendor and the customer. With the help of Context Maps it was easy to identify the problem and capture the context which revealed a problem that would have been hard to detect by other methods.

It was reported by the customer that his clients were reporting very long delays in opening files and sometimes after the wait only corrupt files would appear. Creation of Context Maps showed that the system deteriorated its performance after a certain number of hits or downloads, especially of the pdf files. This leads the debugging effort to the hosting services and so the problem was easily traced and solved. Figure 5.7 shows that the problem was reported by the roles of the end users as “Download File Bug” and assigned the severity level of catastrophic as a main operation of the business was blocked. As we read vertically, we can see the system affected is the “product purchase”, module being the “download page”, and input data being “10” which suggests that ten times the page was downloaded during the test execution and was expected to get downloaded all ten times. The actual output of “file open” and “file open delayed” is 3 and 4 respectively and there are 3 “file corrupt” outputs. The difference in the expected and actual output suggests that there is a problem in the file download.
5.3 Performance based analysis of CMTC as a testing tool

Following graph shows how the Context Maps after a certain maturity in their usage help expedite the debugging and error handling process, the long term benefits are even more as the maps are reusable and reportable. We do realize, unfortunately, that a detailed research and mathematical analysis of the following results was not possible due to lack of time and resources.

Days (to complete testing of a module)

Figure 5.8 Time for catching bugs using different techniques (none, IBM RMT, CMT)
Figure 5.9 Time for catching bugs using IBM RMT, CMT

Figure 5.10 comparing IBM RMT and CMT

The following figures show how long it takes to extract some basic answers using CMTC and different defect tracking tools that we used. Questions includes ‘which modules are effected by the defect’, ‘who was the original programmer of the
module’, ‘what is the input data used’, ‘which data resulted in the defect’, ‘what is the expected behavior and how is it different from actual behavior of the system’, and ‘what are the related test cases that needs to be tested during regression testing’.

Time (in minutes)
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*Figure 5.11 Comparing Tenrox, IBM ClearQuest, and CMTC*
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*Figure 5.12 Comparing Tenrox, IBM ClearQuest, and CMTC*
Most of the CMTC used in this chapter are final CMTC. Throughout the development of these CMTC documents the same structure and notation set is used which makes it easy for everyone participating (no matter how remotely or less often) to be able to play a vital role. However, it must be noted that the success of any software engineering concept depends very much on the dedication of resources and commitment of organization, nowhere more so than in QA or software testing. The result of programming is a product but the result of testing is not a product. It is rather an assurance, and testing software is successful when it finds hidden bugs, not when it passes the software as bug free. Therefore testing is a destructive process and organizational commitment is needed for any testing tool to be effective. The people involved in the implementation of the CMTC in various projects that we have presented in this chapter, considered CMTC as an improvement in software testing and defect tracking as well as software test management, especially for small customization projects for defect and enhancement testing.
Chapter 6

6.1 Conclusions

Our lives are increasingly dependent on computer software and their proper operations. It is difficult to imagine any department or company that does not use computer software. However, further sustained growth in Information technology (IT) and its integration into businesses mandates significant improvements in ensuring that the business requirements have been met through the delivered software products. User Acceptance Testing is the activity in the Software Development Life Cycle (SDLC) that ensures software is fulfilling the requirements and is the right product for the customers’ needs.

Our work involves User Acceptance Testing in small customization projects for defects and enhancements. We studied software testing processes and applied software tools in various projects, as discussed in Chapter 3. We identified issues pertinent to the effectiveness of software testing and explore avenues to integrate user acceptance test case planning and documentation in the software process.

Our contribution through this research involves an approach which improved the creation and management of user acceptance testing in small customization projects.
We propose Context Maps Test Case (CMTC) as a tool to achieve our goals. While many approaches and toolsets which we discussed in Chapter 3 focuses on separate tools for test case authoring, test management and defect tracking, our proposed approach uses CMTC as a global tool that covers all aspects of User Acceptance testing as we have shown in Chapter 4. To the best of our knowledge, no other tool supports software testing, defect tracking and software test management in small customization projects as efficiently and cost effectively as CMTC. We compare the results attained from our application of CMTC and other tools in Chapter 5.

CMTC documents contain information related to test management such as the names of the participants involved in the development and testing, alongside their roles. This information about the responsibilities and roles of participants along with the module they have worked on makes it easy for management to assign resources. For example, assigning a programmer to fix a defect is straightforward for managers, as the CMTC document has the information of the programmers for the module. CMTC documents also contain test case related information such as test data including input data, expected and actual output behavior, and test case sequence. Furthermore, the CMTC document contains information for defect tracking such as severity and priority of the defect, as well as module and version where the defect is identified. Such an application of a single tool for user acceptance testing, without segregation of information across various tools and tabs, resolves many problems in small customization projects (for defect and enhancement testing).

The problems that we resolve through our application of CMTC include providing a consistent and simple set based interface for software test related documentation. The
resulting test cases or CMTC documents are easy to understand, expandable to cover related information, and saves time for both testers and managers alike, as shown in Chapter 4. These benefits of CMTC are because of the presentation of all the information grouped in sets, within one simple screen. The information is presented through Maps in such a way that the relation among the various aspects of testing can be read easily. Moreover, the simple format of documenting test cases foster communication and participation of members from different phases of SDLC to help review and add information in CMTC documents as discussed in Chapter 4. The effectiveness of CMTC as a tool for testing of small customization projects for defects and enhancements was recognized by those involved.
6.2 Future Work

Similar to the User Acceptance testing, requirement specification is also an umbrella activity and has a tremendous effect on the success of the project. Research similar to our work could be carried out for requirement specification. Comparisons can be made with requirement definition and management tools such as IBM Rational Requisite Pro, and Borland Caliber Analyst. Requirements specification involves people from different background working together. Moreover, requirements need to be understood by almost every member and team involved in the Software Project. Therefore, it is easy to envisage a role for Context Maps and a tool similar to CMTC, to document requirements and manage the process by facilitating the communication among the members from various teams and phases.

It is necessary to understand contexts while testing any product, hence, another issue for future work is the research that is needed to establish the significance of Context Maps in testing other engineering products.

Context Maps provides an opportunity to improve measurement and estimation of software projects and project planning. There are many related aspects such as available resources, time constraints, software and hardware constraints, which need to be looked at while planning a software project. Context Maps can help in capturing and comparing these aspects. Similarly for estimation, Context Maps can present itself as a tool to compare historic data and relate expert opinions.
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