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Abstract  
 

The aerospace industry is a competitive environment, in which aircraft system suppliers need to 

develop innovative, increasingly complex systems in ever-shorter time, serving various customer 

needs. Therefore, aircraft system suppliers need to improve all steps of their development process, 

from specification through testing. 

This thesis proposes a model-based system engineering (MBSE) approach to improve the 

specification process. As part of a collaborative project with Thales Avionics Canada, this thesis 

focuses on specifically on the development of test means for flight control computers (FCC). There 

are two challenges regarding development of test means: (1) tight timeline from the specification 

to the entry into service and (2) complexity of the architecture. Implementing an MBSE approach 

to the development of test means is promising to reduce the development time and to increase the 

quality. 

The ARCADIA/Capella MBSE framework is used to develop a generic, re-usable specification 

model for various flight control computer test means. To develop a generic model, various 

categories, types and component of FCC test means are analyzed. A variability management model 

is developed to manage efficiently common and optional feature and components. To do so, 

Pure::Variants, a product line engineering tool is used. The developed MBSE specification 

provides an overview of the test means entities, functions, interfaces and components. 

In summary, this thesis establishes a more efficient approach for the FCC test means development, 

potentially decreasing development time and increasing the competitiveness of the system 

developer. 
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Chapter 1. Introduction  

This chapter explains the background and motivation for the thesis, introduces the scope of the 

work performed and outlies the structure of the thesis.  

1.1. Background and motivation 

The aerospace industry is driven by technological innovation in a competitive environment. The 

key to success is to bring innovative products to the market in the shortest possible development 

time. Due to the complexity of the modern aircraft, there are challenges regarding the development 

process which often lead to delays in delivery to the customer [1]. 

Aircraft manufacturers and aircraft system suppliers experience these challenges. Therefore, they 

need to improve efficiency and effectiveness of the development process. Most of the challenges 

are inevitable but can be foreseen. For example, it is expected to face issues while developing a 

system that is being built for the first time. Many of recent aircraft programs, such as the Boeing 

B787 struggled with significant delays during the development. These delays are caused by several 

factors such as software issues, incorrect fastener installation, etc. [2]. All the potential obstacles 

must be considered while planning different stages of development to avoid delay. Moreover, there 

are precautions to take to avoid some of these difficulties. For instance, writing the specification 

of systems based on fully defined requirements in early stage of the design is a factor that could 

contribute to reduction in development time. 

In this context, the role of the system suppliers and integrators is important. Before the system is 

integrated into the aircraft, it needs to be validated and verified at the supplier facility. Therefore, 

the system suppliers need to have efficient development processes at system, subsystem or 
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component level. In addition, they also need to have efficient process to design the test means 

associated with their system, which are required for verification. The particular challenge for the 

system supplier is to adapt quickly their products to the aircraft manufacturer needs. Furthermore, 

suppliers work with different companies with various types of request and criteria, which adds to 

complexity of their work. 

This thesis is part of collaborative project with Thales Avionics Canada. Thales Avionics, as a 

supplier to different aircraft manufacturers develops and tests flight control systems, in particular 

the flight control computers (FCCs), as well as the associated test means. The test means are used 

to validate the design of the FCC, verify its proper functioning and troubleshoot it while in service. 

The objective of the thesis is to improve the process of the test means specification by establishing 

a model-based system engineering (MBSE) approach. 

The following sections first introduce the context of flight control systems and provide background 

on their development process.  

1.2. Flight control systems 

Any flying vehicle needs to be controlled to perform appropriate maneuver. Aircraft use the flight 

control system (FCS) to control the motion around the roll, pitch and yaw axes. As shown in Figure 

1 the flight control is performed by the deflection of flight control surfaces (such as aileron, 

elevator, rudder, etc.).  
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The flight control system’s function is to convey the pilot or autopilot’s command to control 

surfaces. There are different types of flight control system technologies: Mechanical, Hydro-

mechanical and electrical.  

 

 

 

 

Mechanical system has been in use since the invention of the aircraft. Figure 2 shows the 

implementation of a mechanical FCS. Pilot’s orders are transmitted to the actuators through cables, 

Figure 2. Mechanical flight control system [8] 

Figure 1. Primary flight control axis and surfaces (adapted from [44] ) 
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rods, levers and cranks [3]. In mechanical system, pilot is supposed to overcome aerodynamic 

forces on the control surfaces manually which means that the forces to maneuver the airplane is 

limited by pilot’s physical capabilities [4].  

 As aircraft became larger and faster, it became impossible to control aircraft by muscular strength. 

Hence, hydro-mechanical flight control systems, as shown in Figure 3 were invented which 

facilitated control of the aircraft  using hydraulic power [4]. In hydro-mechanical system, the 

pulleys and rod are moved by assist of hydraulic system. Hydro-mechanical flight control systems 

require hydraulic systems (consisting of pumps, reservoir, pipes and valves) in addition to 

mechanical system (rods, pulleys and cables) which results in increment of weight of aircraft. It is 

also difficult to maintain a hydraulic system.  Boeing 727 is an airplane with hydro-mechanical 

FCS [5]. Figure 3 shows the architecture of hydro-mechanical flight control system.  

 

 

 

 

Nowadays, most of the aircraft have fly-by-wire (FBW) control system. In a FBW system the pilot 

command is transmitted to the actuators and through electronic signals, enhanced by a Flight 

Figure 3. Hydro-mechanical flight control system (adapted from [45] ) 

wing 

Control surface 

Mechanical control 

 

actuator 
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Control Computer (FCC) [6]. However, mechanically controlled systems are still used for some 

surfaces in some aircraft such as Boeing 777 which has two mechanically controlled spoilers [7] 

or in small aircraft where the aerodynamic forces are not excessive [8] such as the Eclipse 500 [9]. 

There are several advantages to FBW systems, such as lighter weight, easier maintenance [10],  

replacing complicated mechanical linkage to signals [11]  easier manufacturing and flexible to 

changes after initial design and production [12].  

 

 

 

 

Earlier generation of FBW system are using electrical signals. However, the latest generation uses 

optic fibres and optical sensors. For example, the Gulfstream 650’s FCS. This technology is known 

as Fly-by-Light (FBL). Figure 4 shows the architecture of a FBL system. Note that the only 

difference between FBW and FBL is regarding the type of signal that is being used. FBL systems 

Figure 4. Fly-by-light architecture [46] 
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are lighter and can transmit higher data rates over FBW. However, FBL is more expensive to 

develop and test comparing FBW system [5].  

Within the flight control system, the flight control computers (FCCs) are critical components that 

implement the flight control laws. Typically, an aircraft with full fly-by-wire on all three axis of 

control will have dual or triple redundancy [13] such as Airbus 330/340 [14]. 

Airbus 330 has five FCCs: three flight control primary computers (FCPS) and two flight control 

secondary computers (FCSC) [15]. Each computer has two elements: the monitor element (MON) 

and the command element (COM)), each with different software and architecture [16]. The MON 

channel monitors the function of command channel. Both channels are active simultaneously [17]. 

For this aircraft, all surfaces are hydraulically actuated and electrically controlled, except for the 

rudder which is mechanically controlled [15]. The FCSC control the surfaces in standby mode 

[16]. For any given function, one computer is active and others are standby. As soon as the active 

computer interrupts its operation, one of the standby computers becomes active [17]. Figure 5 

shows the basic architecture of Airbus A330 FCS. 

 

Figure 5. Basic architecture of A330 flight control system [15] 
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Figure 6 shows the architecture of FCC of Airbus, which has two channels (MON and COM). The 

difference between the results of MON and COM channels are compared considering a threshold. 

If the difference is above the threshold, a failure can be detected. The sign P in the Figure 6 

represents the protection against over-voltage and under-voltage [17].  

 

 

There are several types of flight control system architectures. For instance, Boeing 777 is the first 

Boeing commercial aircraft which employs FBW system [12]. It has three primary flight control 

computers. Each FCC has three lanes: command, standby and monitor [18]. Command lane 

outputs the flight control command. In case command lane fails, standby lane outputs the 

command to actuators. Standby and monitor lane perform the same calculation as the command 

lane [16].  

Figure 6. Architecture of a FCC of Airbus (adapted from [17]) 
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Figure 7 shows a generalized view of the flight control system, focusing on the interactions 

between the flight control computers (FCC), actuators and surfaces. Depending on the design of 

the aircraft, FCC interacts with these various systems.  

 

 

 

The FCC receives commands either from the autopilot or from cockpit instrument (which is 

controlled by the pilot). It also receives inputs for sensors, such as air data information and current 

position of the aircraft. Based on these inputs, the FCC calculates the needed change of the position 

for the control surfaces and sends the command signal to actuators. Actuators change the position 

of the surfaces based on the FCC’s command.  Then, the FCC needs to detect the new position of 

the control surfaces through a feedback loop. There are two types of feedback. One the feedback 

from the surfaces and the other from the sensors (inertial reference system (IRS) and air data) 

Figure 7. Schematic of flight control computer interaction with aircraft systems and components  
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which is the position of the aircraft. In a fly-by-wire system, there is no direct link between the 

pilot and control surfaces. Therefore, an artificial feel and feedback is used to avoid damage to the 

system [4]. Artificial feedback produces an artificial feel of movement of the control surfaces with 

the use of spring. The artificial feel is proportional to spring stiffness [16]. In most recent transport 

and military aircraft, actuators are controlled electrically but powered hydraulically [19]. 

Test means are developed to validate, verify and troubleshoot the FCCs before they are integrated 

into the aircraft, using hardware and software simulation. There are challenges regarding the 

development of the test means, especially for the FCCs. As the test means is required to verify the 

FCC, it should be fully developed before FCC’s design and assembling ends. Moreover, the design 

of the test means is dependent on the design of the aircraft, mission of developing the test means 

(whether it is single-project, multi-project, etc. (section 3.2.1.)) and customer’s need. This means 

that from one FCC to another, the design is different which makes it more complicated to identify 

the requirements and design. The flight control computers in an aircraft are safety critical 

components that interact with many different aircraft systems and components. Therefore, their 

development process, and particularly the validation, verification and integration is a complex task.  

The next section discusses the background for the FCS and FCC and test means development 

process. 

1.3. Test means as part of the aircraft development process 

Development of complex, safety-critical aircraft systems, such as the flight control system, needs 

to follow a rigorous process to be able to obtain certification by the authorities. In particular, the 
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SAE ARP4754 “Guidelines For Development Of Civil Aircraft and Systems” [20] needs to be 

followed. 

Generally, the life cycle process involves three main phases (if retirement is neglected): 

1. Concept  

This phase is the preliminary step in design. In the concept phase, the overall characteristics of the 

aircraft are determined such as the number and locations of engines, payload, range and aircraft 

size. Also, the flight control systems’ technology and high-level architecture will be evaluated and 

selected, without detailed specification. 

2. Development 

The development as shown in Figure 8, including design, integration and verification is the longest 

phase of life cycle process. It starts with definition of aircraft-level functions, interfaces and 

requirements. Then, it moves on to the definition of system-level and item-level functions and 

requirements and allocation of them to systems and components. Once the requirements are 

defined and the functions are allocated, hardware and software are designed, built and integrated. 

Integration starts with item by item integration until the system is completely assembled. During 

early stages of the programme, a delivery schedule is established. Items that take more time to 

build, are ordered ahead of time [16]. 

The verification process takes place along with integration. This facilitates detection of 

deficiencies and troubleshooting. 

The validation, verification and integration process includes analysis, modelling and functional 

testing. Functional testing starts with ground tests and then the flight tests. Once the tests are done, 

the aircraft is certified to enter the market and be in operation [16]. 
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3. Operation 

Once the aircraft is in operation, it is working regularly and its performance is monitored. In case 

of any fault, it is reported to manufacturer for troubleshooting [16]. 

The aircraft development phases are illustrated through the so-called V-diagram, depicted in 

Figure 8. The left-hand leg represents analytical steps, while the synthesis steps are followed in 

the right side [4]. The process starts from left side and ends on the right side. The first step is to 

define the scope of the system, which is being designed and developed. Then, the requirements 

have to be defined and based on the requirements, specification and details of design are 

documented. The bottom of the diagram shows the building process, which is the step of 

developing the system. The right side of the diagram is where the system is integrated and verified 

based in the requirements defined in the left-side of the diagram. The progressive testing from 

subsystems to complete product is referred to as “integration” [21]. In each level of right-hand leg, 

system or subsystem is verified by the same level at left-side.  

In the validation process, the question to answer is: “are we building the right product?” [22]. In 

other words, does the designing product meet the high level requirements and the customer’s 

request? 

However, in verification, the attempt is to find out whether “we are building the product right?” 

[22].  In other words, is the developed product compatible with the defined requirements? [22] 

As shown in Figure 8, the process starts at high-level systems, breaks into subsystems and then 

components. As it progresses into the details, the requirements are evaluated based on the higher-

level requirements (validation). However, the right-hand leg follows a bottom-up approach. In 
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other words, it initiates the verification process with components and integrates them until the 

desired product is developed. 

  

The testing has two objectives: to ensure that the system performs its intended function and to 

guarantee that the system does not perform unintended functions [20]. 

Testing of components and whole aircraft needs facilities and equipment. Facilities must be 

designed, built and calibrated before integration begins. The equipment must meet standards in 

terms of: 

• Accuracy:  The measurements must be more precise than the tolerance on the system input 

and response. 

• Reliability: It must be highly reliable to minimize test discrepancies as a result of 

equipment error. 

• Flexibility: Test equipment should be designed to serve several purposes. Thus the cost is 

minimized. However, the flexibility should not be at the expense of accuracy and reliability [23].  

Figure 8. V-diagram of the aircraft development process 
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Tests are performed using a so-called test means, which can be considered as a system itself. Thus, 

it follows its own development process, including specification, building, validation and 

verification. The test means involves hardware equipment and software for simulation of physical 

or functional component [23]. The testing tools are verified based on the DO-178 [24] which is a 

guideline used by certification authorities.  

The aircraft, systems and test means development processes can be approached as systems 

engineering processes. “Systems engineering is a methodical, multi-disciplinary approach for the 

design, realization, technical management, operations and retirement of a system”  [25].Systems 

engineering is a logical sequence of activities and decisions that transforms an operational need 

into a description of system performance parameters and a preferred system configuration [26]. In 

a systems engineering approach, the test plan defines and specifies the parameters that should be 

tested. In addition, the test plan specifies how to diagnose discrepancies and how the test results 

should be analyzed [23]. 

In this thesis, a model-based systems engineering approach is investigated. “Model-Based Systems 

Engineering (MBSE) is the formalized application of modeling to support system requirements, 

design, analysis, verification and validation activities beginning in the conceptual design phase 

and continuing throughout development and later life cycle phases” [27]. In traditional systems 

engineering, the primary products are documents, while in MBSE the product is a model [23]. 

If a model (digital representation) of the to-be-built system is available, the individual views 

filtered through the perspective of the model have a better chance of being representative of reality. 

In other words, without the model, everyone’s view on the model can be different from others. The 
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model can also optimize the validation process by providing a representation of desired outcome 

for customers and evaluating whether it is what the customer is looking for or not [28]. Moreover, 

identification of requirements and writing the specification is an iterative process. The document 

based specification process is difficult to manage in terms of changes and traceability. This leads 

often to increased development duration.  

 

1.4. Problem statement 

Figure 9 shows the relationship between the development cycles of the aircraft, the FCC and its 

test means, in form of the V-diagram. For the development of the FCC, the verification process 

(right-side of the diagram) is performed by use of the test means. Therefore, the test means has to 

be developed before the FCC is tested.  However, the design and development of the test means 

has its own process. It means that the test means development process has the same procedure as 

the FCC and aircraft: definition of the requirements and specification, building, integration, 

validation and verification.  
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The test means development is completed before the FCC enters the integration and verification 

process. To achieve this, the test means specification needs to start at the same time as the FCC 

development. This is difficult, as the FCC requirements may not be mature yet.  

Figure 9  clearly illustrates that the timely development of the test means is critical to the on-time 

development of the FCC, which is generally on the critical path in the aircraft development 

process.  Failing to deliver the FCC on time could lead to delay in launching an aircraft and have 

economic impact on the system supplier and the aircraft manufacturer.  It is therefore important to 

develop methodologies that increase the efficiency and effectiveness of the specification process 

of the test means.  

Figure 9. Relationship between the development V-cycle of the aircraft, the flight control 

computer and its test means  

Aircraft development cycle 

Flight control computer development cycle 

FCC`s test means development cycle 
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This thesis aims to improve the test means development process by introducing a model-based 

system engineering approach.  

 

1.5. Organisation of the thesis 

The thesis is organized in following way: Chapter 2 discusses the problems and challenges 

regarding the current process of test means development. It also discusses how a model-based 

systems engineering approach, can help to address these challenges. Chapter 3 explains the taken 

approach and introduces the methodology for creating the specification models within the chosen 

MBSE framework and managing the variability. Chapter 4 represents the specification model 

implementation in different levels. In addition, it is presented how requirements are integrated into 

the specification model, how documents can be generated and how variable and common features 

are defined. Moreover, it provides an overview on the new, model-based process for the generation 

of the test-means specifications. Finally, the thesis wraps up by stating the conclusion and provides 

axes for future research. 
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Chapter 2. The need for a model-based approach for test means 

development 

This section provides an overview on potential benefits associated with a Model-Based Systems 

Engineering (MBSE) approach and outlines the current process for test means development. 

2.1. Testing of flight control system and FCC 

This thesis is focused on FCC. However, the available literature is specific to the development 

process of the FCS. Thus, this section reviews the development process of the FCS. The typical 

development process of the FCS  is defined in six steps as shown in Figure 10. The first step is 

where the mission-related requirements are defined. Then, system specifications and development 

specifications are written. System specifications documentation allocates the requirements to 

functions. Development specifications defines the performance, interfaces and technical 

requirements for items.  

After that, the FCS is developed. The first version of FCS built based on the design is the prototype 

which is tested using the test means. At the implementation stage, different subsystems of FCS are 

integrated and verified.  At the production stage, the developed FCSs are verified to ensure that 

they are working as good as the prototype. The final stage, fielded system, is post-production and 

maintenance service for FCSs in operation. [29] 

  

Figure 10. Life cycle of a typical FCC, adapted from [29]  
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There are different types of tests to verify a FCS. These tests are done in different stages of design 

for different purposes. The tests start at subcomponent level and then the complete system. 

Subcomponents of FCS are e.g. actuators, FCCs, wiring, etc. which are tested individually and 

then combined to ensure that the implemented system works well and subcomponents function 

efficiently. A large portion of time and effort in the verification process of the FCS is allocated to 

software tests. Since software testing is complex, software is broken into small modules.  Each 

module is tested individually and then the integrated software is verified. One type of verification 

tests common for FCS is the so-called Hardware-In-The-Loop simulation (HIL). At its simplest 

level, it is used to verify that the software acts as designed in actual FCC hardware [30]. 

Another type of testing is the simulation with a so-called Iron Bird, which is higher level than HIL. 

In an Iron Bird, all subsystems of FCS (including actuators, electrical power system, etc.) are 

integrated and tested. Ground testing with the real aircraft is the tests to verify that the FCS works 

efficiently under different conditions and also to ensure that the structure of the aircraft does not 

disturb FCC’s performance. The last test is the flight test where the aircraft is fully-developed and 

prepared to enter the market [30].  

Thales develops the HIL simulator to verify the FCC and a type of test means used in aircraft 

ground testing which is the environmental qualification test means. 

2.2. Analysis of current process in Thales 

No literature is available on the detailed development steps of test means for flight control systems.  

This section describes the current process for development of test means at Thales, in general 

terms. The current process comprises the following steps: 
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• Step 1: Request of development of the test means 

• Step 2: Establishing the specification of the test means 

• Step 3: Development of the test means, including trouble shooting 

• Step 4: Internal delivery and entry into service 

• Step 5: In-service life of test means 

Step 1: This first step is initiated and driven by the customer (aircraft manufacturer).  The customer 

specifies the required features, which should be included in the test means. 

Step 2: The needed functions for the test means are defined according to the contract with 

customer, the aircraft design and the goal of developing the test means (whether it is an 

environmental qualification test means, a conventional one, etc.). Generally, there are two types 

of documents for specification of test means.  

a. System Specification 

This specification explains what we need the test means to have. In other word, it indicates 

functions that the test means must have. It also involves a description of the function of the 

FCCs.  

b. Design Specification 

This document gives a description of the elements of the test means and their requirements and 

functions. Most of the components are identical in different types of test means. The simulation 
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is different from one project to another. Thus, the difference would be for components doing 

simulation. 

The process of writing the specification takes around four weeks of full-time work. There would 

be two or three iterations to produce the final document. It is written by the test means team and 

will be reviewed by the systems team (who designs the flight control computer), the IVV 

(Integration, Validation and Verification) team and the quality team. 

Step 4: The test means are not delivered to the customers who ordered the flight control computers. 

It will be used by the IVV team, which is a team in Thales performing the tests on the flight control 

computers. 

Step 5: A test means should be in operation for as long as the aircraft, whose flight control systems 

is being tested, is in service. After the certification phase of FCC is finished and the FCC is in 

service, the test means is used to troubleshoot the FCC. It could be more than twenty years. 

There are different phases of testing: 

a. Tests before Safety of Flight (SOF): Before a software can be authorized for flight tests 

(SOF - Safety of Flight, also named Red Label), all system requirements concerning inputs and 

outputs management (especially what is interfacing with other systems), the Control Laws 

(CLAW), the System Power-On Self Tests (SPOST), the Crew Alerting System (CAS) must be 

tested. Some other tests are optional and dependent on the agreement with the customer (aircraft 

manufacturer), such as regression tests, robustness tests or maintenance tests. 
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b. Tests before aircraft certification: These tests are performed before entering into service 

(certification, also named Black Label). It is the completion of the optional tests (defined above) 

that are performed in the first phase and some additional performance tests. 

c. Tests during the service life of the aircraft: In this phase, there are normally less tests to be 

performed, but having test means in operation is an obligation. 

Currently, the test means design and development begins approximately six months before the first 

software of flight control computer is created. During the first two phases, another test rig is usually 

required because of the large amount of testing. For the rest of the aircraft life cycle, only one is 

needed. That is why it is essential that components of test means be re-usable.  

2.2.1. Challenges in current process 

There are challenges regarding development of FCC test means. Any of the challenges could result 

in increase of the development cost and delays. The following are some of the difficulties 

associated with test means building process: 

• Since the design of a test means must be compatible with the design of the aircraft, from 

one test means to another, the architecture is diverse. Moreover, the mission of the test means and 

the customer’s request are also factors that influence configurations of test means. Variety in types 

may make the identification of the required and proper architecture difficult to manage. 

• As mentioned in previous section (1.4), the development of the FCC and its test means are 

done in parallel. For this reason, it is likely that the FCC’s functions and requirements are not 
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completely defined and change through the development process. Once the test means is built, 

modifying the system or changing a function would be expensive and lengthy task.  

• It might be confusing for the user of the test means (IVV team) to fully understand the 

architecture of the test means. As they (IVV team) write the test plan and evaluate the FCC based 

on the standards using the test means, it is important that they understand the tasks that the test 

means is capable of performing. 

2.3. Potential benefits to model-based systems engineering 

Based on the current problems of developing the test means, it is expected that a model-based 

system engineering (MBSE) approach would be a solution and facilitate the progress. By applying 

an MBSE approach, the implementation of the system (test means) is represented in graphical form 

in terms of the components and functions. This model would be simple to grasp.  

Different MBSE frameworks and tools exist today. The most common ones are UML [31],  SysML 

[32]. Due to the specific needs of the aerospace systems engineering process, Thales developed its 

own methodology and tool, which is now available in the open source as ARCADIA 

(methodology) and Capella (tool) [33]. This thesis will use ARCADIA / Capella as MBSE 

framework. More details about the underlying methodology a given in section 3.3.1. 

2.4. Objective of the thesis 

The purpose of this thesis is to improve the efficiency and effectiveness of the test means 

development process. The aim is to reduce the development time of the test means, and to be able 

to start the test means design earlier. 
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Figure 11 illustrates how the development time of the test means would be different once it is 

improved. In improved process, the left wing of the V diagram is slightly more steep which 

indicates less time spent on requirements identification and specifications writing. In addition, it 

is aimed to start earlier, even before the FCC’s development process starts. 

 

 

The question is how a generic and re-usable model of the test means architecture would result in 

shorter development process. Basically, the generic specification model could address the 

challenges mentioned earlier which will affect the total development time.  

• The generic model which includes all the components and functions that may or may not 

be in one specific test means, gives a wide picture of the whole system. Thus, implementation of 

the test means is already modeled when the requirements are being defined.  

• The generic model assists to recognize all the potential features that could exist in a specific 

type of test means in early stage of design. When the developers are missing a feature, the model 

helps them correct the specifications. Moreover, if they are in doubt of what feature will be needed, 

they would consider applying all the possible features. It will be a more efficient approach 

compared to selecting one of them and ending up reforming entire system.  

The next chapter describes the methodology of developing the generic and re-usable model. 

Figure 11. Current and improved test means development process 

Current process 

Optimized process 
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Chapter 3. Methodology 

This chapter provides an overview on the methodology employed to develop generic MBSE 

approach for test means specification. The different types and associated components of test means 

are analyzed and categorized. Finally, an overview of the ARCADIA methodology is given. The 

implementation into the Capella tool is discussed in Chapter 4.  

3.1. Methodology overview 

To achieve the objective of establishing a re-usable specification framework for test means using 

model-based systems engineering, an analysis of the different test means is performed. The generic 

model needs to include all potential functions and the associated the components that could 

potentially exist in a test means architecture. Figure 12 shows an overview of the pursued 

methodology. The process starts with test means categorization and continues with analysis of 

components. The next step is to create a generic model in Capella and finally managing the generic 

model using variability management. 

 

 
Figure 12. Overview of the methodology steps to develop a re-usable MBSE approach for test means specification 
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The next section explains the first part of the methodology, which is the analysis of the test means 

categories and components. 

3.2. Analysis of test means types and components 

In this section the diverse categories and components of the test means are explained. To 

understand the architecture and types of test means it is essential to clarify the purpose and the 

associated functions of different test means types. By analyzing eight different test means 

developed by Thales such as the Cessna M700, the CRJ 700/900/1000 and by discussing with the 

engineers responsible to develop the test means, the following three key tasks are identified: 

1. Simulating of aircraft equipment: When the FCC is inside the aircraft, it is interacting with 

various systems (dependent on the design of the aircraft). The test means simulates all these 

systems. 

 

2. Detecting the response of the FCC under test: To test and troubleshoot the FCC, the 

operator (the person who runs the test) needs to detect the response of the FCC. The response is 

the command to actuators. Based on the response, the FCC is evaluated.  

 

3. Managing FCC’s software: Another task of test means is to manage the software installed 

in FCC. The test means is able to read the signals that are being exchanged inside different channels 

of the FCC, to modify the variables, and to calibrate it once there is a change in hardware or 

software. 



26 
 
 

 

 

 

 

 

Figure 13 shows the test means and its capabilities. The test means substitutes all the systems 

that are interacting with the FCC and connects directly to the FCC.  

3.2.1. Test Means categories and sub-categories 

There are different types of test means for FCCs. To classify them, the terms categories and sub-

categories are introduced. 

Figure 14 shows a breakdown of categories and sub-categories of FCC’s test means. Three 

categories are proposed and each of them has three sub-categories. The coming sections explain 

categories and sub-categories in details. 

 

Figure 13. Overview of test means of flight control system 
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Figure 14. Categories and sub-categories of test means 

 

Any type of test means is classified within only one of the categories. In other words, it is either 

single-project, multi-project or environmental qualification. The test means can have multiple sub-

categories. However, single-unit and multi-unit sub-categories cannot exist together. Thus, the 

sub-categories in test means are either single-unit, multi-unit, single-unit and actual equipment or 

multi-unit and actual equipment. 

 

Test Means Categories: 

The term “Category” is referring to the differences that result of the different purpose of building 

the test means. There are three categories of test means: 



28 
 
 

 

1. Single-project test means: A single-project test means is a type of test means that is built for one 

specific FCC. The FCC of different projects may comprise different controllers or they could have 

the same controllers but with different connection and input/output signals. Therefore, one cannot 

replace the other. In other words, one can use the single project FCC only for one specific FCC. 

The purpose of having this category is to do tests of one type of aircraft in a certain location (not 

transportable). There can be different sub-categories to this category, depending on the type of 

aircraft.   

2. Multi-project test means: This kind of test means is built to host different type of FCCs. It is 

adaptable to different aircraft development projects. Since many tests need to be performed in a 

short time frame during the FCC certification phase, the validation and verification team might 

need to work simultaneously with two units of the same test means. As it is not possible to manage 

that with a single test means, the multi-project test means type is used. Once the certification phase 

is over, the multi-project test means can be adapted to other project.  

3. Environment qualification test means: This type of test means is the transportable type, which 

is to perform environment qualification test on the aircraft. Environment qualification tests are 

tests against external conditions. For example perturbations such as lightning or electromagnetic 

fields, or other as specified in the  DO-160 [34]. It needs to be transported to different locations to 

be integrated with other equipment of the aircraft and at a specific laboratory where environment 

condition can be reproduced.  

Figure 15 compares and illustrates schematically the architecture of different categories of test 

means. Figure 15.a shows the test means that is built for one specific project, b shows multi-project 
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test means and c depicts the environmental qualification test means, which has environmental 

protection. 

 

 

 

 

Figure 15. Architecture of different categories Figure 16. Architecture of different sub-categories 

a) Single-project 

b) Multi-project 

c) Environmental qualification 

a) Single-unit 

b) Multi-unit 

c) Actual equipment 
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Test Means sub-categories: 

Sub-categories are variants of test means features, which can exist in each category. These features 

are dependent on the customer’s need and the design of the aircraft under development.  

1. Single-Unit Test Means: In single unit test means, there is only one FCC being tested. Usually 

fly-by-wire test means have multiple FCCs. However, in some cases, only one FCC is tested. For 

example, if there is a new technology introduced to FCC, firstly it can be tested as a single unit 

under test. Figure 16.a represents single-unit test means.  

2. Multi-Unit Test Means: In this kind of test means, there are several FCC units under test e.g. 

two FCCs and one Back-up Flight Control Units (BFCU). Since there are more units under test, 

the signals to detect multiply. Moreover, the exchanged signals between units has to be detected 

as well. Thus, this kind of test means needs larger test rig. Figure 16.b represents multi-unit test 

means. 

3. Actual Equipment Test Means: The actual equipment that can be used for FCC’s test means are 

actuators and cockpit instruments. In test means with actual equipment, the particular physical 

equipment is used instead of a software simulation. Therefore, beside the test rig, where the 

harnesses, power supply and simulation computers are installed, actual actuators, which are 

powered hydraulically or electrically, and actual cockpit instruments need to be integrated. In 

addition, the aerodynamic load acting on flight control surfaces is mimicked by a physical object 

pushing against surfaces representing the flight control surfaces. Figure 16 c) represents an actual 

equipment test means. In this figure, the actual equipment is shown as a separate system interacting 

with the test means. In the model, the actual equipment is considered separated from the test means. 



31 
 
 

 

However, if there is actual equipment, the test facilities need to be larger for the installation and it 

needs to track signals (input and output) of the actual equipment. Thus, it affects the configuration 

of test means. 

Figure 16 illustrates and compares different sub-categories of test means. Figure 16. a)  shows one 

single project test means, b) depicts multi-unit test means and c) shows the actual equipment test 

means.  

3.2.2. Description of test means components 

There are different components in test means performing various tasks. In this section, these 

components are identified, described and categorized. As a result of analyzing various test means 

implementations, Figure 17 presents a generic view of test means components. The components 

are categorized as hardware, software, common (blue) and variant (orange). In each test means, 

there are three computers: one for equipment simulation, one for data acquisition and one for 

software management. In the following, first the various software components are described, then 

the hardware components. This high-level description made to provide an understanding of the 

components purpose and function, which will be translated into a specification model in chapter 

4. 
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3.2.2.1. Overview of software components 

There are three groups of software applications used to preform testing and troubleshooting: 

environment simulation system, data acquisition system and software management system. The 

following explains each group and their functions. 

Environment Simulation Computer 

This system performs the simulation of the environment that the FCC is interacting with in real 

aircraft. There are two kinds of input to the software. The first input is the so-called “scenario file” 

which consists of a list of simulation signals, their values and their sequence. The second input is 

given by operator, for example, to change the value of signals during a simulation activity. The 

simulation control panel is classified into two categories: (a) system panel and (b) sensor panel. 

The system panel is used to change the state of the aircraft. The sensor panel is used to modify 

data being measured by sensors in order to simulate failures. For example, for air data, there is a 

Figure 17. Test means components 



33 
 
 

 

parameter which represents the state of the airplane such as altitude, speed, etc. There is also sensor 

measuring this parameter and generating another parameter. These two parameters must have same 

value since they are representing the same thing. These values can be modified separately. Since 

the state can affect several sensors, altering the value of one state, would result in having all signals 

detected by sensors changed. As the test involves different scenarios, it is required to have value 

of only one sensor changed, thus these parameters have been separated. This configuration would 

enable the operator to simulate the condition of the sensors failing or put incorrect value to 

verify/troubleshoot the system.   

 

In the test means, there are two software allocated to the environment simulation system. One is 

the control panel and the other is to perform real-time simulation (section 4.1.3/ [LAB] simulating 

signal). As shown in Figure 17, both control panel and real time definition includes variability. 

This variability is related to the type of equipment to be simulated which is dependent on the design 

of the aircraft and the scope of the test means.  

Data Acquisition Computer 

Data acquisition system has two software as well. The signal generation, which receives data from 

simulation computer and generates the signals which are compatible to FCC and also detects the 

response of the FCC.  

The other computer, which is a variable, is acquisition and recording tool that detects the response 

of the FCC, records them and displays them to operator for test or troubleshooting report. 
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Software Management Computer 

The system management system is one computer with several applications. The word “software” 

refers to the software that is installed to the FCC. The management system is the part of the test 

means which is controlling the FCC by installing new software, modifying the variables, detecting 

internal signals, etc.  The application of software management systems are: 

I. Internal Data Monitoring: This software monitors internal signals. Internal signals are data 

being exchanged between different unit under tests (UUT) or different channels or lines of a 

UUT. UUT refers to one FCC while system under test (SUT) refers to one or multiple FCCs.   

II. Internal Data Modification: This software modifies the internal variables. In the software 

uploaded on the FCC, there are some variables in formulas to calculate the actuator 

movement. The output of the FCC goes as a signal to actuators to move it. This tool modifies 

these variables. 

III. Plotting acquired signal: It is used to plot signals, which have been detected. It could be 

simulation and response signals acquired by data acquisition system or could be internal 

signal detected by internal data monitoring. 

IV. Maintenance: This application simulates the maintenance system of the aircraft, which does 

the maintenance of FCC. The operator must change the mode of FCC to maintenance and 

run this application. Maintenance needs to be done when there is a new version of FCC or 

simulated components of aircraft has been replaced. 

V. Synoptic: This tool simulates the synoptic information sent by the FCC. It shows the status 

of cockpit instrument and control surfaces. 
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VI. Software Management: Changing the software of FCC and getting the version of uploaded 

software is done using this application 

 

3.2.2.2. Overview of hardware components 

Hardware parts of the test means are shown in Figure 17 in grid boxes. Main components are: 

Power Distribution Box (PDB) 

Power distribution box is a device that divides the power coming from the power supply to 

different components of test means. 

Power supply 

There are two types of power supply. Electrical one which is used to power the test means and 

actual equipment power supply which consists of two types. Hydraulic power supply which is to 

power actuators and electrical one is to supply power to actual cockpit instrument and actuators. 

Actual equipment installation 

The actual instrument itself is considered a separate system interacting with test means (entity). 

However, its installation to the test means is part of the architecture and it needs to be part of the 

specification. 

Environmental protection 

Environmental testing is performed to verify the behavior of the FCC in real condition of 

operations. The FCC is monitored while being exposed for instance to vibration, extreme 

temperature, high-intensity radiated field (HIRF) and lightning. In the case of HIRF and lightning, 

the injected signals are propagating along the harnesses, and since the test means must be 
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connected to the FCC to monitor it, they are exposed to same signals. The FCC is protected (the 

environmental testing objective is to verify it) but the test means are not. Therefore, protection 

needs to be added in the form of diodes between the signal and the ground. When very high 

voltages occur, the diodes lead them to the ground and prevent them from reaching the test means. 

Break-out Box 

The break-out box is a hardware with ports mounted on it for electrical jumpers to read signals or 

to inject failure to them without the use of software.  

Tray 

The tray is a device which exists on the actual aircraft as well. The FCC is placed inside tray. The 

harnesses are usually connected to the FCC through tray.  

Now that the types, components and implementation of test means are identified, the next step 

would be to develop the generic model. The next section discusses the methodology of generating 

the generic model and managing variabilities. 

3.3. Specification model development  

The model was developed following the steps of the ARCADIA methodology. Using Capella tool, 

which implements the ARCADIA methodology, a generic model is developed, including all 

components and functions that could exist in the architecture. Hence, it is essential for the user to 

be able to manage the variants. The methodology regrading the variability management is 

explained later in this section. 
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3.3.1 Arcadia 

This section provides an overview on the ARCADIA (ARChitecture And Design Integrated 

Approach) methodology which Capella is based on. It also explains how variable functions and 

components are categorized. 

ARCADIA methodology was defined by Thales and has been used since 2011 [35]. There are four 

main levels on ARCADIA methodology: 

• Operational analysis: 

This first level identifies what the users of system must accomplish [35]. At this level, only the 

users (which are called entities in ARCADIA methodology) are considered. Functions and 

capabilities that the users need to perform are also specified. The system itself remains abstract 

[33]. 

 

• System analysis: 

The purpose of this level is to specify what the system has to accomplish for the users. To do so, 

the functions and interfaces of the system need to be identified, considering the system itself as a 

black box [35]. Moreover, mission and capability of the system are defined in this level. The 

mission is the purpose of the system, while capability refers to the tasks that the system needs to 

perform, with respect to the users. 

 

• Logical architecture: 

The logical architecture level aims to identify how the system will work to fulfill the expectations, 

identified at operational and system level [35]. At the logical level, the specification of the system 



38 
 
 

 

starts, by identifying the logical components and their relations. The term “logical component” 

refers to notional breakdown of the system into the components [36]. In other words, it is not 

specified whether it is a hardware or software and whether it is designed by the system developer 

or is purchased form a supplier.  

 

• Physical architecture:  

Physical architecture level is the last level where the model illustrates “how the system will be 

developed and built” [35]. It defines the final architecture of the system [36]. In other words, it is 

the representation of the system based on blocks symbolizing functions and components. Functions 

and components are modeled in detail. Type of components (hardware, software, computers, etc.) 

is specified and functions are allocated to subsystems and components. 

Note that the final model in Capella must be consistent which means that each component and 

function at any level must be referenced to function or component at higher level. It also needs to 

be referenced by lower-level functions and components. Which means, any function or component 

that is introduced in any level must exist in lower levels and it is not possible to create a function 

or component, which is not represented at upper level in generic form or as a part of another 

function/component.  

The methodology suggests a top-down approach, but it does not necessarily need to be. For 

example, if the system already exists, the purpose of applying model-based system engineering is 

to study the architecture. Therefore, the focus would be on logical and physical architecture.  
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There are various types of diagrams available in Capella for representing different aspects of the 

system. Depending on the purpose and detail of the model, any of them can be used. For this thesis, 

only certain types of diagrams have been employed because the model of the test means is being 

developed for the first time and it needs to be focused on the functions, components and the 

implementation of the test means. Chapter 4 provides the details of the specification model in 

Capella. 

3.3.2. Variability management 

Nowadays, the size and complexity of systems are increasing. Moreover, the customers are 

demanding products that specifically address their segment. This could result in constant increase 

of cost of development due to increase of complexity and customer-specific adaptations [37]. As 

a result, companies deploy the so-called Product Line Engineering (PLE) technic. “PLE is an 

approach that aims at exploiting reuse potential between products developed in an organization 

by identifying the commonalities between the products and systematizing the variabilities” [38].  

In PLE, “variabilities have to be identified, modeled, stored, resolved, instantiated and changed”. 

Thus, they have to be managed through the lifecycle of PLE [38].  

All test means share same core functions. However, there are differences in components, sub-

functions and implementations. The variability management is applied to manage the product-

specific features. This section explains the variability management methodology exercised in this 

thesis. 

The created model in Capella is a generic model, which means it includes all the potential features 

that could exist in the system. However, for one specific test means only some of those features 
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are required which means the rest features must be filtered. In this thesis, the word “feature” 

indicates functions or components which are defined in the Capella model. Features could be 

mandatory or optional. Mandatory features are those which are always in the system. However, 

the optional ones are those which only exist as needed. 

In the developed model, variability exist at different levels and are of various types (function, 

component, etc.). For example, “protect signal” is a function for environmental qualification type 

of test means which exists in the system analysis level. However, different types of simulation 

function (based on the type of signals) are defined in the physical level which are variant as well. 

Therefore, variables need to be defined in different levels.  

For defining all the variants of the different modelling levels in Capella, a list is created. This list 

includes both mandatory and variable features. Also, the list identifies the feature in different 

levels. For example, the feature “power supply” has two sub-features: electrical and actual 

equipment power supply. The electrical power supply (controller power supply) is for the test 

means, therefore it is mandatory and must be in all types of test means. However, actual equipment 

power supply only exists in actual equipment type of test means, thus it is a variable feature. The 

actual equipment power supply could be electrical or hydraulical. The purpose of categorizing the 

features into different level was to show the hierarchical relationship between them and to simplify 

managing it. 

After defining the list of features, it must be integrated to the model. For this purpose, they are 

allocated to the components and functions in the model. The variant management software used 
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for this project is Pure::Variants [39] and it is linked to Capella with use of an add-on called 

Pure:variants connector to Capella [40]. Section 4.2 illustrates variability management model. 

The next chapter illustrates various diagrams of Capella in different levels and discusses the 

requirement management and document generation from the model. 
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Chapter 4. Model implementation 

This chapter illustrates the implementation of the developed generic specification model in 

Capella. Moreover, it discusses how the requirements are integrated into the model and 

variabilities and commonalities are managed using additional software for variability 

management.  

4.1. Capella model implementation 

As introduced in Section 3.3.1., Capella is a software used for Model Based System Engineering 

(MBSE) based on ARCADIA methodology, having four modelling levels: operational analysis, 

system analysis, logical architecture and physical architecture. Lower the level, more detailed the 

function and components.  

This section explains how the specification model for the test means is structured and implemented 

using various diagrams in each modelling level of Capella. Note that in this section the word 

“system/ system of interest (SOI)” refers to the test means. Moreover, “simulation” refers to 

software simulation. 

A complete lest of developed diagrams can be found in Appendix A. 

 

4.1.1. Operational analysis level 

As explained in section 3.3.1., the purpose of operational analysis level is to identify what the 

future users of the system need to accomplish. In other words, it discusses what the users must 

execute for the system. In this level, the other systems (called “entities” in Capella) which are 
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interacting with SOI (the system we are modelling), the capabilities of SOI and the activities of 

entities are defined. Here the SOI is the test means. 

To model the test means at operational level, the following diagrams are selected to represent the 

operational analysis: 

• [OCB] Operational capability diagram 

• [OAB] Operational architecture diagram 

For the purpose of modelling the test means, these types of diagrams provide the best platform to 

illustrate the architecture of test means. Capabilities and functions of the entities (while interacting 

with SOI) and their exchanges are defined using these diagrams. 

The activities defined are only between entities. Test means is introduced to the model at the next 

level, system level. Functions of test means could be a part of the activities, which have been 

defined in this level or be separated.  

a. [OCB] Operational capability diagram 

Figure 18 shows the operational capability diagram which is used to specify entities, actors and 

operational capabilities.  
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Operational capability represents the task that the entities are capable of performing for the system. 

Entities are the systems, groups or organizations interacting with SOI. Actors are the people who 

are using the SOI. The entities and actor of the test means are: 

In Figure 18, system under test is one of the entities. Depending on the test means, the system 

under test (SUT) is different. SUT could be a combination of FCCs or a single one. What the SUT 

does for the system is to response to the input signal sent by the system. Since the system is 

replicating the aircraft environmental behavior, the SUT is acting as it is in an actual aircraft. Thus 

its capability is to “act as in actual aircraft”. 

The actual equipment is basically the actuators and cockpit instrument which mimics the aircraft’s 

instrument like actuators or cockpit instrument. Actual equipment’s installation is a part of test 

means (section 3.2.2.) whereas the equipment itself is an entity. They could be parts of SUT along 

with FCCs and be tested. If so, their capabilities would be the same as SUT’s. However, if they 

are applied to reproduce the aircraft’s environment, their capability would to “replicate equipment 

Figure 18. [OCB] Operational capability diagram 
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of aircraft”. Whether the actual equipment is a part of test facilities or it is being tested itself, the 

design of the test means is the same.   

The operator is the person who operates the test means, gives the inputs and monitors the outputs, 

detects the problem, etc. The operator is an actor of the test means. 

b. [OAB] Operational architecture diagram 

Operational architecture diagram shows the operational activities and the interactions which are 

performed by the entities and actors. Operational activities are allocated to entities and actor. 

Figure 19 illustrates the activities that each entity and actor is expected to perform while interacting 

with the SOI (test means). 

 

Figure 19. [OAB] Operational architecture diagram 
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Operational processes are series of activities and interactions that are performed consecutively to 

fulfill a purpose. There are two operational processes shown in  Figure 19. 

• Verification: Once a new FCC is programmed, it must be tested to assure that it works 

correctly and meets the requirements. In Figure 19, the operational process is represented by blue 

lines. The process starts by the operator who reads the test procedure, sets the simulation input, 

then the FCC responds to the inputs and the operator monitors the response and compare them 

with the expected results.  Finally, the results are to be documented. If there is actual equipment, 

it has to respond to the changes of simulation and will be monitored by the operator. 

• Troubleshooting: in case FCC has a problem while it is in operation, the test means is used 

to identify the origin of the fault. The exchanged signals would be detected and the problem will 

be caught. The process starts with operator running the test. He has the expected results that should 

be sent by the FCC (output of FCC). If the response of the test means does not match the expected 

result, there is a problem with software. To detect the problem, operator must read the internal 

signal of FCCs software using SUT management system. Once the problem is detected, it will be 

reported to the system team to be solved. The troubleshooting process is represented by the red 

lines in  Figure 19. 

These two operational processes are the objectives of developing test means. The black lines show 

those operational activities that are common between both processes. Basically, for test means 

design, there is no difference between these operational activities. But the activities of actor 

(operator) are different for each objective. Objectives in operational level are introduced as 

missions in system analysis level which will be explained in the next section.  
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4.1.2. System analysis level 

In System Analysis level, the tasks of the system while interacting with entities are identified. 

System analysis mostly focuses on the functional exchanges of the system and the entities. There 

are four types of diagrams used in this level: 

• [MCB] Mission and capabilities diagram 

• [SAB] System architecture diagram 

• [SDFB] System dataflow diagram 

• [SFBD] System functional breakdown diagram 

 

a. [MCB] Mission and capabilities diagram 

To specify the mission of a system, this question needs to be answered: What customer pays for 

when purchasing the system? By this definition, missions of the test means would be 

troubleshooting and verification of the SUT. As defined in section 4.1.1., this could be for new 

software or hardware of the SUT. 

 How does the system realize the mission? Answer to this question will specify the capability. 

Capability can also be defined as this: “It is the ability of the system to provide a service that 

supports the achievement of high-level operational goals.” [36] 

Figure 20 shows the mission and capabilities diagram of test means. Test means has three 

capabilities: “simulating signal”, “detecting response” and “managing the SUT”. Simulating signal 

is the task of generating the signal input and sending it to SUT. Detecting response refers to the 
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act of receiving the output signals from SUT and running the simulation based on that. Lastly, 

managing the SUT consists of several tasks like modifying and detecting the variables of the 

software, maintenance, etc. (section 3.2.2.1/ software management computer) 

 

 

 

 

 

 

b. [SAB] System architecture diagram 

In the system architecture diagram, the functions of the system of interest (test means) and actors 

are defined. Note that, according to Capella definition, from system level to physical architecture 

level, the word “actor” refers to both “actor” and “entity” defined in operational analysis. To keep 

the model consistent, each actor defined in system level is referenced to its counterpart in 

operational level.  

Figure 20. [MCB] Mission and capabilities diagram 
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To generate well-structured models, for each capability, there are separate diagrams (of same type) 

modeled in each level. For example, in system level, there are four diagrams of system architecture 

type [SAB]. Three of them are specifically for the capabilities mentioned in Figure 20. The generic 

one which is an overview diagram, represents of all these capabilities together, but in high-level 

functions. 

1. [SAB] General model 

2. [SAB] Simulating signal 

3. [SAB] Detecting response 

4. [SAB] Managing SUT 

 

For example, in general model [SAB] (Figure 22), the high-level function “Simulate Aircraft 

Environment” consists of four sub-functions: “Simulate aircraft equipment”, “Simulate 

invalidation”, “Simulate internal signal failure” and “simulate power supply”. These sub-functions 

are modelled in the [SAB] simulating signal (Figure 23).  

Figure 21, is used to specify breakdown relations between functions. In general model, the function 

“simulate aircraft environment” is defined as a representative of all sub-functions. However, in 

detailed model, sub-functions are employed. 
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[SAB] General model 

The general model provides overview of all the functions related to all capabilities together in one 

diagram. As the diagram, which contains all sub-functions, makes the model large and hard to 

perceive, high-level functions have been introduced in a general model.  

An example of the breakdown of a high-level function (“Simulate aircraft equipment”) into detail 

is shown in functional breakdown diagram [SFBD], Figure 21. 

Figure 21. [SFBD] Functional breakdown of system analysis level 
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Figure 22 shows the model of the system architecture type of diagram. According to this diagram, 

test means has six main functions, which will be in more detail in Figure 23 , Figure 24 and Figure 

25. 

In system level, dark blue blocks represent system of interest while the light blue blocks are the 

actors. Moreover, functions are shown with green color. The dotted orange lines represent input 

while green ones show the output of the system (SOI or actors). The solid line between test means 

and actors represent the “component exchange” between the system. Furthermore, the solid line 

between functions represent the “functional exchanges” of the functions of the test means. 

Figure 22. [SAB] General model diagram 
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There are six high-level functions for test means: simulation of aircraft environment, signal 

acquisition, signal generation, SUT management, SUT management signal generation and 

protection. Test means receives the command from operator, sends the simulation data to signal 

generation software. Then, it acquires the SUT’s response and sends it back to simulation part (the 

function “Simulate aircraft equipment”) to complete simulation loop. Operator also manages 

software of SUT by sending command to SUT management system. This system receives the 

command and sends the management data to signal generation part and then to SUT.  The feedback 

on software management from SUT is also recorded by the SUT management system. The 

functions defined for the operator are in more detail comparing to what is specified in Figure 19.  

[SAB] Simulating signal  

Figure 23 shows the functions regarding the capability “Simulating Signal”. To start the process, 

there should be a command from the operator. Typically, there are four types of simulation.  

a. The Power Supply Simulation is a simulation of the actual power in the aircraft. It can be 

electrical and hydraulic power supply. If there are actuators (as actual equipment) in test means, 

the hydraulic power supply is employed. Otherwise, only electrical power supply is used for test 

means and actual equipment. 

b. The Aircraft Equipment Simulation is the simulation of the equipment existing in the 

aircraft, interacting with the SUT such as avionics system. 

c.  The Internal Signal Failure simulation is used to verify the FCC. This function disconnects 

the connection between two FCCs.  
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d.  The last one is Invalidation Simulation which will create the condition for the SUT to 

declare itself invalid, for instance, stop the communication between the command and monitor of 

an FCC channel. The simulation is in the form of data. It needs to be converted to signal. This is 

done by the function “generate signal”. 

If the type of test means is Environmental Qualification, there should be a protection from the 

lightening, temperature, etc. Protection is a variable feature, which may or may not exist. Another 

variable feature is “Actual Equipment” which represents actuators and cockpit instrument. This 

variable feature is an actor. 

According to Figure 23, operator changes the input of the simulation (basically starts the 

simulation or modify the input), then test means simulates the environment by generating data and 

converts the data to signals which is readable for SUT and sends it to the SUT and actual equipment 

(if exists). Based on the type of the test means, there might be protection (environmental 

qualification test means). Thus, there are two functional exchanges coming from “generate signal”. 

One goes to the protect signal and one directly to the SUT and actual equipment. Only one of these 

exchanges exist at a time. 
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[SAB] Detecting response 

The other capability is the “detecting response” which is represented in  Figure 24. There are two 

types of signals detected by the test means and displayed to operator: 1) The simulation signal 

generated by the test means. 2) The response of SUT. The response signals are read by the operator 

to check the performance of the SUT. Plus, these signals are detected to keep the simulation loop 

of the environment according to the SUT response. Therefore, a functional exchange exists 

Figure 23. [SAB] Simulating signal diagram 
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between the function “Acquire Signal” and the function “Simulate Aircraft Equipment”. In other 

words, the response signal is sent to simulation system for the next loop of simulation.   

As shown Figure 24 the function “acquire signal” receives signals from SUT and actual equipment 

and also from the function “generate signal” which is the simulation signal. In an environmental 

qualification test means, there is no detection of response signal. That is why the “protection”, 

which is a feature of environmental qualification test means is not included in here. However, 

detection of simulation signal exists in environmental qualification test means. 

 

 

 

 

 

 

Figure 24. [SAB] Detecting response diagram 
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[SAB] Managing SUT  

The capability of managing the SUT software is for modifying the software variable, changing the 

software version, reading its variable, etc. which is shown in Figure 25. There are six functions for 

management of the SUT. Each function is fulfilled by a separate software. Operator controls the 

management through the software control panel. The management data is sent to signal generation 

and then the SUT. The response is acquired by the system as well. 

 

 

 

 

c.  [SDFB] Functional dataflow diagram 

The SDFB type of diagram shows functions and functional exchanges. In system architecture type 

of diagram, functional exchanges between test means and other entities are not shown. The 

Figure 25. [SAB] Managing SUT diagram 
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dataflow between functions are important to understand as they represent input and output of 

functions. Note that green blocks represent functions of test means while blue blocks are for 

functions of entities. Same as system architecture type of diagram, there are four diagrams of this 

type in the generated specification model. 

1. [SDFB] General model 

2. [SDFB] Simulating signal 

3. [SDFB] Detecting response 

4. [SDFB] Managing SUT 

Figure 26  shows the dataflow diagram of simulating signal capability. It is the same process as 

Figure 23 with same functions except that the functional exchanges are displayed as well. The blue 

functions represent actor’s functions, which are allocated to actors in Figure 23 while the green 

block are functions of the test means. The process starts with operator running the simulation. The 

test means sends the simulation data to signal generation part and then to the SUT and actual 

equipment. If there is protection in the architecture, the generated signals would pass through it 

before entering SUT. 
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d. [SFBD] System functional breakdown diagram 

Functional breakdown diagram represents the hierarchy of functions. It is helpful to represent how 

lower level functions are related to a high-level function. In the system level, the two functions. 

“Simulate Aircraft Environment” and “Manage SUT” are used in generic model and their subsets 

are in detailed model. Figure 27 shows functional breakdown of system analysis. Part of this 

diagram is shown in Figure 21. 

 

Figure 26. [SDFB] Simulating signal diagram 



59 
 
 

 

 

Figure 27. [SFBD] System functional breakdown diagram 

 

 There are more diagrams modelled in system level which are shown in appendix A. In system 

level, the high-level functions and functional exchanges have been defined. Moreover, mission 

and capabilities of the test means are identified. The next section discusses the logical level. 
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4.1.3. Logical architecture level 

In the logical level, the components of the system and their implementations are modeled and 

functions are allocated to them. These components are logical components, meaning that the type 

and the quantity of them are not discussed. 

In ARCADIA methodology, logical level is where the internal functions are defined. The term 

“internal function” refers to the functions that are allocated to different components of the system 

of interest (SOI). The functions in this level are specified in more detail. There are three main types 

of diagrams that are used in this level. 

• [LAB] Logical architecture diagram 

• [LDFB] Logical dataflow diagram 

• [LFBD] Logical functional breakdown diagram 

 

The logical architecture [LAB] diagram represents the allocation of the functions to components. 

The dataflow model, [LDFB], represents the functions and functional exchanges of different 

components.  

There are several equipment of the aircraft to be simulated. Depending on the mission, only some 

of them exist. Hence, the functions of these simulations are separated into more detailed functions 

so the variability is managed easier. The breakdown is shown in functional breakdown diagram 

[LFBD]. Following sections explain each type in detail. 
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a. [LAB] Logical architecture diagram 

Logical Architecture is a diagram consisting of the components and allocated functions. Same as 

the system level, modelling all functions and components in one diagram is not feasible. Thus, 

there are four different architecture diagrams. These diagrams are similar to those in system level, 

except that components are introduced and functions are more specific: 

1. [LAB] General model 

2. [LAB] Simulating signal 

3. [LAB] Detecting response 

4. [LAB] Managing SUT 

 

[LAB] General model  

The general model involves all the main functions of the system in logical level. The purpose of 

this diagram is to have an overview of the logical components and their functions at once. Figure 

28 represents all the logical component of the test means and their functions. Within, there are the 

main three computers (simulation, acquisition and SUT management), which are explained in 

section 3.2.2. Inside each computer, there are blocks, which represent the various software 

installed. The components modelled in Figure 28 are representing the components introduced in  

Figure 17. Only the power supply is different: here in the logical level, it is defined as one 

component. It will be broken into two components at physical level.  
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In general model, all the components are represented. However, type of the components is not 

identified. The dark blue blocks represent test means and its components. The light blue blocks 

represent actors and green ones are functions. 

As the model is consistent, the functions and components introduced at high level must exist in 

lower level whether themselves or their derivatives.  Moreover, any functions or components that 

are in the model must be part of the upper level function/ components. Thus, all the functions 

defined here are traced back to system level’s functions. For example, the red-framed blocks 

represent the functions that are referenced to the function ”simulate power supply” in Figure 23. 

In other words, one function in system level is represented by four functions in logical level. 

However, it is possible that a function is not broken in several ones as the levels proceed. Because 

the specified function in upper level is elaborative and generic. For instance, all the functions of 

SUT management system stayed as represented in system level (Figure 25.).  

The defined components are based on the architecture of test means in Thales. For test means 

developed by other companies, the logical components might differ slightly. The presented model  

can be considered a generic representation of FCC test means. 
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Figure 28. [LAB] General model diagram 
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[LAB] Simulating signal  

Figure 29 repesents the architecture of “simulating signal” capability in logical level. In logical 

level, the simulation function is broken into control panel and real-time. The Equipment 

Simulation System consists of two parts: the interface, which enables user to manage the 

simulation and the real-time part, where the simulation data are generated.  

There are two ways to provide inputs for simulation:  

• Using a scenario file: The user prepares the file containing the scenario. The file is loaded 

to the simulation system and executed. During the execution, the signals from scenario file cannot 

be modified. 

• Providing manual input through user interface: the signals, which do not exist in scenario 

file are modifiable through control panel while the test is running. For instance, if the operator 

wants to simulate aircraft turning at different altitude, the simulation signals of turning are in 

scenario files, however, the altitude would be a variable controlled by the operator through the 

control panel. 

The control panel provides platform for scenario file to be selected and uploaded. It is then 

executed and read by the real time simulation. 

The function “display feedback” in control panel of simulation system indicates the representation 

of simulation data to the operator through control panel.  

In this diagram, some of the functions of general model (Figure 28) have been broken into sub-

functions. For example, the black-framed blocks represent the sub-functions of the generic logical 

function “Simulate aircraft equipment” in real-time simulation system in Figure 28.  
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As mentioned in section 3.2.2., when there is actual equipment, there should be a separated power 

supply for the actual equipment. The type of the power supplies for actual equipment is hydraulic 

and electrical. That is why there are two different functions for power sources shown in red-framed 

block in Figure 29. 

The process starts by operator performing the test through control panel. Simulation data is sent to 

real-time part of data acquisition system. Invalidation and power supply simulation signals 

proceeds to PDB and others is sent to SUT through “SUT installation”. If there is a protection the 

signals pass through that before entering SUT installation (yellow line). If not it goes straight to 

SUT installation (black line).  
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Figure 29. [LAB] Simulating signal 
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[LAB] Detecting signal  

As mentioned in section 4.1.2., there are two types of signal detection. One detection of the 

response from the SUT and for detection of the simulation. Figure 30 shows the logical architecture 

of “detecting signal” capability which traces back to  Figure 24. The function “acquire signal” is 

performed by real time part of data acquisition system. It receives both type of signals and sends 

them to the control panel of the acquisition system for display. It also sends the response signal to 

the simulation system. As explained in system level, the acquisition of SUT’s response does not 

exist in environmental protection test means, 

 

 

 

 [LAB] Managing SUT  

As described in section 4.1.2., the “managing SUT” capability involves six functions. For each 

function, there is a software with an interface. Figure 31 shows the logical architecture diagram of 

Figure 30. [LAB] Detecting response diagram 
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this capability. Each software is represented by one block and one function. There is a component 

called “SUT managing signal server” which has two functions: generation and acquisition of 

signals which is the real time part of the SUT management system. In general model (Figure 28) 

there is one function representing these two functions which is “generate and acquire SUT 

management signal”. 

 

 

Figure 31. [LAB] Managing SUT diagram 
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b. [LDFB] Functional dataflow diagram  

The dataflow type of diagram represents functions and functional exchanges. In logical 

architecture type of diagram, functional exchanges between components and between components 

and actors are not shown. In dataflow diagrams, all of functional exchanges are shown. Note that 

Green blocks represent functions of test means while Blue blocks are for functions of entities. 

Same as system level, there are three diagrams of dataflow type modelled in this level which are: 

1. [LDFB] Simulating signal 

2. [LDFB] Detecting response 

3. [LDFB] Managing SUT 

 

 [LDFB] Simulating signal 

The Figure 32 represents the difference between the use of the scenario file and the manual input. 

In the scenario file simulation, the test means reads and performs the scenario file, then the 

command is sent to real time part to produce simulation data. In simulation through control panel, 

the command is sent by the operator. In Figure 32, the blue lines represent the procedure of 

simulation using control panel while the red line shows the simulation process through scenario 

file. 
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Figure 32. [LDFB] Scenario file vs. manual simulation 
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[LDFB] Detecting signal 

As mentioned earlier, there are two types of signal detection: SUT`s response detection and 

simulation signal detection. These two types of detection are shown using functional chains 

(functional chain describes a path through the functions) which are explained in this section.  

• SUT response detection functional chain 

The response signal is sent to the acquisition system (acquire signal function) through the SUT 

installation. Then it is recorded and displayed to the operator. Figure 33 represents this procedure. 

 

 

 

 

Figure 33. [LDFB] Detecting response signal  
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• Simulation signal detection functional chain 

The simulation data is sent to generation signal and then is acquired by the system to be displayed 

to operator. Figure 34 shows this procedure in the “detecting signal” of dataflow type of diagram. 

 

 

 

 

c. [LFBD] Functional breakdown diagram 

In the generic model (Figure 28), two functions represent the simulation of equipment: “Control 

Aircraft Equipment Simulation” and “Simulate Aircraft Equipment”. Each of these functions is 

broken down into four functions in “simulating signal” model. The relations are well defined in 

breakdown diagrams. There are two breakdown diagrams at this level. One showing the sub-

functions of “Control Aircraft Equipment Simulation” and one for “Simulate Aircraft Equipment”:  

Figure 34. [LDFB] Detecting simulation signal 
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[LFBD] Aircraft equipment simulation breakdown: It is for real-time simulation part is where 

the simulation data is generated. The response from SUT is detected by the same part and based 

on that new simulation data is calculated and the loop of simulation continues. 

[LFBD] Aircraft equipment simulation control breakdown: It is for simulation control of the 

equipment simulation system which is the control panel enabling operator to command and receive 

the simulation data parameter.  

As mentioned in section 3.2.2, there are two types of data to simulate: status and sensor.  Status 

simulation refers to the simulation of the data like air data (temperature, pressure, etc.) or inertial 

reference data (position of the aircraft). Sensor simulation refers to data that is sent to the FCC by 

the sensors in aircraft such as cockpit sensor or actuation sensor. Note that some equipment has 

both sensor and status simulation. The status and sensor data must have the same value of 

parameter. However, as the status affects other sensors, in test means status and sensor data are 

separated to be able to change or disable the sensor without changing the status. However, 

change/failure of one sensor parameter does not affect the status data and the other sensors. Thus, 

they have been separated to avoid conflict. Figure 35 shows the breakdown of the simulation 

functions of control panel. At first, the function “control aircraft equipment simulation” is broken 

into four sub-functions: status, sensors and their failures.  These four are presented in Figure 29. 

However, in general model (Figure 28) only the high-level function, “control aircraft equipment 

simulation”, is depicted. Cockpit instrument, inertial reference system, actuators and surfaces are 

the systems that have both status and sensor part. The air data system, however, is only status and 

aircraft system is only sensors. 
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Figure 36 shows the breakdown of functions of real-time simulation . Any function in this diagram 

has a counterpart in diagram of Figure 35 which means it exists in both control panel and real time 

parts of simulation system.   

The logical level concludes with the breakdown diagrams. There are more functions in this level 

that can be found in the Appendix A.3. The next level, which is the physical level, involves detail 

of functions, specificity of components and their implementation. 

 

 

 

Figure 35. [LFBD] Functional breakdown of aircraft equipment simulation control 
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4.1.4. Physical architecture level 

Physical level is the last modelling level considered in this proposed specification model. It 

involves the highest level of detail. The following diagrams are used in this level: 

• [PAB] Physical architecture diagram 

• [PDFB] Physical dataflow diagram 

• [PFBD] Physical functional breakdown diagram 

 

In this level, the number of each component, their types (node or behavior) are specified. Node 

components, which are shown in yellow color, are those components which are not designed by 

the developer of the system of interest and are purchased from suppliers. Behavior Components, 

shown as blue, are components that are designed by the developer. 

Figure 36. [LFBD] Functional breakdown of aircraft equipment simulation  
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For example, the computer case of test means is purchased. Thus, it is a Node component. The 

software of the test means is programmed by the developer. therefore, it is a behavior component 

(Figure 37). 

Following section explains the physical level and the diagrams modelled. 

 

 

 

 

 

 

 

a. [PAB] Physical architecture diagram 

This type of diagram, contains the components (Node and Behavior component), functions 

allocated to them and functional exchanges. Same as the two previous levels, there are four 

diagrams of this type modelled which are: 

1. [PAB] General model 

2. [PAB] Simulating signal 

3. [PAB] Detecting response 

4. [PAB] Managing SUT 

 

Figure 37. An example of node and behavioral components 
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[PAB] General model  

The general model includes all the actors, components (both behavior and node) and their 

functions. Figure 38 shows the general model of physical level. 

There are two SUTs and trays in this model. One tray and one SUT are variants. It means, they 

only exist in the model if the type of test means is multi-unit. If not, only one of each would be in 

configuration, representing single-unit type. There could be three SUTs, as well. However, it has 

not been added, since the implementation is the same. 

Comparing Figure 38 and Figure 28, it is perceived that the specified components in the models 

are the same except for “power supply” and “SUT installation” which are broken into sub-

components. In Figure 38, there are two source of power introduced. One for the test means 

(controller) which is a common component and one for actual equipment which is a variant. There 

also two functions allocated to actual equipment power supply: hydraulic and electrical. The 

hydraulic power supply is for actuators (section 3.2.1.). 

As specified in Figure 17, there is a SUT installation which includes different components some 

of which are variant. In logical level, the SUT installation is represented as a single component. 

However, at this level, it is broken into three components: break-out box and two trays (Figure 

39). All these components have the same function, which is to provide installation of SUT to the 

test means and to route the signal. However, they are different physical implementations. That is 

why they are introduced as a single component in logical level and broken into detail in physical 

level. 



7
8

 
    

Figure 38. [PAB] General model diagram 
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[PAB] Simulating signal  

Figure 40 shows the physical architecture for “simulating signal” capability. There are two SUTs 

and trays shown in the figure representing the multi SUT test means (one of them is variant). The 

installation of SUT to the test means and actual equipment is through the break-out box. 

The simulation is controlled by the operator through two control panels: simulation system and 

data acquisition system. As shown the data acquisition system’s control panel is for internal signal 

failure simulation. The data is sent from real time part of the simulation system to signal 

generation. The generated signals move forward to PDB, actual equipment and the SUT passing 

the break-out box and trays. If there is a protection, signals move through the protection before 

entering the break-out box.  

Figure 39. [PAB] General model/ breakdown of the SUT installation component 
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Figure 40. [PAB] Simulating signal diagram 
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In summary, section 4.1 presented an overview of the Capella implementation of the model-based 

specification of test means. The specification model spans the operational level, system level, 

logical level and physical level. The model starts by specifying the actors and their capability, 

determining the mission and capability of test means and high level function. Then, the 

components are introduced and functions are allocated to them. Finally, in physical level, there is 

a detail representation of the test means architecture and its implementation. 

Now that the generic and re-usable model is developed, it is essential to be able to use the model 

efficiently for specification. Following section discusses the tools and methods deployed to fulfill 

this purpose. 

c. [PFBD] Physical functional breakdown diagram 

Each simulation function represented in Figure 40 (the black-framed boxes) is broken into sub-

functions in the functional breakdown diagram. For example, the function “simulate aircraft 

equipment status behavior” which is shown in red-framed box is broken into several functions as 

depicted in Figure 41. 

There are five types of equipment status to be simulate. Moreover, there are various types of signal 

to simulate. The breakdown diagrams involve each status and type of signal as a separate function. 

For example, the cockpit instrument status can be simulated with four different type of signals. 

That is why there are four functions regarding this simulation. However, for other types, there are 

less form of signals used for simulation. 
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Figure 41. Functional breakdown of "simulate aircraft equipment status behavior" function 
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4.2. Variants management model 

As mentioned in section 3.3.2., the developed test means specification model is a generic model 

that includes all potential features of various test means types. To manage the variants of the test 

means and to efficiently build a specification of a specific test means, a variability management 

approach is introduced.  

Pure::variants provides the platform for defining different features and linking them to the Capella 

model. This section discusses the variability management method applied to the thesis using 

Pure::variants. 

Pure::Variants is a software linkable to Capella used to develop the feature model and generate 

new configuration. In Pure::variants a feature is defined as: “Features are an abstract concept for 

describing commonalities and variabilities”. “A feature can be a requirement, a technical function 

or function group or a non-functional (quality) characteristic.” [41].   

Pure ::Variants enables users to define features, sub-features and it  types of the features (whether 

it is mandatory, optional, etc.). It also defines the relation between features and sub-features. For 

example, one feature could be required by another one, which means that the second feature only 

exist if the first one does. Moreover, it provides a graphical representation of the generated 

configuration (distinguishes and shows which components and functions are and are not in the 

configuration).  

There are two models, which have to be created. One is the Feature Model, which is a list of all 

the features of the generic model. The other one is Variant Description Model (VDM), which is a 

configuration of the features, which will be in a single product.  
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1.  The “mandatory” feature represents the commonalities. It represents the feature that must exist 

in the system. However, Optional, Or and Alternative features represent variants.  

2. The “optional” features represent the variants in the model. Both mandatory and optional type 

of features can be sub-features. 

3. “Or” and “alternative” features are a group of sub-features which belong to a parent feature. If 

the types of the sub-features are Alternative, then Only one of them can be selected for one specific 

configuration. However, for “or” type of sub-features, multiple of them can be chosen. Or and 

Alternative can only be defined as sub-features. Table 1 shows the sign of these features. Based 

on these definitions, the features of the test means are defined as shown in Figure 42.  

 

Table 1. Sign of different type of features 
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Figure 42. Feature model of test means 
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The optional features are defined based on the variant in Figure 17. According to Figure 17, there 

are seven optional features in the test means:  

Simulation system: the simulation system is a common feature that exists in all type of test means. 

However, there are various types of equipment to simulate. Moreover, each system can be 

simulated using different type of signals. In the feature list, the simulation system is defined 

mandatory, while the equipment to simulate are optional features. For each three type of 

equipment, there are a group signals defined that are in “Or” relationship, which means that one 

or more of them can be selected for one specific test means. For the other three type of equipment, 

there is only one type simulation signal available. 

Acquisition and recording: which is a function of data acquisition system along with signal 

generation. 

Actual equipment power supply: In Figure 42., the “requires” relation indicates the fact that 

actual equipment power supply only exists if there is actual equipment. 

Break-out box: which is part of the SUT installation system. It does not exist in environmental 

qualification test means. That is why it is in conflict with “signal protection” feature. 

Signal protection: which is a feature that involves the protection function and component 

regarding environmental qualification test means. 

Actual equipment: this feature is regarding to actual equipment installation to the test means 

which is specified in Figure 17. 

Multi SUT: This feature refers to multiple system under tests.  
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Once the feature model is created, the components and functions of the Capella model are allocated 

to the proper features. The selection of features for one specific type of test means is performed 

through .vdm type of diagram which is discussed in following section.  

4.3. Model-based specification process 

The objective of the presented thesis is to reduce time of the specification process by creating a 

generic and re-usable model. In the previous sections, the various aspects of a new, model-based 

approach have been detailed. This section summarizes and illustrates the steps of generating the 

specification based on the developed model. Once the feature model is imported to Capella model, 

selection of the features can be managed using vdm diagram. Figure 43 depicts the model-based 

specification process which is explained in the coming paragraph. 

 

Figure 43. Model-based specification process 

 

Step 1: The features of to-be-built test means has to be specified and chosen in vdm file format in 

instance of Pure::Variants in Capella. Figure 44 shows selection of features in variant description 

model. For this specific test means, the optional features needed is actual equipment, acquisition 

and simulation of aircraft, air data and inertial reference system. 
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Figure 44. Variant editor in Capella 
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Step 2: The variant mode is activated and in each diagram, the functions/components that exist in 

the specified architecture are shown differently from those which do not exist. The difference is 

shown using transparency. Those which are not in the architecture are less transparent. Figure 45 

(same as Figure 38) shows an example of a diagram while the variant mode activated. As it is 

depicted, the second SUT and the protection are less transparent. Since they are not in the selected 

configuration in  Figure 44. 

 

 

Step 3: In this step, functions and components that are not in the architecture can be removed from 

the model. Then, a model is obtained which is consistent and includes all the features needed for 

the new project. From the final model, a specification document is generated and handed over to 

the test means designer. 

Figure 46 shows another example of the process. In the left side of the figure, there is the variant 

description model. Based on the selected features, the actual equipment power supply does not 

exist in the specific architecture. The right side represents the Capella diagram of physical 

Figure 45. A sample of the diagram while variant mode is activated. 
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architecture type. As it is shown, the actual equipment power supply and its functions are less 

transparent comparing to controller power supply (power supply of the test means which is 

electrical). Using different transparency, the Pure::Variants provides a representation 

distinguishing the component existing in a single product from those that do not. The Capella 

model shown in Figure 46 in the same as Figure 38. A complete step-by-step approach is described 

in the Appendix B. 

 

 

Figure 46. Example of model-based specification process 
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4.4. Additional aspects for model-based specification 

As mentioned in section 2.4, the purpose of the thesis is to optimize the process of test means 

development. In addition to variability management, there are other tools used in the model to 

facilitate the process of defining a new specification. This section explains the additional aspects. 

4.4.1. Linking requirements 

As mentioned in section 1.3., the requirements are identified in left hand-side of the V diagram 

and the specification is written based on the identified requirements. Requirements are in different 

levels and of various types: safety requirements, customer requirements, performance 

requirements, etc. [20]. The requirements of test means are also in different levels. Thus, they are 

allocated to functions or components at different levels in the Capella model. Some requirements 

are not needed to be defined separately as they are included in the architecture of the test means.  

Definition of requirements is one of the Capella’s feature. However, it is basic and does not provide 

a good platform to manage requirements. Requirements are defined and allocated to functions and 

components. At each level, requirements are defined and allocated to elements of that level. 

However, it is possible to allocate requirements to components and functions of lower level too. 

Figure 47. Sample of requirements shows a sample of requirements of the test means in system 

analysis level. 

 



92 
 
 

 

 

 

It is also possible to link requirement management tools like Doors [42] to Capella model. 

However, for this project, the available feature was enough to illustrate the functionality.  

4.4.2. Documentation generation 

The developed model involves several diagrams in different level. the model needs to be generated 

in document format for the users who are not familiar with Capella or do not have access to it. 

There are different tools available to generate a document format of the model. 

Capella has features itself or provides connection to generate documentation from the developed 

model. The type of document that Capella generates is in HTML format. There are other tools like 

M2Doc by Obeo which is an open source tool that generates file in MS Word format from the 

Capella model [43]. It takes a template of Word file and inserts the screenshots of the diagrams, 

the functions/components and their requirements. The HTML format is easier to work with as it 

enables the user to navigate through diagrams faster. However, the MS Word is more advisable 

for documentation since it is the common format for all documents and enables the user to add or 

omit information. Appendix C explains how to generate a document using M2Doc.  

Figure 47. Sample of requirements definition in Capella 
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This chapter overviewed the diagrams of Capella in different levels. Moreover, additional aspects 

of the model and variability management approach has been discussed. Next chapter discusses the 

result and benefits of the created model. 
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Chapter 5. Conclusion and future work 

5.1 Summary and conclusion 

This thesis aims to improve the development process of test means of flight control computers by 

implementing a model-based system engineering approach. This is achieved by first analyzing the 

current process of test means development and its challenges, as part of a case study at Thales 

Canada. Based on the studies, the current process can become more efficient by creating a generic 

and re-usable model that provides an overview of all the potential features and different 

implementations of test means. Then, the thesis proceeds to identifying the types of the test means 

and their common and variant components. Test means are classified into three categories and 

three sub-categories.  Each category and sub-category has its own features (function/component). 

Finally, the test means are modelled using Capella based on the ARCADIA methodology.   

The developed generic model of the test means enables a efficient design process by providing an 

overview of the architecture and elements of the test means. Moreover, with use of variant 

management software, the model of one specific test means is generated within few minutes. The 

generated model covers four levels, starting by the mission and external system interacting with 

the test means, to the detailed functions and component while it is consistent in all levels. 

Another result of the project is the complete analysis on test means architecture and categorization 

of different types of test means based on their missions, functions and components. The categories 

and sub-categories are defined and used in variant management tool, which eases the process of 

identifying the required features for test means.  
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There are two benefits of the developed generic model in test means development: more efficient 

and effective specification process by reducing the time and ambiguity. As it was explained in 

section 2.4. Objective of the thesis, the developed model aims to reduce the specification process. 

Having the model alleviates the challenge of identifying the needed features in to-be-built test 

means. Therefore, the process becomes faster. Furthermore, the categorization of various types 

provides a clear overview of the different possible implementation for test means, which eliminates 

any vagueness about the architecture. 

However, the model has not yet been applied in design process of a new test means. Hence, the 

benefits are predicted, not proven. There are potentially more benefits. For example, the generic 

and consistent model assist members of the test means team with different tasks to have a better 

knowledge of the system they are developing.  

In general, the developed specification model is valid beyond its application in Thales; it is generic 

enough to be considered valuable for the development of test means for flight control computers. 

5.2 Future work 

In terms of the Capella model, additional diagrams can be generated to improve the specification 

of test means and to ease subsequent activities such as validation and verification. For example, 

scenario diagrams (which indicates the sequence of functions happening), interface diagrams 

(which provides information on what is being exchanged between functions), data models, etc. can 

be explored in the future. Moreover, components and functions can be modeled in more detail. 

The same applies to the Pure Variants model.  
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For generating the MS Word file from the model, the template was written according to the M2Doc 

1.0.0. This template enables automatic generation of reports, but it not very user-friendly. Future 

versions of M2Doc will provide more features to manage the document more efficiently. 

In conclusion, this project is the first step towards model-based development of test means. As 

such, it provides a starting point for more efficient test means development. 
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Appendix A: Capella diagrams 

This section provides an overview of all the diagrams in Capella model developed for this thesis. 

There are different types of diagrams for various purposes available in Capella. For example, 

scenario diagram which provides an overview of the sequence of functions or breakdown diagrams 

which specifies the sub-functions of functions. Based on the system of interest, some or all of them 

are used. 

A.1. Operational analysis 

The first level of ARCADIA methodology where the users of the system’s capabilities and 

activities are identified. There are two diagrams for this level.  

A.1.1. Operational capabilities [OCB] 

Operational capabilities diagram shows the entities and actors of the system. Moreover, it identifies 

the capabilities of them. “operational capability” is the term used in Capella to refer to capabilities 

of the system stakeholders (OC). Figure A. 1 shows the operational capability diagram. 
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Figure A. 1. Operational capability diagram [OCB] 

A.1.2. Operational architecture [OAB] 

This diagram depicts the operational activities which are the activities performed by actors and 

entities.  Figure A. 2 shows the operational architecture diagram. 
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Figure A. 2. Operational architecture diagram [OAB] 

 

 

A.2. System analysis 

This level introduces the system to the model and defines its high level functions. 

A.2.1. Missions and capabilities [MCB] 

This diagram specifies the missions and capabilities of the test means. Figure A. 3 shows this 

diagram. Entities and actors of the operational level (previous level) are all considered actors in 

system level. 
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Figure A. 3. Mission and capabilities diagram [MCB] 

 

A.2.2. System architecture [SAB] 

This kind of diagram illustrates the relation of the test means and its actors and allocate the 

functions of actors and the test means to them.  

There are four diagrams of this type in the developed model: 

A.2.2.1. General model 

The general model involve the high level functions of the test means. Figure A. 4 shows the general 

model of system architecture type of diagram. 
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Figure A. 4. General model diagram [SAB] 

 

A.2.2.2. Simulating signal [SAB] 

This diagram illustrates the process of simulation with four high-level simulation functions of test 

means.  Figure A. 5 the simulating signal diagram of system architecture type. 
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Figure A. 5.  Simulating signal diagram [SAB] 

 

A.2.2.3. Detecting signal [SAB] 

This action is for detecting the response signal of the SUT.  These signals would be read by the 

operator to check the SUT and also would be detected to keep the simulation of the environment 

which is according to the SUT response. Therefore, there is a functional exchange between the 

“acquire signal” and “simulate aircraft equipment”. Figure A. 6 shows the detecting signal diagram 

of system architecture type. 
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Figure A. 6. Detecting response diagram [SAB] 

A.2.2.4. Managing SUT [SAB] 

 

Figure A. 7. Managing SUT diagram [SAB] 
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Figure A. 7 shows the managing SUT diagram of system architecture type. 

A.2.3. Functional dataflow [SDFB] 

This type of diagram depicts the functions and functional exchanges. Sam as architecture type, 

there are four types of this diagram as well. 

A.2.3.1. General signal [SDFB]  

The general model of dataflow type depicts the functional exchanges of the functions defined in  

Figure A. 4. 

 

Figure A. 8. General model diagram [SDFB] 
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A.2.3.2. Simulating signal [SDFB]  

The simulating signal diagram of dataflow type is shown in  Figure A. 9.. This diagram show the 

functional exchanges of Figure A. 5.. 

 

Figure A. 9. Simulating signal diagram [SDFB] 
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A.2.3.3. Detecting response [SDFB]  

The detecting response diagram of dataflow type is shown in  Figure A. 10. This diagram show 

the functional exchanges of Figure A. 6.. 

 

Figure A. 10. Detecting response diagram [SDFB] 

 

A.2.3.4. Managing SUT [SDFB]  

The managing SUT diagram of dataflow type is shown in  Figure A. 11. This diagram show the 

functional exchanges of Figure A. 7.. 
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Figure A. 11. Managing SUT [SDFB] 

 

 

A.2.4. Functional breakdown [SFBD] 

Functional breakdown diagram shows the sub-functions of the high level functions. High level 

functions are mostly used in genera model while the sub-functions are used in detail diagrams 

which are for specific capability. 
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Figure A. 12. System functional breakdown diagram [SFBD] 

 

A.3. Logical architecture 

Logical Architecture is a diagram consisting the components and allocated functions. It is the most 

completed diagram. Since having all functions and components in one diagram is not feasible, 

there are four different architecture diagrams. These diagrams are similar to those in upper level, 

but in more detail. There are three types of diagrams used in this level to model the test means. 
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A.3.1.  Logical architecture [LAB] 

Logical architecture type of diagram specifies the components and allocates the functions of each 

component to it. 

A.3.1.1. General model [LAB] 

The general model involves all the main functions of the system in logical level. The purpose of 

this diagram is to have an overview of the logical components and their function at once. Figure 

A. 13 represents all the logical component of the test means and their functions. 

 
 

 

 

 Figure A. 13. General model diagram [LAB] 
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A.3.1.2. Simulating signal [LAB] 

Figure A. 14 represents the architecture of “Simulating Signal” capability in logical level. 

 

Figure A. 14. Simulating signal diagram [LAB] 
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A.3.1.3. Detecting signal [LAB] 

 

Figure A. 15. Detecting response diagram [LAB] 
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A.3.1.4. Managing SUT [LAB] 

 

Figure A. 16. Managing SUT diagram [LAB] 

A.3.2.  Logical dataflow [LDFB] 

Dataflow diagram shows the functional exchanges between the functions allocated to components 

in architecture diagram. 

A.3.2.1. Simulating signal [LDFB] 

The simulating signal diagram of dataflow type in logical level is shown in  Figure A. 17. This 

diagram show the functional exchanges of Figure A. 5. 



1
1
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Figure A. 17. Simulating signal diagram [LDFB] 
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A.3.2.2. Detecting response [LDFB] 

The detecting response diagram of dataflow type in logical level is shown in  Figure A. 18.. This 

diagram show the functional exchanges of Figure A. 5.. 

 

Figure A. 18. Detecting response diagram [LDFB] 

 

A.3.2.3. Managing SUT [LDFB] 

The managing SUT diagram of dataflow type in logical level is shown in  Figure A. 19. This 

diagram show the functional exchanges of Figure A. 16.. 
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Figure A. 19. Managing SUT diagram [LDFB] 
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A.3.3.  Logical breakdown [LFBD] 

 

Figure A. 20.Functional breakdown of aircraft equipment simulation control [LFBD] 

 

 

Figure A. 21. Functional breakdown of aircraft equipment simulation [LFBD] 
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A.4. Physical architecture 

Physical level is the last level of the model. It involves the highest level of detail of the model. 

Diagrams which are used in this level, are physical architecture [PAB], physical dataflow [PDFB] 

and functional breakdown diagram [PFBD]. The number of each component, their types (node or 

behavior) are determined in this level.  

A.4.1.  Physical architecture [PAB] 

Physical architecture type of diagram depicts the components, their types, implementations and 

quantity. There are four diagram of this type modeled in physical level. 

A.4.1.1. General model [PAB] 

The general model includes all the actors, components (both behavior an node) and their functions. 

Figure A. 22 shows the general model of physical level (The same picture as Figure 38). 
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Figure A. 22. General model diagram [PAB] 
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A.4.1.2. Simulating signal [PAB] 

 

 

Figure A. 23. Simulating signal diagram [PAB] 
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A.4.1.3. Detecting response [PAB] 

 

Figure A. 24. Detecting response diagram [PAB] 

 

 

 

 

 

 



125 
 
 

 

A.4.1.4. Managing SUT [PAB] 

 

Figure A. 25. Managing SUT diagram [PAB] 

 

A.4.2.  Physical dataflow [PDFB] 

Dataflow diagram shows the functional exchanges between the functions allocated to components 

in architecture diagram (section A.4.1.). At this level, there are two diagrams of this type modelled. 

A.4.2.1. Simulating signal [PDFB] 

The simulating signal diagram of dataflow type in physical level is shown in  Figure A. 26.. This 

diagram show the functional exchanges of Figure A. 5.. 



126 
 
 

 

 

Figure A. 26. Simulating signal diagram [PDFB] 

A.4.2.2. Detecting response [PDFB] 

The detecting response diagram of dataflow type in physical level is shown in  Figure A. 27.. This 

diagram show the functional exchanges of Figure A. 24.. 
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Figure A. 27. Detecting response diagram [PDFB]                                      
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A.4.3.  Physical functional breakdown [PFBD] 

There are eight breakdown of functions in the physical level.  

 

Figure A. 28. Control aircraft equipment status simulation breakdown diagram [PFBD] 

 

 

 

Figure A. 29. Control aircraft equipment sensor simulation breakdown diagram [PFBD] 
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Figure A. 30. Control aircraft equipment status failure simulation breakdown diagram [PFBD] 

 

 

Figure A. 31. Control aircraft equipment sensor failure simulation breakdown diagram [PFBD] 
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Figure A. 32. Aircraft equipment status simulation breakdown diagram [PFBD] 

 

 

 

Figure A. 33. Aircraft equipment sensor simulation breakdown diagram [PFBD] 
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Figure A. 34. Aircraft equipment status failure simulation breakdown diagram [PFBD] 

 

 

Figure A. 35. Figure A. 34. Aircraft equipment sensor failure simulation breakdown diagram [PFBD] 
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Appendix B: How to select a configuration in Pure::Variants  

The general model consists of all the features (components, functions and entities) that could exist 

in the test means. To generate a new model, which means the selection of features needed in the 

test means, the pure variants is used. There are tow ways to define a new configuration. 1) using 

the Pure Variants. 2) using the instance of Pure Variants in Capella (Mappings view). In this 

section, both of these approaches are discussed. 

 

B.1.  Pure Variants 

The first step to choose the features is to open a .vdm file (Variant Description Model file type) in 

the project. There are several modes available in Pure Variants. To manage the modes: 

Windows → Open Perspective → Other 
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To generate a VDM, the “Variant Management” mode must be enabled. 

 

 

 

 

 

 

 

 

 

 

 

In the top-right corner of the Pure Variants window, 

the selected mode can be checked. Then, right-click on the project “TestMeans” in “Variants 

Project” view → New → Configuration Space. Note that in other modes will not able you to create 

a “Configuration Space”. 

Right-click on the configuration space file → New → Variant Model. this is the “vdm” file. When 

it is opened, the desired configuration can be selected. Mandatory features are already in the 

configuration, there is no need to select them. Then, save the file and import copy the project in 

Capella workspace. To import it: File → import → Existing projects into Workspace → Browse 

→ find the workspace and select the Pure Variants project. 

Then, open the Mappings view in Capella.  

Windows → Show View → Other → Variant Management → Mappings 

Figure B. 1 Perspectives in Pure Variants. 
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B.2. Mappings view in Capella 

Mappings view only enables you to edit the file. In other words, it is not possible to create a VDM 

type of file using Mappings view. The file must be already created in Pure Variants and imported 

to Capella workspace.  

Then, open the Mappings view in Capella.  

Windows → Show View → Other → Variant Management → Mappings 

 

 

 

Appendix C: How to use M2Doc 

M2Doc is an add-on of Capella that enables the user to generate a Microsoft Word type of file 

from the model. To generate the document, a template must be created which means a simple MS 

Word file must be coded. To do so, open a new Word. Click Alt+F9 to change the mode to the 

coding mode. After coding it, save the file in the project file in Capella’s workspace. The add-on 

needs one other Word file to generate the document. Therefore, there should be two Word files in 

the project. One the template (the coded) and one other is a blank file which the model document 

will be generated in.  

After creating the template and the blank files inside project, refresh the project in Capella. 

Right-click on the project in Project Explorer window in Capella → Refresh. Now the Word files 

must be visible. 
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The template must become compatible to Capella. To do that, follow the following procedure: 

1. Open the template file in M2Doc editor: right-click on the template file → Open with → Other 

→ M2Doc Template Editor. The opened window has three sections as shown in Figure C. 1 

2. Right-click in on “Package nsURI” section → Add → search “ *Capella” and select all the 

found packages. 

3. Right-click on the first block (variables) → Add missing variables. (it will automatically find 

variables from the word file. Then you need to define the type of variable by selecting a eClass 

from Capella data model). for the template the missing variable was 

“capellamodeller::SystemEngineering”. 

4. Close the M2Doc editor and right-click on the template Word file in project explorer → Initial 

Documentation Configurations. A .genconf type of file has been generated. Click on it to get it 

open. The opened view is shown in Figure C. 2. 

5.  in “Destination URL” part, determine the destination file (the Word file which you want the 

model to be generated in). 

6. In the selection tab (at the bottom of the window), in resource set, do right click → Load 

Resource → browse workspace → select the .melodymodeller file of the project. 

7. Back in the overview tab, set the variable value: you have to select by hand the model element 

corresponding to your variable base on the type declared at step 3 (you will be offered the choice 

only between the model elements matching the type previously selected). 

8. Convert your project in modeling project. Right click on the project folder → configure → 

convert to modeling project 

9.  In the option block of the .genconf file,  right click → Initialize Option. 
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Figure C. 1. . M2Doc template editor 

Figure C. 2. Generated configuration file view in Capella 


