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Abstract

Development of a Federated Learning Aggregation Algorithm

Mohammadreza Salarbashishahri

The internet of things is made possible by the recent developments in communication and 5G

networks, which enable real-time sensory data transfer between billions of devices. Raw data has

no value until it is processed to extract its features. The features can be extracted using a machine

learning technique, a common way to use these data. Federated learning (FL) is a platform that

enables a group of clients to train a model cooperatively without disclosing their personal informa-

tion. Traditional federated learning has issues such as data and model poisoning attacks, free-riding

attacks, and model divergence caused by clients’ non-independent and identically distributed (non-

IID) datasets. Because the conventional federated averaging (FedAvg) aggregation algorithm in FL

lacks an evaluation technique, it is unable to detect dishonest users or correct the global model’s

divergence. In this study, we suggest Shapley averaging (ShapAvg), a Shapley-based aggregation

technique, to aggregate the global model by analyzing the models of the clients more effectively.

Each client’s weight in the weighted average under this approach will be proportionate to how much

it contributed to the overall model performance. The results demonstrate that while employing non-

IID datasets and in the presence of data poisoning or free-riding attacks, our suggested technique

overperforms the FedAvg.
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Chapter 1

Introduction

This chapter provides the requisite background information to grasp the concepts and signifi-

cance of federated learning and its challenges and research fields.

1.1 Federated learning

The data collected from sensors now present in millions of mobile devices with powerful com-

puting capabilities could be utilized in crowdsourcing projects. These gadgets are linked to a net-

work through the internet setting up the Internet of Things (IoT). With the 5G networks, IoT nodes

may communicate real-time data for crowdsourcing applications more efficiently. Nevertheless, raw

data without employing data analytics techniques will not generate any value. Using powerful ma-

chine learning (ML) algorithms to examine and discover the hidden properties of the data available

on these devices is a frequent strategy for using the data from these devices.

1.1.1 From centralized to distributed approaches

Different approaches can be employed regarding machine learning training with the mentioned

data. Figure 1.1 shows three different directions. In a centralized system, devices that own the data

will send their dataset to a centralized cloud server. Subsequently, the cloud server will aggregate

the data to form a training dataset and will train a machine learning model with this dataset. In this

approach, the server has access to the private data of each client and will keep the trained model for

1



future uses. As the whole dataset is merged in the server and the model will be trained with one

comprehensive dataset, the training process will have a higher convergence speed. However, the

server will lose the opportunity to use the dataset of participants who are unwilling to share their

data. Also, it will impose a higher communication cost on the system as a large amount of data

should be transferred from all clients to the server.

Another approach is edge learning, which utilizes some trusted edge servers close to mobile

devices. Mobile devices will share their datasets with these edges as they trust them. Also, the data

will be transferred in a more reliable network between these devices and edges close to them. The

only required reliable communication links are between the edges and a cloud server. Using trusted

edge servers can mitigate privacy and communicational cost problems. In this architecture, the data

is sent to the trusted edge servers through local networks. This will decrease clients’ communication

costs and preserves clients’ data privacy. Subsequently, edge servers will train a model with acquired

data and send these models to a cloud server for the final aggregation.

Some machine learning (ML) applications employ user/device private data to train a model co-

operatively, including traffic flow prediction [1], cancer prediction in healthcare [2], human digital

twin [3], [4], and handwriting recognition [5]. Each mobile device offloads its data to the cloud

server to facilitate the learning process in a centralized fashion [6]. However, this approach has

drawbacks, including higher connection costs, decreased data privacy, and increased energy con-

sumption in IoT devices with limited power. On the contrary to submitting the trained model to the

cloud server, each device can distributively train the ML model using its data to get around these

restrictions. Participants (i.e., devices) in such an architecture do not offload their private data to the

server for the sake of learning.

Finally, federated learning (FL) is a technique that shifts the learning to the end devices or data

owners. FL guarantees to keep data in the participants’ storage since they only send the trained

models’ parameters, such as gradients, to an aggregation server. Therefore, a curious server cannot

access or derive the private data from the trained model, and there is no need for a trusted edge.

Figure 1.1 c) shows the direct communication between clients and the aggregation server without

transferring the private dataset. FL was introduced first by Google in [7] using the distributed com-

putation ideas described in [8] and [9] to employ it in the following word prediction of Gborad.
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Figure 1.1: Different approaches in training ML models: a) Centralized learning b) Edge learning

c) Federated learning

This technique allows several participants to train a global model using their data. In this privacy

preserved approach, a server generates a global model with its constraints and sends it to some par-

ticipants. Then the participants train the model using their data up to a certain level of accuracy

defined in the constraints. Subsequently, the trained models are sent back to the server for aggre-

gation into one global model again. This training sequence will continue until it converges to the

desired accuracy.

1.1.2 Federated learning process

This section explains the steps of federated learning in detail. Overall, federated learning com-

prises three steps: 1- global model and constraints initialization, 2- local training, and 3- model

aggregation. Among these steps, only the second step belongs to the participants, and the other two

are done on the aggregation server side.

At first, the aggregation server generates a global model to be trained by the participants. These

model’s weights are defined by Wg,t, where g stands for the server’s global model, and t is the feder-

ated learning training iteration. These weights could be randomly initialized weights or weights of

a pre-trained model. In global model initialization, t equals zero. All required rules and parameters,

such as learning rate, performance metrics, data quality requirement, and eligible participants, are

defined in this step. Hence, this step is sometimes called ºTask Initialization.º After that, the server
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broadcasts the global model to the chosen participants.

Let K be the number of chosen participants for the local training step. After these participants

receive the rules and the global model, they set Wk,t = Wg,t and initiate their local training process.

Each participant has a local dataset with nk samples, where k is the index of the participating client.

This dataset is usually made of the acquired data from the client’s sensors or the typed words in the

google Gboard example. There could be a constraint on the learning algorithms pre-defined by the

server, or they can train the model by a user-specific algorithm such as stochastic Gradient Descent

(SGD). We assume xk,i, yk,i, and ŷk,i as the input and output of each dataset example, and the

model estimate for input xk,i, respectively, where i is the index of the example. Considering SGD

and the least square function as the loss function, (1) defines the loss function for i’th example, and

(2) defines the average loss function of client k, give the client’s model weights at federated learning

iteration t. Then each client computes gk, the average gradients on its local data, defined by (3).

Finally, with a learning rate of ε, the new model weights are calculated by (4). This training process

may take a different time due to the heterogeneity of devices. Afterwards, each participant sends its

new model weights, Wk,t+1, to the aggregation server.

fk,i (Wk,t) = (ŷk,i − yk,i)
2 (1)

Fk (Wk,t) =
1

nk

∑

i

fk,i(Wk,t) (2)

gk = Fk(Wk,t) (3)

Wk,t+1 = Wk,t − εgk (4)

Finally, the server aggregates all clients’ trained models in an updated global model and sends

it back to the participants for the subsequent iterations. Steps two and three will continue until a

certain level of accuracy or convergence of the global model.

The aggregation server can employ various aggregation algorithms. [3] introduces Federated
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Averaging (FedAvg) as a simple aggregation method. In this method, the aggregation server averages

the received model weights from participants according to the following equation:

Wg,t+1 =

K
∑

k=1

nk

N
Wk,t+1 (5)

where Wg,t+1 is the updated global model weights, and N is the size of all datasets defined by

equation (6), and K is the number of participants who have successfully sent their updated weights

to the aggregation server.

N =
K
∑

k=1

nk (6)

1.1.3 Pros and cons of federated learning

Besides the model architecture and learning algorithms, data is one of the crucial factors in

machine learning. In a centralized approach, the cloud server loses the opportunity of acquiring

the full information, as the clients might be reluctant to publish their local data. On the contrary,

FL allows users to train the global model locally and send the trained model for aggregation. As a

result, it raises the chance of employing a larger dataset, which preserves the participants’ privacy.

A comprehensive dataset diminishes the overfitting problem and can help the model generalize

predictions since it is trained with a complete dataset. These datasets could include the acquired

data from clients’ sensors before each iteration. Hence, the whole dataset used for the training will

be a sizeable real-time dataset.

Moreover, the trained model’s size is less than the size of the data being used for training. In

addition to the data size, the trained model could be compressed as it has a more straightforward

format, such as matrices. Therefore, in FL, less communicational resource is needed to send the

trained model, and network usage efficiency for the training process will significantly increase in

limited bandwidth networks. Besides, since the model is stored locally in applications such as self-

driving cars, it takes less time to use the model than cloud-based approaches. All in all, federated

learning plays a significant role in real-time bandwidth-limited applications which use prediction

models.
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Distributed computing is gaining attention in recent research because of its advantages over

centralized computing. Federated learning follows a similar architecture due to its essence. Partici-

pants share their computing power and data sources to form a final trained model. At each iteration,

some participants, which the aggregation server will choose, replace the former ones. Overall,

this architecture offers scalability, redundancy, capital expenditure, and performance improvement

advantages.

Different participants can drop out or join the network to participate in the learning process in

FL. The server will decide how many participants can receive the global model to train it by their

data. Hence, scaling out the architecture is not challenging as the server demands more compu-

tational power as it can easily choose more participants from the pool. Also, if a participant fails

during a learning iteration, the server will remove that device from the pool and join another one

to the network. Therefore, it improves redundancy in the network as the server can immediately

replace the defective participant. Also, these participants are training the global model voluntarily

or at a low cost. Compared to the centralized learning approach that considerable capital should

initially be invested in hardware, FL utilizes the economy of scale to make the learning process

cost-efficient. As a result, there will be no need for significant capital expenditure.

On the other hand, the FL approach has some challenging disadvantages compared to the cen-

tralized approach. One aspect is related to the data stored by each participant. As the data belongs to

different participants stored locally, the server has less governance over the datasets and their qual-

ity. Consequently, the general model could be trained with data irrelevant to the training’s general

goal, which does not generalize the model’s outcome predictions. This also may cause overfitting

to limited datasets. Also, having a sparse distribution of data from different participants’ local data

may hinder the model training’s convergence or disrupt it. Overall, since the data is a black box for

the server, there will be challenges in choosing the best participants regarding data quality.

Different devices, which are participating in the learning process, have non-identical communi-

cational and computational power. The whole process of training the model includes updating the

models’ weights and sending them to the aggregation server. Each step’s elapsed time depends on

the number of CPU units, frequency of CPU units, allocated bandwidth, transmission channel pa-

rameters, etc. Besides, each participant’s consumed energy depends on the size of their datasets and
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their processors’ chip architecture. As these participants are heterogeneous, the learning process

becomes more complex, and some techniques should be employed to eliminate the bottlenecks. On

the other hand, in a centralized approach, the whole process of training is done locally on the cloud,

computational power is pre-defined, and data transmission will be fast as it will be through a local

network.

Another facet of FL is security since too many public participants could be effective in the

global model’s weights aggregation. As the training process is fully delegated to the participants, the

server has less control over the model training procedure. One or multiple malfunctioning devices

can update the global model to act in favour of those participants. For instance, some devices may

train a recommendation system’s model to recommend their desired product more frequently. Also,

some participants may attack the system by training the model with false data, so the global model

diverges. Conversely, the cloud employs pre-authenticated computational instances to form a trusted

training workgroup in a centralized approach.

1.2 Current researches challenges and our objectives

The next chapter will provide more detail on federated learning research and practical chal-

lenges. In this section, we will briefly mention important issues to explain our research goals.

Conventional federated learning uses a federated averaging (FedAvg) algorithm [8] to aggregate the

clients’ trained models. This algorithm assumes that the size of each client’s dataset is known to the

server to be used in a weighted average of the local models. This causes a security problem to leave

such an important factor to clients.

Also, a data poisoning attack [10] is possible in conventional FL that a client may modify the

dataset’s characteristics, labels, model, etc. to affect the performance of the final model. Addition-

ally, FedAvg allows for a free-riding attack [11], when customers refuse to contribute their data and

computer resources to the training process.

Moreover, the datasets may be different across clients (non-IID). In this scenario, the gradients

of the trained models from each participant will diverge after a certain number of cycles while

aggregating to generate the global model.
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The conventional methods lack an effective evaluation after receiving the clients’ models. Our

goal is to propose an effective evaluation method to measure the performance of each client during

FL training. This will mitigate the dataset heterogeneity issues, such as non-IID datasets causing

divergence and separating underperforming clients like malicious clients.

1.3 Contribution

We have employed the Shapley value (SV) [12] in FL to evaluate the performance of each client

model. In this regard, SV helps separate the clients, causing a divergence in the global model

due to non-IID datasets and identifying adversary clients that are not effectively improving the

global model performance. Our work introduces a Shapley value-enhanced evaluation technique to

evaluate the performance of each client during FL. The contributions of our research are summarized

as follows:

• We propose an FL aggregation algorithm called Shapley averaging (ShapAvg), which evalu-

ates the performance of each client’s model based on SV. This algorithm generates a weight

proportional to the client’s contribution to the total performance gained in the global model.

• We proposed a model-based valuation instead of a training-based valuation to improve the

efficiency of SV calculation in FL. Also, This algorithm actively removes adversary or under-

performing users who may degrade the final results.

• By developing the ShapAvg solution in FL, we experimented and illustrated the improve-

ments of our proposed algorithm in FL global model convergence. Our experiments show

that ShapAvg outperforms FedAvg in the presence of both non-IID datasets and malicious

clients such as poisoning attackers and free-riders.

A significant focus of this work’s effort is on putting our aggregation algorithm into practice.

We had several challenges during the development phases, which will be described in chapter 4. We

created a framework to simulate our system model using the fewest internal and external possible

dependencies, which is one crucial factor affecting performance metrics. In order to lower the
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overhead of external tools and improve control over all simulation aspects, a sizable chunk of the

framework is created from scratch.

It is worth mentioning this work has resulted in the publication of the below research paper:

• Salarbashishahri et al. ºA Shapley value-enhanced evaluation technique for effective aggre-

gation in Federated Learningº. In: IEEE Future Networks World Forum (2022)

1.4 Thesis Structure

The content of the thesis is organized as chapter 2 reviews the FL challenges and related research

as the literature review. It is followed by chapter 3, which illustrates the system model and the

proposed aggregation algorithm. Moreover, the mathematical equations in this work are explained

in that chapter.

Chapter 4 represents the development process, employed technologies and related challenges.

This chapter explains the codes, frameworks, and simulation infrastructure in detail. Chapter 5 pro-

vides the algorithm simulation results. In this chapter, the improvements compared to the conven-

tional algorithms are demonstrated. Also, it mentions the simulation parameters and assumptions.

Finally, this chapter concludes this work and its outcomes and proposes unsolved challenges, which

could be potential future research.
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Chapter 2

Literature Review

This chapter provides a detailed study of FL challenges and reviews some solutions proposed by

recent research. It also mentions the result of a statistical survey we have done on research papers

related to the FL challenges.

Authors in [13] categorize the FL challenges and research into four groups: 1- Communication

cost, 2- Resource allocation, 3- Privacy and security issues, and 4- Applications of FL. Also, we

reviewed the recent FL papers published since 2015 in IEEE with regards to the proposed catego-

rization. Based on our review, we found that 45% of the papers were about resource allocation.

Afterwards, 26% of them belonged to the communication cost. The third popular research field was

applications of FL with 16%. And the last group was privacy and security issues, with 14%. It is

worth mentioning that some of the research falls into two groups, as the challenges and proposed

solutions might cover common areas. This might slightly change the survey result; nevertheless, this

gives us an overall image of the popularity of the recent research. Figure 2.1 depicts the distribution

of these papers.

In the following, we provide more explanations and examples of the conducted research in each

category and subcategory.
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Figure 2.1: Distribution of FL research papers and their corresponding categories

2.1 Resource allocation

2.1.1 Computational resources

As mentioned in the architecture of federated learning, the computation of the learning pro-

cess is offloaded to the participants. Typically, these participants are mobile or IoT devices with

limited computational resources. Also, due to the significant number of participants, the different

processing power of each device will form a heterogeneous group of participants. As a result, us-

ing a computational resource management strategy is vital. A computational resource management

strategy will maximize the outcome and minimize resource utilization on the participants’ side.

Also, a computational resource management strategy could administer the heterogeneity of partic-

ipants’ computational resources in an aggregation server. Hence, a participant will not become the

bottleneck of the whole iteration of training a model.

Different management strategies have been employed in federated learning computational re-

source management. The work in [14] employs reinforcement learning to determine the optimal

mobile device resource management decisions since the decision parameters are dynamically chang-

ing. In this paper, the state space consists of the frequency and capacitance of participants’ CPU

cores. The action space comprises the number of data units and the server’s energy demands from
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each participant. Finally, the reward function is proportional to the accumulated data and inversely

proportional to the energy consumption and training latency. Applying reinforcement learning is

advantageous since the aggregation server has slight information about the dynamic participants’

environment. However, executing reinforcement learning algorithms will increase the complexity

of the computation on the server’s side.

2.1.2 Power consumption

As mentioned, the participants’ pool mainly consists of power-limited mobile or IoT devices.

As the power consumption increases for each iteration of local model training, the power-limited

participants become more reluctant to participate in the training process. Also, another source of

power consumption is due to the transmission between the model owner and participants. Since

mobile devices are to minimize energy consumption, they will only be able to communicate with

close devices.

The above reasons make power consumption management a critical factor in federated learning.

This can limit the communicational and computational resources to diminish their power and form

a Pareto-optimization problem. There are so many solutions for the Pareto optimization problem.

Modelling the issue as a Stackelberg game is one of these solutions, explained in the next section.

Authors in [15] study the transmission of gradients to the edge server, considering a privacy

constraint level. This study concludes that adding some noise actively to the local updates will

improve privacy; however, it will increase the transmission power. Also, the required privacy could

be obtained without affecting the learning performance until the privacy threshold is below a certain

level, which decreases with the SNR.

2.1.3 Participant selection and mechanism design

Participant selection is a two-sided problem. On the aggregation server side, the server is will-

ing to choose the best participants to maximize its outcome and minimize its cost. Similarly, the

participants will minimize their costs and maximize their profit.

Its model accuracy measures the outcome of the server after the final aggregation and the time

it has taken to train that model. In some cases, the server should also propose an incentive to
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encourage the participants to cooperate in the learning process. On the other hand, the participants’

profit is the aggregation server’s incentive or the trained model that it shares with the participants.

The participants’ cost consists of the resource they use, mentioned in the last three subsections.

This two-sided problem forms a Stackelberg game. In [16] Stackelberg game is defined as

an economics model, which models a game with one or multiple leaders and followers. The leader

takes the first action, then the followers’ response by taking their action based on the leader’s action.

Once the leader has taken action, it cannot take it back. Besides, the leader knows the followers’

reward structure, and the followers only know the leader’s actions.

Equation (7) defines the followers’ reward. Subscript 1 refers to the leader, and subscript 2

refers to the followers. Hence, the reward is the revenue minus cost. The revenue is the product of

the price multiplied by the quantity the follower provides. Also, the cost of the follower is a function

of the quantity it provides.

π2 = P (q1 + q2) .q2 − C2 (q2) (7)

Subsequently, equation (8) defines the reward of the leader. The participant’s quantity is a

function of the leader’s quantity. The leader’s goal is to maximize (8), and the participant’s goal is

to maximize (7). Solving these two maximization problems will lead to an equilibrium that either

maximizes the leader’s profit and will maximize the participants’ profit concerning the leader’s.

π1 = P (q1 + q2 (q1)) .q1 − C1 (q1) (8)

There are two approaches to employing the Stackelberg game in federated learning problems.

Authors in [17] models the model owner as of the leader, which offers an incentive. Also, the mobile

devices, which participate in the learning process, are defined as the followers who determine the

optimum CPU power they will use. On the other hand, the work in [18] illustrates the participating

mobile devices as the leaders who decide on the price for one unit of their training data. Also, the

model owner is defined as the single follower, which determines the size of training data of each

mobile device it needs.

Zhan et al. [19] define a mechanism to motivate the clients to participate in the training process.

13



In this method, the server is the leader, and participants are the followers. The amount of payment

to each participant is proportional to the ratio of the data they use divided by the total data used in

the training process. At first, the server defines its strategy by announcing the reward it is willing to

pay regarding the mentioned data size ratio. Subsequently, each participant determines the size of

data it is ready to use concerning the announced reward. Finally, a reinforcement learning approach

is employed on the server and participants’ sides to reach the optimality of received reward for each

side.

Pandey et al. [20] define an incentive-based interaction between the server and participants. In

this method, the server announces a reward rate at first. Then, participants will choose the accuracy

they will offer concerning the advertised reward rate. Participants’ reward will be proportional to

the accuracy they offer multiplied by the reward rate. Finally, both server and participants are going

to maximize their profit, which forms a Stackelberg game.

Kang et al. [21] introduce a reputation blockchain layer. In this method, task publishers will

evaluate the quality of the locally trained model of each participant. Subsequently, these task pub-

lishers will publish their opinion called reputation about each participant by uploading it as a trans-

action to the blockchain. Consequently, other task publishers, or model owners, will combine their

opinion with others to choose the best workers. Similarly, authors in [22] introduce a reputation for

each participant, uploaded to the blockchain network after increasing or decreasing by one on each

iteration.

Toyoda et al. [23] utilize blockchain for mechanism design. In this paper, a task is published

through blockchain at first. Then, some participants will be chosen randomly to update the model.

Subsequently, other participants will retrieve these updated models and vote for each of them based

on their accuracy in the next rounds. Hence, each participant of the previous round will be rewarded

based on its model ranking. These rewards are cryptocurrencies, which are published with the task

by a smart contract.

Kim et al. [24] combine mechanism design and differential privacy. In this regard, the valuation

function input includes the ε of differential privacy, and the participants’ reward will be related to

the differential privacy.

Ding et al. [25] separate different cases into three cases: complete information scenario, weakly
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incomplete information scenario, strongly incomplete information scenario. In the first case, the

server has the complete information about the data type of the participants. Conversely, the last one

is when the server only knows the distribution of the participants’ data type. Then, it designs an

optimum contract for each of these cases, in which the server and the participants could take the

maximum profit.

Lee et al. [26] combine the energy consumption as a function of the number of CPU cycles and

other factors and the amount of data each participant is willing to use to train the model. On the other

hand, the server, which is called the coordinator in this paper, will reward the participants based on

the performance of the trained models. In this regard, a quality function is defined primarily based

on the model’s performance, and the reward function uses this quality function.

In addition to rewarding in incentive mechanisms, the work in [27] defines a penalty policy. In

this proposition, each participant deposits some blockchain token when subscribing. Subsequently,

for each task, it defines a running time. By the end of that running time, if a participant fails to

upload the trained model, or the uploaded trained model of a participant fails in verification, that

participant will be penalized by deducting the amount of blockchain token it has deposited at first.

This brings fairness to the designed incentive mechanism.

Table 2.1 summarizes the research in resource management category with their subcategory and

key ideas.
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Table 2.1: Key ideas of reviewed research papers in resource management

Challenge Reference Key idea

Computational resources [14] Employs reinforcement learning to determine optimal

resource management decision.

Power consumption [15] Studies the effect of adding noise to the local updates on

the power consumption.

Participant selection and

mechanism design

[17], [18] Models the model owner and mobile devices as leader

and followers, and conversely.

[19] Defines an incentive mechanism in which the payment

is proportional to the amount of used data in local train-

ing.

[20], [26] Defines an incentive mechanism in which the payment

is proportional to the achieved accuracy or performance

in local training.

[21], [22], and

[23]

Defines a reputation-based incentive mechanism. In this

mechanism, participants will be chosen based on their

gained reputation in the last training rounds.

[24] Defines an incentive mechanism in which the payment

is proportional to the differential privacy.

[25] Defines the incentive mechanism contracts based on the

model owner’s knowledge about the participants’ data

type.

[27] Defines a penalty in addition to the reward. In this

mechanism, if a participant fails in training, it will pe-

nalized.

2.2 Communication cost

This category includes a broader area than just communication itself. Fields such as aggregation

algorithms and data quality belong to this category as they affect the number of training rounds,

which affects communication costs.
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2.2.1 Communication resources

Communication of federated learning between the aggregation server and participants consists

of 1- sending the created or aggregated model to the participants 2- sending the locally trained

model to the aggregation server. These communication phases include data transmission by each

participant individually. Compared to the centralized approach, federated learning increases the

communication overhead significantly. Besides, mobile devices participating in the learning process

are usually small devices with limited communicational resources. Consequently, the more the used

communication bandwidth is managed, the more efficient federated learning will be.

Chen et al. [28] separate the model layer into shallow and deep layers. Shallow layers contain

fewer parameters and learn general features of the dataset. Deep layers on the other hand, have

more parameters and learn features related to specific datasets. With this regard, smaller number

of parameters of the shallow layers have a more effect on the performance. In this method, the

shallow layers will be updated more frequently than the deep layers. This will result in less com-

munication overhead in each iteration. Another way to decrease the communicational overhead is

to compress the gradients before sending. Despite most method, which only applies compression to

the upstream communications from the client to the server, the work in [29] employs compression

in the downstream transmission.

Luo et al. [30] utilizes edges to aggregate locally trained models. Subsequently, the edges

will send the aggregated models to a cloud server for the final aggregation. In this architecture,

all locally trained models are not needed to be sent to the cloud and edges are typically located

near the participants. As a result, it will significantly decrease the transmission overhead and power

consumption.

2.2.2 Aggregation algorithms

An essential difference between centralized and federated learning approaches is the need to

aggregate the locally trained model in the model server. There is only one instance of a machine

in centralized approaches that trains the model by the local data. On the other hand, in federated

learning, the model owner sends a global structure of a shared model to some participants to be
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trained by their local data. Afterwards, each participant sends the trained model to the model owner.

In this phase, the model owner will act as an aggregation server, which forms a final trained model

based on the received trained models from the participants.

Obviously, the algorithm employed by the aggregation server plays a major role in the perfor-

mance of training and the convergence time. FedAvg is the primary example of these algorithms.

However, as the number of participants increase, it challenges the aggregation algorithm in terms of

the prediction error of the aggregated model and the computational aggregation overhead.

Authors in [1] suggest an improvement to the FedAvg in traffic flow prediction. In this paper,

the participants are grouped based on their spatio-temporal parameters. As a result, the correlation

of the data results in a better convergence in each group’s model. Finally, the aggregation server

will choose the best model for the performance as the global model for the current iteration. This

sequence will continue; therefore, other groups might form the global model in the successive it-

erations. It shows that the proposed method performs better than the FedAvg when the number of

participants is greater than 8.

In each iteration of training the model, the aggregation server should wait until it receives models

from all participants. Hence, the slowest participant limits the whole iteration of training the model.

In addition to the fact that the slow participants become the system’s bottleneck, if the transmission

of the models encounters any problems or terminates unexpectedly, it will stall or hinder the training

process. The work in [28] proposes an asynchronous approach, in which each trained model will

participate in the aggregation of the global model as soon as it reaches the aggregation server.

However, the gradients will be multiplied to weight proportional to the difference of current time

and the time the gradient belongs to. In this case, the update of the global model will be based on an

asynchronous important-based approach. This method is practical as long as the multiplied weight

is chosen precisely; otherwise, slower participants could lead the global model to divergence since

their trained models belongs to previous iterations and will be combined with new models.

In [31], Wu et al. propose a personalized federated learning architecture. This research employs

federated transfer learning to utilize the parameters in the lower layers of the globally shared model.

Then, each participant adds some customized higher layers to the shared model and trains it with

a specific dataset. Hence, each participant could adapt the global model to its needs. This method
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will address the problem of model heterogeneity of participants.

Feng et al. [32] implement asynchronous federated learning in the blockchain. In this architec-

ture, the local models participate in the aggregation to form the global model concerning the time

difference and their model score. As for the asynchronous aggregation, an exponential function

proportional to the freshness of the locally trained model is used. Also, the score of each model is

proportional to the Euclidian distance between the local and global models. However, only using

this Euclidian speed seems to have a drawback. A malicious user can send a similar model to the

global model on each iteration to gain a better score without improving the accuracy.

Cahi et al. [33] propose a hierarchical blockchain-based federated learning architecture. In this

architecture, the global model is trained at the first level; then, it will be sent to the higher levels. At

the higher level, new participants will train this model with their new datasets. As a result, it will

decrease the computational complexity of aggregating local models at each level. This approach will

be suitable when the computational resource is limited at each level to aggregate all locally trained

models. On the other hand, authors in [34] propose a cross-cluster blockchain-based federated

learning architecture. In this paper, different participants are separated into different clusters. At

first, these cluster members will train their models, which the consensus algorithm will aggregate.

Subsequently, the aggregated model will be sent to other clusters to be trained by their datasets.

Unlike previous architecture, these clusters will work together in this paper instead of working for

the superior blockchain level. Similarly, in [35], authors define a collaborative approach between

roadside units (RSU), which will aggregate the trained models of vehicles and share them with other

RSUs in the blockchain platform.

2.2.3 Data quality

Federated learning is dependent on the local data of the participants. The more comprehensive

the local datasets are, the more precise the model predictions will be. Compared to the centralized

approach, where the whole data is present at the central server, information is distributed among

participants in federated learning. Also, the model owner does not know the quality and statistical

distribution of the participants’ datasets. In the case of non-iid datasets, each participant’s trained

model’s gradients will diverge after some iterations while aggregating to form the global trained
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model. This will result in accuracy degradation as [36] showed that the model’s accuracy could

decrease up to 55% using non-iid datasets. Besides, the convergence time will increase, and the

global model predictions will not be generalized if the whole dataset comprising each participants’

dataset does not form sufficient non-iid datasets. The work in [8] shows that the test accuracy of the

trained model will either be less while using non-iid datasets or will need more training rounds to

reach approximate equal accuracy.

With this in mind, finding a solution to gain knowledge about participants’ private datasets and

developing data management solutions are challenges of federated learning. Authors in [36] propose

a method to improve the accuracy of the trained model prediction. This research separates the data

into two groups of shared and private data. Shared data is stored on the aggregation server, and a

portion will be sent to each participant. Then, each participant will train the model locally with that

portion of shared data combined with the local data. It claims that the accuracy will increase by 30

Chiu et al. [37] propose an algorithm that the participants swap the locally trained models

between the iterations before being aggregated by the server. In this case, the aggregation server

switches the models between the participants instead of aggregating them in every round. After

some rounds, received models will be aggregated and sent to the participants as the final trained

model.

Zhang et al. [38] define a measure for the divergence of locally trained models’ gradients. In this

case, the server store a dataset called auxiliary data. At first, the server chooses some participants

randomly. Subsequently, selects participants and the server train the model simultaneously by their

local data. Then, using the divergence between the model trained by the server and the participants,

the server will choose participants for the next round. These participants will be selected among

those who have a minor divergence.

Similarly, the work in [39] uses the deviation of the model parameters from the average pa-

rameters. In the aggregation phase, each parameter will be multiplied to a weight. This weight is

adversely proportional to the mentioned deviation. As a result, locally trained models with higher

deviations will have a more negligible effect in the training of the global model.

Table 2.2 summarizes the research in communication resources category with their subcategory

and key ideas.
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Table 2.2: Key ideas of reviewed research papers in communication resources

Challenge Reference Key idea

Communication resources

[28] Employs reinforcement learning to

determine optimal resource management

decision.

[29] Compresses both up and downstream.

[30] Employs edges for pre-aggregation.

Aggregation algorithms

[1] Implements grouped aggregation based on

spatio-temporal parameters.

[28] Develops asynchronous aggregation.

[31] Proposes personalized federated learning

by employing federated transfer learning.

[32] Develops synchronous federated learning

aggregation in the blockchain.

[33] Develops hierarchical blockchain-based

federated learning aggregation architec-

ture.

[34] Develops cross-cluster blockchain-based

federated learning aggregation architec-

ture.

[35] Implements collaborative aggregation be-

tween roadside units (RSU).

Data quality

[36] Suggests keeping a shared dataset at the

server and sending private portions to the

participants.

[37] Proposes swapping the locally trained

models between the participants.

[38] Implements selective aggregation by mea-

suring the accuracy with auxiliary data.

[39] Uses the deviation of the model parameters

from the average parameters for a weighted

aggregation.

21



2.3 Privacy and security issues

When the communication becomes public, and the transmission includes private data, privacy

and security become critical issues. The training process includes using participants’ personal data

and sending the trained model to the aggregation server in federated learning. As a result, the

privacy and security in federated learning separate the issues into two groups: 1- authentication

& authorization 2- privacy of participants’ data. The former matters relate to the verification of

participants. The latter relates to preserving the data privacy of participants, so no malicious user,

including a curious aggregation server, can get access to the private data of participants.

2.3.1 Authentication & authorization

Federated learning is based on a primary trust between the aggregation server and some partic-

ipants. In this regard, the received trained model from participants is considered to be trained with

real data. Otherwise, malicious participants could deviate the whole model training process from its

primary goal. This act is called poisoning in federated learning.

There are two types of poisoning attacks: 1- model poisoning attack 2- data poisoning attack.

In a model poisoning attack, some malicious participants try to corrupt the global model by sending

false gradients as the trained model. This attack can affect the convergence and the accuracy of the

global trained model. In a data poisoning attack, one or multiple malicious users try to train the

model with false data. These two attacks could be more destructive if the number of malicious users

is enough to influence the FedAvg result significantly.

Moreover, a malicious device can fake the model and identity of the server to extract users’

information. Authentication methods are to help verify the identity of users and the aggregation

server. VerifyNet [40] is a framework that preserves users’ data privacy and verifies the correctness

of the aggregated results of the server on the clients’ side by employing encryption. In this case, a

malicious device cannot either forge the server aggregated model or infer users’ private information.

Some participants might be reluctant to participate in the training process. Therefore, they

should be motivated by some incentives. In some cases, obtaining a global trained model is the
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incentive between participants who want to collaborate to receive the global trained model. Conse-

quently, all participants should collaborate honestly in the training process to be fair. In this regard,

another security issue is called the free-riding attack. In this case, a participant exploits the trained

model without participating in training and using its dataset.

2.3.2 Participants’ data privacy

One of the most goals in federated learning applications is to preserve the users’ privacy, if not

the only one. The model owner needs to exploit users’ data to train its model with recent real-

time data derived from users’ devices. On the other hand, multiple users are not willing to share

their private data with the server. In this case, federated learning is a median solution, which can

exploit the users’ data and not share it simultaneously. Hence, keeping that privacy becomes a

critical concern. The work in [41] has proved that important information about the dataset used

to train a model could be obtained. It has used a classifier to extract crucial and valuable data

about the training dataset of another trained classifier in greater detail. Hence, a curious server or

a middle man could employ similar techniques to infer meaningful information and features about

participants’ private data.

Shen et al. [42] use an auxiliary dataset to train an attack model. Subsequently, this trained

model is used to infer the properties of participants’ data. Also, it defines different strategies to

choose participants and separate them into groups to infer the properties of their datasets more

precisely or more efficiently.

There are different approaches toward preserving the data privacy of the clients. Authors in [43]

use the differential privacy platform by employing a Gaussian noise mechanism. In this method,

after computing the gradients, it will add Gaussian noise to these gradients. In this case, extracting

data from the trained model will be more challenging. However, this method comes at the cost of

increasing the testing loss of the trained model.
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2.4 Applications of federated learning

Federated learning allows mobile devices to train a model locally with their data. Using users’

data to learn a model is facing more limitations with the rising privacy rules. Hence, federated

learning could be applied to every problem, including using users’ private data to train a model.

In this case, the privacy is preserved, and the model is trained with the most recent real-time data

generated by active users.

The work in [1] utilizes federated learning in traffic flow prediction. In this case, different or-

ganizations such as Uber, car rental companies, Hellobike, etc., have access to the spatio-temporal

of the users. However, this data is not sufficient for real-time traffic flow forecasting, traffic man-

agement, car sharing, and personal travel applications. Moreover, they cannot share this data with

other organizations since it contains sensitive users’ data. Therefore, a federated learning approach

is implemented to train a shared model locally by each organization.

Mowla et al. [44] employ federated learning in jamming defence in flying ad-hoc networks

(FANET). Due to high mobility in FANET, a centralized knowledge base cannot predict the pres-

ence of a jammer. Hence, the UAVs participate in training a federated Q-learning table with their

sensory data such as signal strength indicator (RSSI) and packet delivery rate (PDR). This model-

free strategy will be updated in each iteration by mobile UAVs to predict the presence of a jammer

in new environments.

Lim et al. [45] apply federated learning to the model owners who have basic information of

workers, but this data cannot form a precise model. In this paper, different model owners create a

federation to train a shared model. Finally, the federation could sell this trained model by profit.

Also, each model owner will reward workers for the quality of information they share with the

model owner.

Zhao et al. [22] employ federated learning in the home appliances feedback network. In this

application, customers participate in training the model created by the manufacturer. In this case,

the manufacturer will learn to predict the customers’ consumption behaviours and gain data on

improving home appliances.

24



Authors in [46] utilized the federated learning in autonomous vehicles. Since vehicles are mov-

ing most of the time, they might lose connectivity in a fraction of time. As a result, using a local

model to make intelligent decisions will be a safer and more reliable solution for autonomous ve-

hicles. Also, this paper uses blockchain to reward users for motivating them to participate in the

learning process. This idea shapes the loyalty of users.

Thw work in [47] uses federated learning in health care. In this project, data is acquired from

body sensors such as heart rate, temperature, EEG sensors. Afterwards, a client will send this data to

an organization. These organizations use the private data of patients to train a global model. Finally,

the trained model can predict whether the patient is infected by covid-19. The whole process of

publishing and aggregation of the model is executed by blockchain and smart contracts.

Cui et al. [48] employs federated learning in edge node caching systems. In this system, a

model will be trained to predict the demanding files to increase the hit rate of the caching system.

Since the data used to train the model is users’ private data, federated learning will preserve the

users’ data privacy. Also, the whole process is implemented by blockchain to tackle the security

concerns of the transmitted data.

Pokhrel et al. [49] propose employing the federated learning between UAVs. Then, it applies

the same architecture to the LEO satellites. Also, the communication and sharing of the model are

done through blockchain. Unlike typical blockchain systems, in this system, wireless mobile nodes,

such as UAVs can act as blockchain miners.

Authors in [50] utilize federated learning to detect the infection of COVID-19 from the CT

pictures. In this paper, multiple hospitals collaboratively train a global model to predict the disease

from CT images. In this regard, data privacy is preserved. Also, all hospitals requests and training

process is executed in blockchain.

Figure 2.2 summarizes the challenges and potential solutions offered by novel researches. The

inner circle categorizes the challenges into four groups: 1- Resource allocation 2- Communication

cost 3- Privacy and Security and 4- Applications. The next circle includes challenging fields and

parameters of each group. Finally, the outer circle contains the potential solutions proposed by

recent researches.
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Figure 2.2: Challenges and potential solutions of federated learning
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Chapter 3

ShapAvg Algorithm

In this chapter, we explain our proposed algorithm (ShapAvg) and its contributions. We begin by

mentioning the current issues of the conventional method, FedAvg, by describing its mathematical

process and the parts that will cause the problems. Then, we continue with the requirements of an

effective aggregation algorithm. This will lead us to our proposed algorithm, which satisfies the

requirements.

3.1 Current challenges in conventional FL aggregation

In this section, we briefly describe the FedAvg [8] equations to explain the issues. Consider an

FL system with K participating clients, as shown in Fig. 3.1. Each client has a local data set Di

with data samples (xj , yj) and dataset size of |Di|, where i ∈ {1, 2, . . . ,K} and j ∈ {1, 2, . . . , J}.

Considering a loss function L(xj , yj , ω) on a sample (xj , yj) with model ω, FL consists of three

steps. First, the FL server will create a global model Ωt, where t denotes the iteration, and sends it

to all participating clients. Subsequently, each client i will set its local model ωt
i to Ωt and train it

with local data set for multiple epochs. The clients’ average loss is calculated as:

li
(

Di, ω
t
i

)

=
1

|Di|

J
∑

j=1

L
(

xj , yj , ω
t
i

)

; (xj , yj) ∈ Di, (9)
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the gradients are given as:

∆i = ∇li, (10)

and the new local model will be calculated by:

ωt+1
i = ωt

i − η∆i, (11)

where η is the learning rate. Then, it sends the new local model to the server. Finally, the FL server

will aggregate all received models into one global model based on FedAvg [8] according to:

Ωt+1 =
1

|D|

K
∑

i=1

|Di|ω
t+1
i , (12)

where |D| =
∑K

i=1 |Di|. These steps continue until the specific performance metric set by the

server is met.

As we can see in 12, this algorithm assumes that the size of each client’s dataset is known to

the server. Then the aggregated model will be a weighted average of the local models proportional

to their dataset sizes. When clients announce their dataset sizes voluntarily, it could lead to security

problems since a malicious user will report a large dataset size to change the global model effec-

tively. Considering that the size of the dataset can logarithmically improve the model’s performance

[51], leaving such an important factor to clients’ self-report seems to be not empirical. Also, one

essential advantage of FL is its ability to preserve clients’ privacy since the server does not have any

information about the clients’ datasets.

As a result of the FL platform’s distributed and open design, malicious users may take part in

training and control their local models before uploading them to the server to influence the perfor-

mance of the global model. A data poisoning attack is an instance; [10]. A client may modify the

dataset’s characteristics, labels, model, etc., in a data poisoning attack to affect the performance of

the final model. When malicious users declare a big dataset size in order to receive a greater weight

in the global model weighted average aggregation, the negative effect worsens. It is impossible to
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Figure 3.1: Conventional FL architecture
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recognize these malicious clients at the aggregation step due to the lack of performance evaluation

of client models.

Additionally, FedAvg [10] allows for the possibility of a free-riding attack. When clients refuse

to contribute their data and computer resources to the training process, a free-riding attack takes

place. These clients will attempt to upload false updates to the server for their local models. In this

scenario, they won’t have to use any of their resources [11] in order to obtain the most recent edition

of the global model, which has a high commercial value. Free-riders will not only profit from the

free global model but also will slow down the convergence pace because their faulty models will

impair the performance of the final model. Due to the lack of an evaluation technique, it is not

possible to identify adversarial clients. Additionally, the datasets of various clients may be different

across clients (non-IID). In this scenario, the gradients of the trained models from each participant

will diverge after a certain number of cycles while aggregating to generate the global model. The

study in [36] demonstrated that the model accuracy might decline by up to 55% when using non-IID

datasets, leading to accuracy degradation.

As mentioned before, the conventional methods lack an effective evaluation after receiving the

clients’ models. Our algorithm proposes an effective evaluation method to measure the performance

of each client during FL training. This will mitigate the dataset heterogeneity issues, such as non-

IID datasets causing divergence and separating underperforming clients like malicious clients.

3.2 Requirements of an effective aggregation algorithm

The necessity of adding an evaluation method to the aggregation algorithm is described in the

previous section. However, this evaluation should meet some requirements to be effective. As

mentioned, the dataset size Di is announced by participating clients, allowing them to manipulate

the learning process. Hence, we need an evaluation method with three responsibilities: 1) fairly

evaluate the contribution of each client in the learning process, 2) generate corresponding weights

for the global model aggregation according to each client’s contribution to the final performance;

and 3) remove malicious client or clients with datasets which cause divergence.

We assume φt
i(ω

t
i) is the evaluation function for a client i at iteration t, which uses the ith
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client model to generate a value relative to its performance. Also, let S be a subset of participating

clients and ωS be the global model aggregating these clients’ trained models. Then we expect the

evaluation function to satisfy the following requirement to be effective:

• The value generated for the model of the client subset should be distributed among those

clients, i.e., φt
S

(

ωt
S

)

=
∑

i∈S φt
i(ω

t
i). This is called group rationality which satisfies the

linearity property. In this regard, for two clients, u and v, we have:

φt
u∪v

(

ωt
u∪v

)

= φt
u

(

ωt
u

)

+ φt
v(ω

t
v),

where φt
u∪v

(

ωt
u∪v

)

is the evaluation function for the aggregated model of u and v clients.

• A participating client with no effect on the global model performance or a malicious user

with a negative or negligible impact should receive a zero value. Formally, if φt
S∪u

(

ωt
S∪u

)

≤

φt
S

(

ωt
S

)

, then φt
u = 0.

• Two clients with the same contribution to the global model performance should receive an

equal value. In other words, if clients u and v are equal in the value they add to a subset S

value φt
S∪u

(

ωt
S∪u

)

= φt
S∪v

(

ωt
S∪v

)

, then they will receive an exact same value: φt
u

(

ωt
u

)

=

φt
v

(

ωt
v

)

. This property is called fairness.

3.3 Proposed system model

Except for assigning zero value to damaging or underperforming clients, it has been proved that

the SV meets all requirements [12]. Employing SV in FL, a client’s SV will be the client’s average

marginal contribution to the global model performance trained by different subsets of clients. Fig.

3.2 depicts the overall picture of the proposed system architecture with the steps we have added to

the conventional FL. If we assume I is the coalition of all participating clients, we propose SV for

a client i at iteration t in our system as:

φt
i =

1

K

∑

S⊆I\{i}

(

K − 1

|S|

)−1
[

V
(

Ωt
S
⋃

i

)

− V
(

Ωt
S

)

]

. (13)
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Figure 3.2: Proposed system architecture
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The expression in (13) calculates the average contribution of the client i’s model to all models

trained by all possible combinations of clients. The parameter V denotes a valuation function which

takes the aggregated model ΩS of a set S of clients and returns a corresponding value.

However, calculating the Shapley value requires retraining the model by the members of differ-

ent combinations of clients. This imposes a high computation complexity on the system. Also, it

can significantly increase the delay and communication cost since the models should be transferred

multiple times between the server and clients. Hence, we propose a model-based valuation in Sha-

pAvg instead of a training-based valuation. In this regard, the server will keep a record of clients’

models. Afterwards, it will generate the global model for different combinations of clients for the

valuation function. Therefore, the need to retrain the models and massive communication will be

removed. We take the average of the client’s models to generate the value for the clients’ coalition

model as:

V (ΩS) = V





1

|S|

∑

i⊆S

ωi



 , (14)

where |S| is the number of clients in that coalition.

ShapAvg assesses the contribution by excluding the desired client from the coalition and mea-

suring the impact. The measured performance will increase when a malicious client with a large

announced dataset and a managed model is excluded. Consequently, it will detect the difference

if a client tries manipulating the learning process by intentionally sending a managed model and

announcing a large dataset. It will be robust to this issue compared to FedAvg.

Subsequently, we want to replace the weights in FedAvg, so that the impact of each client on

the global model performance is proportional to their effectiveness. For this purpose, we utilize

the calculated contribution value to assign an appropriate weight. We used the categorical cross-

entropy loss as the valuation function V to represent the convergence speed of the global model. It

efficiently shows the distance between the desired state and the output of the global model. This

loss function is defined in (15), where ti is the truth label, Ω(dk) is the output vector of model for a

given input training data sample, and pi is a softmax function defined as in (16).
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V (Ω) = −
1

N

[

N
∑

k=1

n
∑

i=1

ti log (pi (Ω(dk)))

]

, for n classes and N data samples (15)

pi (Ω(dk)) =
eΩ(dk)i

∑n
j=1 e

Ω(dk)j
(16)

The model Ω(dk) takes dk, the training dataset sample, as the input and generates a vector.

Since we need the probability of belonging to a class, we need to change the range of the vector

output to between 0 and 1 as a probability. Hence, we use the softmax function. This function, (16),

calculates the probability by dividing the vector elements by the sum of elements. The higher the

belonging probability of the desired class after softmax is, the lower the logarithm of it will be to

decrease the loss value. Also, t is the desired softmax output vector derived from the dataset labels.

The corresponding element of this vector of which class the input belongs is equal to 1, and others

are equal to 0. Finally, it takes the loss average for all training data samples as the loss function

value for the given model and training dataset.

The loss function needs a model and a test dataset, as in (9). Since this calculation is done on

the FL server, it needs a sample dataset to evaluate clients’ models. It also estimates the global

model performance metric at each iteration to stop the learning process after meeting the desired

value. Typically, a model which performs better will receive a lower loss value. However, we need

to assign a higher weight to those clients outperforming others. If we assume the contribution value

for a client i as φt
i, the average and standard deviation of clients’ contribution values, φt and σt,

respectively, all at iteration t, then λt
i will be the weight for that client in the aggregation. The

calculation of λt
i will be shown in the following.

First, ShapAvg sets new contribution values, φt
i

′

, by comparing the difference from the average

and the standard deviation as:

φt
i

′

=















0, φt
i − φt > σt

φt
i, φt

i − φt ≤ σt

. (17)

This process repeats at each iteration to remove the clients who are significantly or intentionally

underperforming other clients. Also, the FL server will not send the global model to those clients
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with φt
i
−1′ = 0, which indicates free-riders with no proper contribution in previous iterations. This

guarantees that clients will receive the newest model only after they constructively participate in the

learning process. These clients can receive the latest model as soon as their contribution meets the

requirement by (17) to receive a contribution value of more than zero. Subsequently, a weight for

each client passing the last step will be generated as:

λt
i =

∑K
h=1

ϕt
h

′

ϕt
i
′

∑K
l=1

∑K
h=1

ϕt
h

′

ϕt
l

′

, (18)

based on new contribution values in (17). These weights have a sum equal to one,
∑K

i=1 λ
t
i = 1;

hence, it can directly be used for the weighted average.

Finally, we substitute the calculated weights in (12) to aggregate the global model from clients’

models at each iteration as:

Ωt+1 =

K
∑

i=1

λt
iω

t+1
i . (19)

In this regard, the impact of each client’s model on the global model will be based on the quality of

the dataset it has used and its effective contribution. Hence, if a non-IID dataset declines the global

model convergence speed, ShapAvg will assign a lower weight to tackle the divergence problem

but still helps the model generalize predictions. Algorithm 1 summarizes the overall process of

ShapAvg in FL server and Clients.
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Algorithm 1 Shapley Averaging (ShapAvg)

Input: L: Loss function; ωt
i : Client i’s local model at iteration t; Ωt: Global model at iteration

t; Di: Client i’s local dataset; Ds: Server’s test dataset; K: Number of clients; T: Number of

iterations

Output: Final global model ΩT

/∗ FL Server ∗/
Initialize global model Ω0;

while Server performance metric is not met do

for Each iteration t← 0, 1, . . . , T do

Broadcast Ωt to clients with φt−1
i

′

> 0;

for Each client i← 1, 2, . . . ,K do

ωt+1
i ← LocalTraining(i,Ωt);

end for

φt
i =

1
K

∑

S⊆I\{i}

(

K−1
|S|

)−1
[

V
(

Ds,Ω
t
S
⋃
{i}

)

− V
(

Ds,Ω
t
S

)

]

;

Calculate φt and σt and set φt
i

′

values as in (17);

λt
i =

∑K
h=1

ϕt
h

′

ϕt
i
′

∑K
l=1

∑K
h=1

ϕt
h
′

ϕt
l
′

;

Ωt+1 =
∑K

i=1 λ
t
iω

t+1
i ;

end for

end while

/∗ FL Clients ∗/
LocalTraining(i,ωt):

∆i = ∇li(Di, ω
t);

ωt+1
i ← ωt

i − η∆i;

return ωt+1
i to server;
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Chapter 4

Implementation

As a significant part of our work is developing an FL platform to simulate and analyze our

proposed algorithm, this chapter represents the steps and tools we used to implement our system

model. In greater detail, we developed a platform which could be used to implement and simulate

any aggregation algorithm or in different FL architectures with a slight change and development.

Each corresponding module section will explain the design techniques used for this modularity

feature. In the following, we first explain the crucial modules of the platform. Then, we describe

the technical challenges and techniques we employed to develop each module.

4.1 Architecture of FL platform

Fig. 4.1 depicts the overall architecture of the FL platform. It consists of five major modules:

1- Dataset manager, 2- Server manager, 3- Clients manager, 4- Model manager, and 5- Federated

learning.

The dataset manager is responsible for fetching the data out of a desired dataset and preparing

it for the FL platform in terms of format and other aspects. The server manager follows all the

processes which will be done in the FL aggregation server as generating the global model and

aggregating the models sent by the clients. On the other hand, the client manager implements

the training process on the client side to be sent to the server for the final aggregation. Since the

primary goal of FL is preserving privacy, the model manager is isolated from the server manager to
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Figure 4.1: Overall architecture of the FL platform

provide only the necessary model information without compromising the clients’ privacy. Finally,

the federated learning module wraps all of these modules and their provided information into one

integrated platform as a federated learning platform. In the following sections, we explain the detail

of these modules. snapshots of all module implementation codes could be found in the appendix of

this document.

4.1.1 Employed framework

We chose TensorFlow [52] as the underlying machine learning framework for the platform’s

development. TensorFlow has another framework, TensorFlow Federated [53]. TensorFlow Feder-

ated is a branch of TensorFlow which supports the development of FL applications. In the primary

phases of platform development, we realized that it does not have a modest method to access the

detailed parameters. This framework was useful in simulating FL applications in the early phases

when we required the trained global model with the given number of clients and datasets.

In the next phases, we needed to simulate different scenarios where custom or biased datasets,

having access to all clients’ models after each iteration, evaluating clients’ models after each iter-

ation, saving or evaluating the global model in each iteration, and other accesses were required.

This was not feasible with TensorFlow Federated. The table 4.1 summarizes the advantages and

38



disadvantages of employing each TensorFlow or TensorFlow Federated framework. Therefore, we

employed TensorFlow and developed the FL modules in TensorFlow Federated to thoroughly access

all parameters. This development phase led our work to develop the modules mentioned above. We

will explain each module in the following sections.

Table 4.1: Summary of key advantages of employing TensorFlow

TensorFlow Federated TensorFlow

Advantages Needs less time to develop the app since it

has ready modules (1) Custom federated database generation

(2) Access to the local models

(3) Access to the global model after each iter-

ation

Disadvantages

(1) Federated databases are pre-generated

(2) Do not have access to the local models

(3) Only have access to the global model

after the last iteration

Many modules should be developed from

scratch, which is time-consuming

4.2 Dataset manager

Data is one of the most important factors in federated learning and all machine learning appli-

cations. The data quality determines the performance of the final trained machine learning models.

The distributed nature of FL affects the training process and adds to its complexity as the data fea-

tures are unknown to the aggregation server. Also, the privacy of clients’ data should always be

preserved not to be accessed by a curious server.

In addition to the theoretical challenges of FL datasets, there are some practical ones. As

datasets do not have any specific format in terms of the input size, label formats, image encod-

ing in case of an image database, etc., they need some changes to be prepared for the training
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process. This is called pre-processing. For our application, we need two types of pre-processes.

First, preparing the data samples as the input and output of a model like typical machine learning

applications. Second, generating a distributed dataset from an aggregated dataset to be used by FL

clients.

To follow the modularity design approach, the preparing pre-process is separated into a function,

which will be used later by the dataset manager. As the format of each dataset could be different,

the responsibility of this function is adapting the dataset data samples for the desired model. This

function could be rewritten based on the employed dataset. In our case, we reshaped the input

images to the model input size and changed the range of input elements from discrete [0,255] to

continuous [0,1].

The approach of splitting the dataset into multiple datasets for the second pre-process crucially

affects the final results. These include heterogeneity of the datasets, such as generating IID or Non-

IID datasets. To examine our algorithm in both conditions, we developed the dataset manager to

generate both IID and Non-IID datasets.

First, we shuffled the dataset elements, including the training and testing data samples. Different

datasets have different orders of data samples; by shuffling, we ensure the order of the preliminary

dataset samples does not affect the desired heterogeneity of the generated datasets. Then we grouped

the samples based on their labels. This was possible since our case was a classification application

with limited data labels. This process gives us independent sample groups to draw to generate a

dataset with a favourable distribution.

For IID dataset generation, we need a uniform distribution of data samples. For this purpose,

we first generated a uniform distribution based on the dataset size. Then, we drew the data samples

based on this uniform distribution from the shuffled elements. This guarantees IID datasets as there

are no common data samples between the generated datasets, and they have the same distribution

measured by their labels.

On the other hand, for Non-IID dataset generation, first, we generated a random distribution

for each dataset. These distributions include a different number of data samples of each element

of the groups separated by their labels before. Each dataset’s distribution generation was repeated

to ensure they had unique distributions. Finally, we drew data samples based on these dataset
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distributions with replacements. Having shared data samples and different distributions simulates

allocating Non-IID datasets to FL clients. The next chapter will depict examples of generated

datasets employed in the simulation process.

Last, the dataset manager has the following functions: WholeTrainingDatasetSize, WholeTest-

DatasetSize, GetNextTrainingDataset, GetNextiidTrainingDataset, GetNextTestDataset, GetNexti-

idTestDataset, GetNextTrainingDatasets, GetNextiidTrainingDatasets, GetNextTestDatasets, Get-

NextiidTestDatasets, GetAllTestDataset.

The first two functions return training and testing dataset source sizes; the following four func-

tions generate single FL Non-IID and IID training and test datasets. Subsequently, the next four

functions generate multiple FL Non-IID and IID training and test datasets based on the number of

FL clients as input. And the last function returns the whole test dataset in case an aggregation server

needs a comprehensive test dataset for evaluation. After each function call, the dataset manager

keeps a record of the last used data samples indexes to avoid generating repetative datasets if called

multiple times in the main application.

There is another sub-module called visualizer. This module can depict the distribution of the

generated FL client datasets, plot lines, and bar graphs to show the final results of the aggregation

server model or clients’ contribution used in the subsequent chapter figures.

4.3 Server manager

As the name says, the server manager is responsible for all aggregation server processes. The

most important tasks of the aggregation server are global model generation and clients’ model ag-

gregation. We have also added the client models and global model evaluation feature to this module.

Any proposed aggregation algorithm or evaluation method should be developed and added to this

module. We have already added FedAvg and ShapAvg as aggregation algorithms and aggregation

and evaluation methods to this model.

First, it generates a global model following the given model parameters from the application.

This model will be returned to the clients for local training. After receiving the trained model in

each iteration, this module will be called for aggregation.
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It has two aggregation options: FedAvg and ShapAvg. For the former, it needs the dataset size of

each client’s dataset. This information is only available through a separate module, model manager,

which serves the clients’ privacy. After filling out an array with dataset sizes, it will perform a

weighted average over the trained models received from the clients. Subsequently, it will send it

back to all clients for further training.

First, ShapAvg training needs an evaluation of the received trained models. Hence, it performs

an SV calculation based on the equations provided in the previous chapter. After mentioned adjust-

ments on the contribution values, it aggregates the trained model as explained in (19) to generate

the global model of a corresponding iteration. Like the FedAvg, this will send the aggregated model

back to all clients for further training.

This module also has a ShapleyValue function, which could be used for both final global model

evaluation and a specific client’s model if needed. This evaluation is a simple performance metric

evaluation by the test dataset from the dataset manager. The performance metrics include accuracy

and loss of the provided model.

4.4 Clients manager

We have developed the clients’ side program in the client manager module. It has main tasks:

1- Setting clients’ parameters, 2- Handling the received global model, 3- Training the local model

based on requested performance metrics, and 4- Sending the trained model to the aggregation server.

First, it will set a few parameters which all clients will use. This architecture is for meeting

the modular design feature, and they are received from the aggregation server, called constraints.

These parameters include the number of local iterations, verbose, optimizer, loss function, and

performance metric. Later, we will elaborate on how we set these parameters in the federated

learning module section.

The number of iterations determines the minimum number of training rounds a client should

perform in the local training. Verbose is for debugging purposes. If verbose is enabled, the code

will generate an output reporting the training variables of each client during the local training. Op-

timizer is the responsible function for adjusting the model parameters. Examples of the optimizers
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which could be set are stochastic gradient descent (SGD), RMSprop, Adam, Adadelta, Adagrad,

and Nadam. The loss function calculates the loss of the local model after each local training round.

Examples of the available loss functions are MeanSquaredError, MeanAbsoluteError, Categorical-

Crossentropy, BinaryCrossentropy, and LogCosh. Finally, there are only two options for perfor-

mance metrics: loss or accuracy.

First, the client manager will create an array with the size of the number of participating clients.

Upon receiving the global model from the aggregation server as an input, it will insert replicas of

the global model into that array as the local model.

There is a function called ºClientUpdate.º This function trains an input model with an input

dataset and given parameters for the requested number of rounds. The client manager will call this

function for each client with its model, dataset, and global constraints mentioned before, such as

the number of local iterations (rounds) and receives the final accuracy of the training and the trained

model. It will record the accuracy in a º history º variable for research purposes and returns all

clients’ locally trained models. Finally, it returns those models, which the server will receive for the

aggregation.

It is worth mentioning that in the development and testing of the client manager, the accuracy

increase was not identical to the rise while developing the program with TensorFlow Federated. Af-

ter further debugging, we observed all clients generate the same outputs when enabling the verbose

option. Finally, we realized that TensorFlow generates copies of the same model by reference if

the model replicas are added to the mentioned model array. Copy by reference is when the array

contains different replicas of a model, but they all refer to the same memory location. As a result,

a change to one of them will change the value for all, and after all clients’ training, only the last

client’s trained model could be retrieved. To solve this problem, we developed an independent func-

tion to create a new model from scratch instead of replicating the model. Then we set the generated

model’s parameters to the global model’s parameters. This approach is called copying by value,

which solved our issue.
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Figure 4.2: Copy by reference or value

4.5 Model manager

Everything related explicitly to either global or local models falls in this module. This simplifies

the system’s modularity and, in some cases, preserves the model’s privacy. For example, the FedAvg

aggregation algorithm needs the dataset size of each client who has sent their trained model for

the aggregation. As the aggregation server is not supposed to gain any knowledge about clients’

datasets, the model manager can get the models and return them with a corresponding dataset size.

Since the aggregation server does not receive the models and dataset sizes directly from the clients,

it limits a curious server from retrieving dataset information.

Other applications of the model manager module could be the calculations, which are done on

the models. An example is differential privacy, which includes deliberately adding noise to the

clients’ models to prevent the server from gaining knowledge about clients’ datasets. In this case,

this implementation will be added to the model manager to avoid implementation complexity in the

client manager and isolate this operation from the aggregation server for privacy. In case of additive

implementation complexity, even the model evaluation task by a test dataset could be delegated to

this module.

4.6 Federated learning wrapper module

This module employs all the abovementioned modules as in figure 4.1 to form a single FL

platform. First, it will set a few parameters, which the server manager and client manager modules
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will use. These are the parameters explained in the corresponding module sections and will receive

their value in the initiation phase of this module. Hence, the simulation platform user can integrate

the platform settings only in one area of the code for usage simplicity. These parameters include

all mentioned parameters of clients and the aggregation server plus the number of FL iterations,

Shapley evaluation, aggregation algorithm, the number of clients, and the global model.

As the name indicates, the number of FL iterations is the number of rounds that the FL process

from global model aggregation by the server to receiving the trained models from the clients must be

repeated. If the Shapley evaluation is enabled, the final global model will be evaluated by Shapley

using a dataset that must be provided in advance to measure the final contribution of each client in

the final global model. This should not be mistaken for the contribution value that we explained

in our system model. In fact, this value is the final contribution value. The value we proposed in

the previous chapter is a contribution value calculated after each FL iteration to be employed in

aggregation.

The aggregation algorithm determines the algorithm the user will employ for the simulation.

Currently, the available options are FedAvg and ShapAvg to compare the improvements in the re-

sults. The number of clients denotes the number of created instances of clients using the client

manager to be employed in the FL simulation. Finally, the global model is the model architecture of

the global model, which will be transmitted between the server manager and client manager based

on the FL process. The architecture of this model will be fixed for the whole simulation duration;

only its parameters will be adjusted based on the FL process.

In addition to the required simulation reports printed during the simulation, this module will

return the final simulation results (accuracy or loss depending on the performance metric in the

server manager) and an array of Shapley values in case of enabling the Shapley evaluation in the

parameters of the initiation phase.
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Chapter 5

Simulation and Results

In this chapter, we explain the parameters and simulation environment we have used. Then, we

show the improvements of our proposed algorithm over the typical aggregation algorithm.

5.1 Simulation

To simulate our algorithm, we utilized a classification example. We used the MNIST dataset

[54] as the source dataset and Google Colab as the hardware infrastructure. We will explain the

generation of a federated dataset from the MNIST dataset in the following section. Google Colab

is a Google Research product. This is particularly well suited to machine learning, data analysis,

and education. It enables anyone to create and execute arbitrary Python code through the browser.

Technically speaking, Google Colab is a hosted Jupyter notebook service that offers free access to

computer resources, including GPUs, and requires no setup to use [55].

5.1.1 Dataset generation and adversary clients simulation

We used the MNIST dataset for the simulation, a handwritten digits dataset of 60,000 training

and 10,000 testing examples. We first shuffled the training examples; then, we generated three

types of federated datasets from this source: IID, Non-IID, and datasets for poisoning or free-riding

attackers.
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IID dataset generation

First, we grouped the examples by their labels into ten-digit groups to generate federated IID

datasets. This forms the main pool to draw the samples to generate a federated dataset, and this

pool will be used for all types of dataset generation. However, the dataset generation should be

based on a specific distribution or features, which conforms to the mentioned dataset types. Then,

we generated a digit distribution that will be used for all dataset generation. Finally, we did a non-

replacing sampling of 110 examples based on the generated distribution for each dataset. These

datasets have the same digit distribution, equal size, and no common examples.

Non-IID dataset generation

To generate federated non-IID datasets, we assigned indexes to the training examples after the

shuffling. Then, we drew between 100 to 120 samples (with an average of 110 samples as in IID

datasets for an analogous simulation result) with randomly chosen indexes for each dataset. These

datasets have different sizes with different handwriting digit distributions. Some common examples

between the generated non-IID datasets are probable due to randomly chosen indexes during the

sampling.

Poisoning or free-riding attackers’ dataset generation

To simulate the adversary clients in our scenario, we tried to generate the federated datasets

which will represent their effect on their collaboration in the FL training by changing the quality of

their datasets. The threat model for a data poisoning attacked is described in [10]. Accordingly, we

replaced half of the labels for data poisoning attackers. Also, these clients will report twice the size

of their dataset to the FL server. This affects the FedAvg algorithm as it takes this data from the

clients as trusted data to be used in the aggregation algorithm.

We followed the naive attacker strategy in [11] to simulate the free-riding attackers by setting the

model weights to a random value. We added a level of complexity to this strategy to make the attack

detection more challenging. We generated the random model weights in the range of the global

model weights they received in the last iteration, so the model weights are not completely random
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and much far from other clients’ model weights. However, the transferred model will have a low

accuracy as it is a random model. However, the model weights are in the range of the previously

received global model, so it represents a smart client who has not employed its resources but is

trying to disguise its fake model.

Validation datasets

Finally, we used 15 examples for each client as a validation dataset and 100 examples for the

FL server as a test dataset. Figure 5.1 and figure 5.2 show a visualized bar chart of the federated IID

dataset with the size of 110 samples and the federated Non-IID dataset with a size between 100 and

120 samples for each dataset, generated by this method, respectively. The horizontal axis shows the

sample’s label, and the vertical axis shows the available number of samples of that label. All IID

datasets have the same size and distribution, and Non-IID datasets have different sizes between 100

and 120 samples and different distributions.

5.1.2 Results acquisition technique

In every code execution, Google Colab gives the client a live session to see the simulation phases

and the log outputs. This live session has a few drawbacks. One of the most important drawbacks

is that the connection and session, as a result, are not always stable. Google Colab tries to establish

a new connection to resume the live session, but based on our experience, this does not always

result in a successful session recovery. Hence, for a simulation that takes a long time, a loss of the

connection could result in losing the final results.

The technique we used to tackle this issue is saving each step’s results, settings, and simulation

variables in safe storage. This includes saving the number of FL clients, the number of iterations,

the final accuracy, the final loss, the date and time, and the global model. We saved the last item

based on the simulation requirements. For instance, if a simulation requires many iterations, which

increases the chance of connection loss, we save the global model after each global iteration to

resume the work from the last saved iteration in case of permanently losing the session. The reason

behind the fact that we do not always use this feature is that saving the model after each iteration

could affect the speed of the simulation. Therefore, we only use this if needed.
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Figure 5.1: The generated federated IID Dataset, showing the number of samples of each label

49



Figure 5.2: The generated federated Non-IID Dataset, showing the number of samples of each label
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5.1.3 Simulation scenarios and results

Scenarios and settings

We simulated 15 FL clients and an aggregation server with a light classification model as the

global model. To test our proposed algorithm, our experiment includes three scenarios: a) clients

with IID datasets, b) clients with non-IID datasets, and c) two free-riders, three data-poisoning

attackers, and ten normal clients. We simulated these scenarios both with our ShapAvg and the

typical FedAvg aggregation algorithms. The complexity of the simulation increases from the first

to the third scenario to challenge our algorithm performance compared to the FedAvg.

The global model is the same for all three scenarios to have analogous results, but the employed

datasets differ. These are the datasets mentioned in the previous section. The third scenario con-

tains adversary clients such as free riders, data-poisoning attackers, and regular clients who will

participate adequately. In this regard, we can examine the performance of our model in evaluating

different types of clients in the presence of all client types.

The FL training contains one hundred global rounds to train the global model. Plus, each client

trains the model for ten iterations before sending it to the aggregation server. We set the number

of local iterations to a fixed number because of three reasons. First, by having a similar number

of iterations and using the same resources for simulating all FL clients, we attempt to simulate a

synchronous FL where all clients submit their models at roughly the same time, and the aggregation

server does not have to wait a long time for the bottleneck client. Second, evaluating the client’s

model after the same number of iterations gives the aggregation server a more fair insight into those

clients’ dataset quality. Third, this simplifies the implementation and accelerates the simulation

as there is no need to wait for the slower clients who reach a specified accuracy because of their

low-quality dataset.

Results and discussion

For comparing our algorithm outcome with FedAvg we used the loss as the performance metric

to represent the convergence speed of the global model. It efficiently shows the distance between

the desired state and the output of the global model. We compared ShapAvg and FedAvg for the
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three scenarios. The following figures depict the results of these scenarios by comparing the speed

of loss decrease over the number of FL iterations.

Figure 5.3 showed roughly similar convergence speed while using the IID datasets; however,

ShapAvg reached the final loss of FedAvg 11% faster. Using IID datasets is the least challenging

scenario for aggregation algorithms. As a result, we can see that the final loss values for both

aggregation algorithms are close to each other. However, it takes ShapAvg a shorter time to reach

the final FedAvg loss value. This could be well observed in the middle of the chart, where after

twenty iterations, ShapAvg reduction speed differs more noticeably from FedAvg reduction speed.

In figure 5.4, ShapAvg outperformed the FedAvg while using non-IID datasets in terms of the

final loss by 17% and the convergence speed. In this scenario, ShapAvg outperforms the FedAvg

more significantly after only a few iterations. It is not only faster than the FedAvg but also more

effective in decreasing the loss value after one hundred iterations. Another point in this chart is that

FedAvg has a smoother chart than the ShapAvg. This happens because FedAvg takes a weighted

average of the clients’ models with fixed weights at the end of all iterations. On the other hand,

ShapAvg weights in its weighted average differ based on the clients’ evaluation. The weight for a

client will be higher in an iteration if it has performed better. This results in small bounces in its

chart.

Finally, in figure 5.5, the final loss by ShapAvg was 27% lower than that of the FedAvg if

there are free-riders and poisoning attackers among the participating clients. Also, it shows that the

loss reduction speed difference between FedAvg and ShapAvg is at its highest in the last scenario.

In this scenario, using random and false models by free riders by data-poisoning attackers affects

FedAvg. Although both charts have bounces, those of ShapAvg are smaller than FedAvg. This

is because, unlike the previous scenario, which using the same weights for weighted averaging

resulted in a smoother chart, this scenario will affect FedAvg negatively since the adversary clients

have announced a big dataset size with a low-quality model. On the other hand, ShapAvg is less

prone to this security risk as it evaluates the clients’ performance. It will remove adversary clients

from the aggregation if needed until they perform better.

The results show that ShapAvg is more robust than FedAvg when using non-IID datasets or

in the presence of data-poisoning attackers and free-riders. ShapAvg benefits from evaluating the
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received model to tackle the divergence problem of FedAvg in the global model. Therefore, the gap

between the final achieved loss of ShapAvg and FedAvg significantly increases when the received

models from clients have low quality in terms of performance metrics. This effect is well presented

in figure 5.5, where one-third of the clients are free-riders or data-poisoning attackers. Table 5.1

shows the final loss value of FedAvg and ShapAvg in the mentioned three simulation scenarios.

Table 5.1: Final loss value of FedAvg and ShapAvg in three scenarios

FedAvg ShapAvg

Scenario A: IID datasets 0.6263 0.5893

Scenario B: Non-IID datasets 0.8993 0.7455

Scenario C: Adversary clients 1.1218 0.8184
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Figure 5.3: Convergence speed comparison of FedAvg and ShapAvg with IID-datasets
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Figure 5.4: Convergence speed comparison of FedAvg and ShapAvg with non-IID datasets

55



0 10 20 30 40 50 60 70 80 90 100

FL iteration

0.8

1

1.2

1.4

1.6

1.8

2

2.2

2.4

L
o
ss

FedAvg
ShapAvg

Figure 5.5: Convergence speed comparison of FedAvg and ShapAvg with data poisoning and free-

riding attacks
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Chapter 6

Conclusion and Future Work

This chapter concludes the contributions of this work, and finally, we mention potential research

tips which could be considered in future work.

6.1 Conclusion

FL helps preserve the clients’ data privacy while participating in the learning process. However,

utilizing such a platform is challenging due to its implementation complexity. This work proposed

an aggregation algorithm with an evaluation technique to tackle some security and divergence prob-

lems of conventional FedAvg. Also, the evaluation algorithm paves the way for profit distribution in

FL with few modifications. The observed simulation results show that our proposed algorithm can

optimize the FL global model performance in the presence of malicious clients and non-IID datasets

by effectively aggregating their models based on their contribution to the total performance.

6.2 Future work

We recognize our research as an essential preliminary step in adding evaluation to FL. Hence,

in this section, we mention the parts of our work which could be Future work that can focus on two

goals: first, improve the performance of the contribution value calculation by the FL server; second,

develop the algorithm to assess the clients based on more than one iteration so that the clients do

not lose the participation opportunity due to one iteration under-performance.
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As mentioned, the lack of an evaluation method makes the system vulnerable to attacks and

failures. We solved this issue by proposing an evaluation method added to the aggregation algo-

rithm. However, as adding every feature could cause complexity, adding an evaluation method uses

more resources. Although this added complexity is inevitable, working on the method’s efficiency

could be a potential future work. One possible solution could be approximating the evaluation value

with an approximation error depending on the required accuracy level in employing the aggregation

contribution.

Currently, the clients are evaluated based on their performance in an FL training iteration. If

clients underperform others by the metrics defined in chapter 3, they will not receive the most up-

to-date model in the following training iteration. This helps to remove the free-rider or poisoning

attackers from the participating clients. However, in some cases, an under-performance in one of

the iterations will hinder a client from catching up with others to receive the updated model in the

next iteration if it does not significantly improve its model quality. This depends on their dataset

quality and available resources to train the model. Future work could develop the algorithm to have

an adjustable threshold on the level of strictness of removing the client from the training process by

not sending the model. This could give them an adjustable failing chance based on the aggregation

server constraints.
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Appendix A

Implementation Codes

The appendix contains the development codes of the FL platform.

Figure A.1: Initialization
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Figure A.2: Dataset manager module
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Figure A.3: Dataset manager module

69



Figure A.4: Dataset manager module
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Figure A.5: Dataset manager module
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Figure A.6: Dataset manager module
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Figure A.7: Visualizer sub-module
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Figure A.8: Visualizer sub-module
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Figure A.9: Client manager module
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Figure A.10: Client manager module

Figure A.11: Client manager module
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Figure A.12: Server manager module
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Figure A.13: Server manager module
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Figure A.14: Server manager module
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Figure A.15: Server manager module

Figure A.16: Server manager module
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Figure A.17: Model manager module

Figure A.18: Federated learning module
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Figure A.19: Federated learning module

Figure A.20: Federated learning module
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